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# Descripción del sistema

La inmobiliaria FRSF nos ha solicitado desarrollar un sistema de información que permita gestionar operaciones de compra-venta de inmuebles, desde que un propietario se presenta con un inmueble para la venta hasta que se concreta la misma.

# Equipo de desarrollo

* Fernando Berti: Programador.
* Daniel Campodonico: Programador.
* Emiliano Gioria: Programador.
* Lucas Moretti: Programador.
* Esteban Rebechi: Programador.
* Andrés Rico: Programador.

Para la realización de este trabajo práctico con la metodología ágil XP, el cliente del sistema es el Ing. Rodrigo Ledesma.

La programación de a pares se realizó para las dos iteraciones de la siguiente manera:

* Pareja 1: Berti/Rebechi.
* Pareja 2: Campodonico/Moretti.
* Pareja 3: Gioria/Rico.

# Planificación del Release

Historias de usuario

1. ***ABM Vendedor - Baja***

El vendedor es el usuario del sistema que realiza todas las operaciones sobre el mismo. Para su acceso se requiere los datos personales y una clave de acceso, la cual se debe solicitar antes de acceder a las funcionalidades del sistema.

1. ***ABM propietario - Alta***

Se debe permitir cargar, modificar y eliminar propietarios. Sus datos son nombre y apellido, tipo documento, número documento, calle, número, localidad, provincia, teléfono, email.

1. ***ABM inmueble - Alta***

El sistema debe permitir cargar y modificar inmuebles asociados a un propietario (se debe elegir el propietario previamente cargado). Cuando se carga un inmueble, el sistema debe otorgar código de inmueble, guardar la fecha de carga y asignar estado alta al inmueble. El código de inmueble es un valor secuencial independiente para cada inmueble.

Los datos a cargar para un inmueble son:

* provincia: por defecto Santa Fe;
* localidad: para la provincia de Santa Fe, se deben incluir las siguientes localidades en un listado: Santa Fe, Santo Tomé, Sauce Viejo, Rincón, Colastiné Norte, Colastiné Sur. En caso de que la localidad no sea ninguna de las anteriores, se debe poder ingresar una;
* calle/número: si la localidad elegida tiene asociada calles, se debe elegir la misma de un listado. Si no tiene asociada calles, se permite ingresar la calle/número o una ubicación;
* piso/departamento;
* barrio;
* tipo de inmueble: se debe poder elegir de un listado. Los tipos de inmuebles son: L/local-oficina, C/casa, D/departamento, T/terreno, Q/quinta, G/galpón;
* precio de venta (obligatorio) ;
* orientación (norte, sur, este, oeste, noreste, noroeste, sureste, suroeste), frente (metros), fondo (metros), superficie (m2). Datos del edificio: propiedad horizontal (si/no), superficie (m2), antigüedad, dormitorios, baños, garaje/cochera, patio, piscina, agua corriente, cloacas, gas natural, agua caliente, teléfono, lavadero, pavimento;
* Foto y observaciones;

1. ***Consulta Inmueble - Alta***

El sistema debe permitir consultar inmueble por provincia, localidad, barrio, tipo, cantidad de dormitorios y precio (rango).

1. ***Catálogo de Inmuebles - Media***

El sistema debe permitir generar un catálogo con inmuebles para un cliente (con posibilidad de elegir los inmuebles). Debe incluir para cada inmueble una foto, código inmueble, tipo de inmueble, localidad, dirección, barrio, cantidad de dormitorios, baños, garaje, patio, superficie de terreno, superficie edificada, precio. En cada página debe figurar la fecha de emisión.

1. ***ABM cliente - Media***

El sistema debe permitir cargar y modificar datos de clientes: nombre, apellido, teléfono y los datos del inmueble buscado: tipo de inmueble, localidad, barrios, características, monto disponible.

1. ***Generar Reserva - Media***

El cliente puede reservar un inmueble elegido generándose un documento reserva del inmueble a partir de los datos del cliente y del inmueble. Se debe ingresar el importe de la reserva y el tiempo de vigencia de la misma. Se debe marcar que el inmueble está reservado y por quién en caso de que otro cliente desee reservarlo. El documento debe quedar asociado al Cliente y debe enviarse a su casilla de correo.

1. ***Venta - Media***

Al generarse la venta se genera un documento similar al de reserva indicando los datos del inmueble vendido y el cliente. Este documento debe imprimirse para la firma por parte del cliente. Así también debe figurar el monto de la venta y se debe marcar como vendido a dicho inmueble. El documento de venta debe asociarse al cliente y al inmueble.

1. ***Publicar - Baja***

La inmobiliaria posee un sitio web donde publica los inmuebles de colocando los datos de los inmuebles más relevantes, las fotos y un video de tour del inmueble dependiendo de la calidad del mismo. En dicho sitio deben figurar los datos de contacto de la inmobiliaria.

Historias Refinadas

|  |  |
| --- | --- |
| **Historia de Usuario** | |
|
| Numero: 1 | Nombre: ABM Vendedor |
| Usuario: Fernando Berti | |
| Modificación Historia: | Iteración Asignada: 1 |
| Prioridad en Negocio: Baja | Puntos Estimados: 2 |
|
| Riesgo en Desarrollo: Baja |
|
| Descripción: | |
| Se deberán ingresar los siguientes datos personales para realizar el alta: (todos los datos son obligatorios)   * + Nombre (String:30),   + Apellido (String:30),   + Tipo de Documento (DNI, LC, LE, Pasaporte, Cédula Extranjera),   + Número de documento (String:30) y   + Contraseña (String:100).   La contraseña debe estar compuesta por caracteres alfanuméricos. Se podrán modificar todos los datos. El DNI no podrá repetirse.  Cada vendedor tendrá una clave de acceso al sistema, la cual, luego de ingresar al sistema, solo permitirá acceder a las siguientes funcionalidades:   * ABM Inmueble. * ABM Propietario. * Consulta inmueble. * Catálogo de inmueble. * ABM Cliente. * Generar Reserva. * Venta. * Publicar.   Además, se debe crear un vendedor con el rol de administrador el cual tendrá acceso a la funcionalidad de administrar otros vendedores. | |
|
|
|
| Observaciones:  La contraseña se deberá hashear con un salt distinto para cada usuario, el cual se deberá almacenar en la entidad correspondiente a Vendedor.  El vendedor debe tener un atributo Estado para manejar la baja lógica. | |
|
| **Historia de Usuario** | |
|
| Numero: 2 | Nombre: ABM propietario |
| Usuario: Lucas Moretti | |
| Modificación Historia: | Iteración Asignada: 1 |
| Prioridad en Negocio: Alta | Puntos Estimados: 2 |
|
| Riesgo en Desarrollo: Baja |
|
| Descripción: | |
| Se deberán ingresar los siguientes datos personales para realizar el alta de un propietario:   * Nombre (String:30), * Apellido (String:30), * Tipo de Documento (DNI, LC, LE, Pasaporte, Cédula Extranjera), * Número de documento (String:30), * Dirección (País, Provincia, Localidad, Barrio, Calle, Número, Piso, Departamento, Otros), * Teléfono (String:30) y * Email (String:30).   Los siguientes datos son obligatorios: nombre, apellido, tipo, número de documento, calle, número, país, provincia, localidad, barrio, teléfono.  Todos los datos pueden ser modificados.  Todos los datos pueden repetirse, excepto el tipo y número de documento.  No se llevará historial de cambios del mismo.  El propietario no podrá ser dado de baja en caso de tener alguna propiedad asociada.  La baja se realiza de manera lógica. | |
|
|
|
| Observaciones:  Una dirección está compuesta por:   * Localidad (String:50), * Barrio (String:50), * Calle (String:50), * Número (String:30), * Piso (String:30), * Departamento (String:30), * Otros (String:100).   Una Localidad tiene una Provincia (String:50).  Una Provincia tiene un País (String:50). | |
|
| **Historia de Usuario** | |
|
| Numero: 3 | Nombre: ABM inmueble |
| Usuario: Emiliano Gioria | |
| Modificación Historia: | Iteración Asignada: 1 |
| Prioridad en Negocio: Alta | Puntos Estimados: 2 |
|
| Riesgo en Desarrollo: Media |
|
| Descripción: | |
| Se deberán ingresar los siguientes datos para el alta de un inmueble:   * Código del inmueble (código generado por el sistema), * Fecha de carga (Date, fecha actual, no se puede modificar), * Propietario (previamente cargado, obligatorio), * País (String:50), * Provincia (String:50): por defecto Santa Fe (obligatorio), * Localidad (String:50): para la provincia de Santa Fe, se deben incluir las siguientes localidades en un listado: Santa Fe, Santo Tomé, Sauce Viejo, Rincón, Colastiné Norte, Colastiné Sur. En caso de que la localidad no sea ninguna de las anteriores, se debe poder ingresar una (obligatorio), * Calle (String:50) * Número (String:30, numérico): si la localidad elegida tiene asociada calles, se debe elegir la misma de un listado. Si no tiene asociada calles, se permite ingresar la calle y número o una ubicación mediante el campo Otros (obligatorio), * Piso (String:30), * Departamento (String:30), * Barrio (String:50, obligatorio), * Tipo de inmueble (listado: L/local-oficina, C/casa, D/departamento, T/terreno, Q/quinta, G/galpón) (obligatorio), * Precio de venta (Double, obligatorio), * Orientación (norte, sur, este, oeste, noreste, noroeste, sureste, suroeste); * Medidas (Double):   + Frente (en metros),   + Fondo (en metros),   + Superficie (en m2). * Datos del edificio:   + Propiedad horizontal (Boolean),   + Superficie (Double, en m2),   + Antigüedad (Integer, en años),   + Dormitorios (Integer),   + Baños (Integer),   + Garaje/cochera (Boolean),   + Patio (Boolean),   + Piscina (Boolean),   + Agua corriente (Boolean),   + Cloacas (Boolean),   + Gas natural (Boolean),   + Agua caliente (Boolean),   + Teléfono (Boolean),   + Lavadero (Boolean),   + Pavimento (Boolean). * Fotos (sin restricción de tamaño), * Observaciones (String:300).   Cada inmueble debe tener un estado (alta, baja). Luego del alta el estado pasa a ser “Alta”.  Todos los datos se pueden repetir, excepto el código.  Se pueden modificar todos los cambios.  La baja se realiza de forma lógica seteando el estado en “Baja”.  Se debe llevar un historial de todos los cambios. | |
|
|
|
| Observaciones: | |
|
| **Historia de Usuario** | |
|
| Numero: 4 | Nombre: Consulta Inmueble |
| Usuario: Andrés Rico | |
| Modificación Historia: | Iteración Asignada: 2 |
| Prioridad en Negocio: Alta | Puntos Estimados: 1 |
|
| Riesgo en Desarrollo: Baja |
|
| Descripción: | |
| El sistema debe permitir consultar por inmuebles que cumplan determinados criterios de búsqueda que los ingresa el usuario:   * País (String:50), * Provincia (String:50), * Localidad (String:50), * Barrio (String:50), * Tipo de inmueble (TipoInmueble), * Cantidad de dormitorios (Integer), * Precio (seleccionando un rango) y * Estado (vendido, disponible).   Se listarán los inmuebles de la base de datos que cumplan con los criterios de búsqueda y se los lista en una tabla mostrando el tipo, la ubicación y el propietario del mismo.  Se permitirá seleccionar un inmueble y luego elegir alguna de las siguientes funciones:   * Baja Inmueble. * Modificación Inmueble. * Catálogo de inmueble (Genera un catálogo con los inmuebles seleccionados). * Generar Reserva. * Venta.   Si se selecciona más de un inmueble se deben deshabilitar todos los botones que permitan las acciones anteriores excepto el de generar catálogo. | |
|
|
|
| Observaciones:  El criterio de búsqueda para los campos que son del tipo String debe ser “contiene”. | |
|
| **Historia de Usuario** | |
|
| Numero: 5 | Nombre: Catálogo de Inmuebles |
| Usuario: Esteban Rebechi | |
| Modificación Historia: | Iteración Asignada: 2 |
| Prioridad en Negocio: Media | Puntos Estimados: 2 |
|
| Riesgo en Desarrollo: Alta |
|
| Descripción: | |
| Se debe permitir generar un catálogo de inmuebles para un cliente. Para cada inmueble dentro del catálogo se debe incluir una foto, código inmueble, tipo de inmueble, localidad, dirección, barrio, cantidad de dormitorios, baños, garaje, patio, superficie terreno, superficie edificada, precio.  En cada página debe figurar la fecha de emisión del catálogo.  La foto que irá en el catálogo se podrá elegir entre las fotos que ya están cargadas en el sistema para cada inmueble.  El diseño del catálogo deberá contemplar un encabezado donde figure la fecha de emisión del mismo, el logo del sistema y la identificación de la inmobiliaria. Un pie de página en donde figure la página actual y la cantidad de páginas en total.  Las imágenes de los inmuebles en el catálogo deben tener un tamaño considerable; 3 inmuebles por página.  Luego de generar el catálogo se debe poder mostrar al usuario y permitirle imprimirlo y guardarlo. | |
|
|
|
| Observaciones:  En el caso de los departamentos la superficie del terreno y la cubierta es la misma.  El catálogo es generado como un archivo PDF. | |
|
| **Historia de Usuario** | |
|
| Numero: 6 | Nombre: ABM cliente |
| Usuario: Daniel Campodonico | |
| Modificación Historia: | Iteración Asignada: 1 |
| Prioridad en Negocio: Media | Puntos Estimados: 2 |
|
| Riesgo en Desarrollo: Baja |
|
| Descripción: | |
| Para realizar el alta de un nuevo cliente se deberá permitir ingresar los siguientes datos:   * Nombre (String:30), * Apellido (String:30), * Número de documento (String:30), * Teléfono (String:30) y * Los datos del inmueble buscado:   + Tipo de inmueble [L/local-oficina, C/casa, D/departamento, T/terreno, Q/quinta, G/galpón] (obligatorio),   + Localidad (String:50),   + Barrios (Lista de String:50),   + Características:     - Propiedad horizontal (Booleano),     - Superficie en m2 (Decimal),     - Antigüedad en años (Entero),     - Dormitorios mínimos (Entero),     - Baños mínimos (Entero),     - Garaje/cochera (Booleano),     - Patio (Booleano),     - Piscina (Booleano),     - Agua corriente (Booleano),     - Cloacas (Booleano),     - Gas natural (Booleano),     - Agua caliente (Booleano),     - Teléfono (Booleano),     - Lavadero (Booleano),     - Pavimento (Booleano).   Son obligatorios nombre, apellido, tipo y número de documento.  Se puede modificar y repetir todos los datos menos el tipo y número de documento.  No se llevará el historial de cambios del cliente. | |
|
|
|
| Observaciones: | |
|
| **Historia de Usuario** | |
|
| Numero: 7 | Nombre: Generar Reserva |
| Usuario: Daniel Campodonico | |
| Modificación Historia: | Iteración Asignada: 2 |
| Prioridad en Negocio: Media | Puntos Estimados: 1 |
|
| Riesgo en Desarrollo: Baja |
|
| Descripción: | |
| El cliente debe poder generar una reserva para un inmueble elegido; la reserva debe tener los siguientes datos:   * Cliente (Cliente), * Inmueble (Inmueble), * Fecha Actual (Date), * Fecha de vigencia (Date), * Importe (Double).   Para generar la reserva el usuario (vendedor) debe ingresar el importe de la reserva y el tiempo de vigencia de la misma.  El inmueble se debe marcar como reservado.  Se debe generar un documento asociado a la reserva con los datos del cliente, el inmueble, el propietario y de la reserva (fecha de vigencia e importe).  El documento se debe asociar al cliente y ser enviado a su dirección de correo.  A su vez, se guardará en la base de datos y se le preguntará al usuario si desea imprimirlo.  También se debe poder listar las reservas seleccionando un cliente o un inmueble.  Se debe permitir dar de baja una reserva. | |
|
|
|
| Observaciones:  La baja de una reserva se debe implementar de manera lógica. | |
|
| **Historia de Usuario** | |
|
| Numero: 8 | Nombre: Venta |
| Usuario: Fernando Berti | |
| Modificación Historia: | Iteración Asignada: 2 |
| Prioridad en Negocio: Media | Puntos Estimados: 2 |
|
| Riesgo en Desarrollo: Baja |
|
| Descripción: | |
| El usuario debe poder generar una venta seleccionando un inmueble e ingresando los siguientes datos:   * Cliente (ComboBox<Cliente>) (comprador), * Importe (Double), * Medio de pago (String).   Una vez confirmada la venta, se genera un documento de venta donde figuran los datos del cliente (comprador), del inmueble, del propietario (vendedor del inmueble) y datos de la venta (importe, medio de pago, fecha).  El documento se debe poder imprimir y también almacenarse digitalmente.  El inmueble debe poder ser marcado como vendido.  El documento generado se debe asociar al cliente y al inmueble.  Una venta no puede ser modificada ni eliminada. | |
|
|
|
| Observaciones: | |
|
| **Historia de Usuario** | |
|
| Numero: 9 | Nombre: Publicar |
| Usuario: Fernando Berti | |
| Modificación Historia: | Iteración Asignada: - |
| Prioridad en Negocio: Baja | Puntos Estimados: 3 |
|
| Riesgo en Desarrollo: Alta |
|
| Descripción: | |
| Se debe poder publicar un inmueble en el sitio web de la empresa con los siguientes datos:   * código inmueble (Integer), * tipo de inmueble (TipoInmueble), * Localidad (String:50), * Dirección, * Barrio (String:50), * Cantidad de dormitorios (Integer), * Baños (Integer), * Garaje (Integer), * Patio (Boolean), * Superficie terreno (Double), * Superficie edificada (Double), * Precio (Double), * Fotos del inmueble y * Video del tour dentro del inmueble.   Se mostrarán los datos disponibles del inmueble.  Nunca se mostrará el propietario del inmueble.  Se debe mostrar los siguientes datos de contacto de la inmobiliaria:   * Nombre, * Dirección, * Teléfono, * Fax, * Correo electrónico. | |
|
|
|
| Observaciones:  Al crear una publicación se debe eliminar la anterior. | |
|

# Estimación de Esfuerzo, Riesgo y Prioridad

Para el equipo de desarrollo, un Story Point es equivalente a una semana, de 5 días, de 3 horas de trabajo cada día.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Historia** | | **Story Points** | **Prioridad en Negocio** | **Riesgo en Desarrollo** |
| **Numero** | **Nombre** |
| 1 | ABM Vendedor | 2 | Baja | Baja |
| 2 | ABM propietario | 2 | Alta | Baja |
| 3 | ABM inmueble | 2 | Alta | Media |
| 4 | Consulta Inmueble | 1 | Alta | Baja |
| 5 | Catálogo de Inmuebles | 2 | Media | Alta |
| 6 | ABM cliente | 2 | Media | Baja |
| 7 | Generar Reserva | 1 | Media | Baja |
| 8 | Venta | 2 | Media | Baja |
| 9 | Publicar | 3 | Baja | Alta |

|  |  |  |  |
| --- | --- | --- | --- |
| **Riesgo** | **Prioridad** | | |
| **Alta** | **Media** | **Baja** |
| **Alto** |  | 5 | 9 |
|
|
| **Medio** | 3 |  |  |
|
|
| **Bajo** | 2, 4 | 6, 7, 8 | 1 |
|
|

En las primeras reuniones con el cliente, se realizaron consultas y sugerencias para las historias de usuario que fueron proporcionadas en previas reuniones. Se refinaron las historias hasta que las ambigüedades desaparecieron y se obtuvo una aceptación por parte del cliente.

En otra reunión se definió el alcance que tendría que tener el primer release. No existieron negociaciones ya que el cliente decidió no incluir la historia de usuario “Publicar” y el equipo tenía la misma idea para el alcance, ya que la velocidad de desarrollo definida permitía cumplirlo dentro del tiempo aceptable para la entrega del primer release.

En las reuniones posteriores se expusieron los spikes para las pantallas que el sistema tendría que mostrar y se aceptaron por parte del cliente.

Durante las iteraciones, cuando surgían cuestiones que generaban interpretaciones ambiguas dentro del equipo de desarrollo, se resolvían rápidamente con una consulta al cliente vía email o presencial. El tiempo de respuesta nunca paralizó el avance del proyecto.

# Spikes

### Historia 1: ABM Vendedor

Vista donde se muestran todos los vendedores, y desde donde se los puede eliminar:
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### Historia 2: ABM propietario

Vista donde se ven todos los propietarios, y desde donde se los puede eliminar:
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Vista donde se puede ver un propietario completo:
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### Historia 3: ABM inmueble, Historia 4: Consulta inmueble

Vista donde se ven todos los inmuebles, o un subconjunto filtrado de ellos, y desde donde se los puede eliminar. También permite acceder a datos más detallados del inmueble con el botón “Ver más”, acceder a una vista que permite modificar los datos de un inmueble, acceder a una vista para cargar un inmueble nuevo, acceder a la funcionalidad de venta para vender uno de los inmuebles, acceder a las reservas de un inmueble, y acceder a la creación un catálogo con los inmuebles seleccionados.
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Primera parte de la vista donde se puede crear, modificar, o ver un inmueble - (dependiendo de para qué se la llame, los campos serán editables o no):
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Segunda parte de la vista donde se puede crear, modificar, o ver un inmueble.
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### Historia 5: Catálogo de Inmuebles

Vista que permite generar un catálogo, eligiendo el cliente para quien se genera, y una lista de inmuebles (en el spike, la lista tiene un solo elemento) pudiendo elegir la imagen de cada inmueble.
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### Historia 6: ABM cliente

Vista donde se muestran todos los clientes, y da acceso a la creación de uno nuevo. Para cada cliente permite:

* acceder a la vista donde se ve su inmueble deseado,
* acceder a sus reservas,
* acceder a sus compras (ventas en las que el cliente fue el comprador),
* acceder a la vista para crear un catálogo personalizado,
* acceder a la vista que permite modificarlo,
* eliminarlo.
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Vista que permite agregar un cliente
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Vista que permite modificar los datos de un cliente existente:

![](data:image/png;base64,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)

Vista que muestra las características del inmueble deseado por un cliente:
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### Historia 7: Generar Reserva

Vista donde se ven todas las reservas, y desde donde se las puede eliminar. También brinda acceso a la creación de una nueva reserva.
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Vista que permite crear una reserva:
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### Historia 8: Venta

Vista que muestra las ventas asociadas a un cliente, a un propietario, o a un vendedor (dependiendo de cuál de los tres sea, su correspondiente columna no será visible). Permite acceder a ver los datos completos del inmueble asociado a una venta, y el PDF de la venta.
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Vista donde se muestran los datos básicos del inmueble asociado a una venta:
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Esta vista permite crear una venta.

![](data:image/png;base64,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)

### TaskCard 4: Vista principal para la administración

Así será el menú que permitirá acceder a las funciones del programa:
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Aquí un ejemplo de cómo se vería con la función Alta Vendedor abierta:
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### TaskCard 1: Vista y lógica del Login
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# Definición de Velocidad y Alcance

* Total de historias de usuario = 17 Story Point.

Para el primer release del sistema definimos con el cliente que no se va a implementar la historia de usuario 9.

* Alcance: 1, 2, 3, 4, 5, 6, 7 y 8.
* Total de historias de usuario para este release = 14 Story Point.
* Tiempo de iteración promedio = 3 semanas.

Estimamos que en 3 semanas una pareja de desarrollo puede realizar 3 Story Points. Esto nos da una velocidad de 9 Story Points por iteración, pero la definimos en 8 para tener un margen de maniobra en el caso de existir problemas en el desarrollo.

* Velocidad de desarrollo = 8 Story Point/iteración (para una iteración de 3 semanas).
* Cantidad de iteraciones = 14 [story point] / 8 [story point/iteración] = 2 iteraciones.

# Metáfora
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Como metáfora elegimos un modelo Entidad-Relación, en el cual se modelaron las entidades principales del sistema, junto con sus atributos y relaciones con otras entidades.

Elegimos este modelo porque es relativamente fácil de entender por el cliente, y efectivo a la hora de comunicar al equipo de desarrollo la estructura de datos que tendrá el sistema.

# Fecha de Inicio del desarrollo

Fecha de inicio: martes 18 de octubre de 2016.

# Librerías, herramientas y tecnologías utilizadas

Utilizamos las siguientes herramientas:

* Java como lenguaje de programación.
* Javadoc para la creación de documentación.
* JavaFX el manejo de interfaces, es decir, la capa de presentación.
* SceneBuilder para la creación de interfaces.
* Eclipse o IntelliJ IDEA como IDEs.
* Git para el control de versiones.
* GitHub como servidor git remoto.
* JSpIRIT para detectar Code Smells para realizar el refactoring.
* PostgreSQL como base de datos.
* Maven para el manejo de librerías externas.
* StarUML para la creación de diagramas.
* Microsoft Word para la creación de documentos.

Utilizamos las siguientes librerías:

* Spring Framework para la inyección de dependencias y el manejo de transacciones a la base de datos.
* Hibernate como mapeador objeto-relacional, es decir, la capa de acceso a datos.
* PostgreSQL Driver para conectarse a la base de datos.
* JUnit para la realización de pruebas unitarias.
* Mockito para realizar los mocks de las pruebas.
* JUnitParams para la realización de varios casos de prueba en una sola prueba sólo cambiando los parámetros.
* Apache Commons Validator para realizar validaciones de datos.
* Itext para generar PDFs.
* PDFBox para imprimir PDFs.
* GoogleAPI, GoogleOAuthClient y javax.mail para el envío de correos electrónicos.
* JxBrowser para mostrar PDFs.

# Planificación Iteración 1

Fecha de inicio: martes 18 de octubre de 2016.

Fecha de finalización: martes 8 de noviembre de 2016.

## Tareas

### ABM Vendedor

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Vista y lógica del Login | |  | Programador | 3 | |
|  |  |  |  |  |  |  |
| Fecha | 08/10/2016 |  |  | Task Points | 2 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 1 |  | Número de TaskCard | | 1 |
|  |  |  |  |  |  |  |
| Descripción:  Se presenta una vista con las opciones para el inicio de sesión o para registrarse como un nuevo usuario del sistema, es decir, un vendedor.  La opción Registrar inicia la actividad de Alta Vendedor.  Para ingresar al sistema se requieren los siguientes datos:   * tipoDocumento (TipoDocumento) * numeroDocumento (String:30) * Contraseña (String)   Se deben realizar todas las validaciones antes de permitir el ingreso. De existir un error se presenta un cartel indicando lo sucedido.  La UI debe ser similar al spike realizado en la fase de exploración de la planificación | | | | | | |
|  |  |  |  |  |  |  |
| Notas: | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 19/10/2016 | Definición de pruebas vista | | Terminar vista  Definición de pruebas lógica  Terminar lógica autenticar | | Definido cómo probar capa de interfaz gráfica | |
| 24/10/2016 | Terminada función ingresar de la vista | | Terminar función entrar a registrar de la vista  Definición de pruebas lógica autenticar  Terminar lógica autenticar | | Terminar función entrar a registrar de la vista:  Se debe terminar la ventana de registrar vendedor primero. | |
| 26/10/2016 | Definición de pruebas lógica autenticar | | Terminar función entrar a registrar de la vista  Terminar lógica autenticar | | Deberán ser refinadas al terminar de implementar la lógica autenticar. | |
| 03/11/2016 | Terminar función entrar a registrar de la vista. Terminar lógica autenticar | | Nada | |  | |

* Estimación 2 Task Points.
* Tiempo real 4 Task Points.
* Desvío 2 Task Points de subestimación.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Entidad vendedor | |  | Programador | 1 | |
|  |  |  |  |  |  |  |
| Fecha | 07/10/2016 |  |  | Task Points | 1 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 1 |  | Número de TaskCard | | 2 |
|  |  |  |  |  |  |  |
| Descripción:  Implementar la clase Vendedor. La clase debe tener los siguientes atributos:   * nombre(string:30), * apellido(string:30), * tipoDocumento(TipoDocumento), * numeroDocumento(string:30), * id(Integer), * password(string:100), * salt(String), * Root(Boolean) y * estado(Estado).   Para cada atributo deben hacerse los métodos set y get.  Completar la entidad con las anotaciones necesarias para la persistencia con Hibernate. | | | | | | |
|
|
|  |  |  |  |  |  |  |
| Notas:  El atributo Root es true para el vendedor con privilegios de administrador en el sistema.  El atributo Estado debe representar el estado de la entidad (alta, baja). | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 18/10/2016 | Definición completa de la entidad y sus anotaciones | | Nada | |  | |

* Estimación 1 Task Points.
* Tiempo real 1 Task Points.
* Desvío 0 Task Points de desvío.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Vista alta, modificar y baja Vendedor | |  | Programador | 2 | |
|  |  |  |  |  |  |  |
| Fecha | 09/10/2016 |  |  | Task Points | 3 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 1 |  | Número de TaskCard | | 3 |
|  |  |  |  |  |  |  |
| Descripción:  Se deberá presentar una vista donde se visualice todos los vendedores cargados en el sistema y se permita dar de alta, modificar o eliminar un vendedor.  Para dar de alta un vendedor, los campos a ingresar por el usuario son los siguientes:   * Nombre (string:30), * Apellido (string:30), * Tipo de documento (TipoDocumento), * Numero de documento (String:30), * Contraseña (String) y * Repetir contraseña (String).   Todos los datos son obligatorios. Si ocurre un error en la validación de uno o más campos, la interfaz deberá mostrar el error y explicar brevemente que ha sucedido.  La interfaz para modificar un vendedor es la misma que la interfaz de alta, y además se visualiza un checkBox para permitir al usuario cambiar o no la contraseña. Se pueden modificar todos los campos. Se deben mostrar los datos del vendedor en los campos correspondientes.  La UI para la baja de un vendedor es un cartel avisando que el vendedor va a ser eliminado, y presentará las opciones para aceptar o no la eliminación.  Las UI deben ser similares a los spikes realizados en la fase de exploración de la planificación. | | | | | | |
|  |  |  |  |  |  |  |
| Notas: | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 28/10/2016 | Vista alta vendedor | | Vista modificar, baja y administración | |  | |
| 31/10/2016 | Vista modificar y baja vendedor | | Vista administración y transiciones entre vistas | |  | |
| 02/11/2016 | Vista administración y transiciones entre vistas | | Nada | |  | |

* Estimación 3 Task Points.
* Tiempo real 3 Task Points.
* Desvío 0 Task Points de desvío.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Vista principal para la administración | |  | Programador | 3 | |
|  |  |  |  |  |  |  |
| Fecha | 08/10/2016 |  |  | Task Points | 2 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 1 |  | Número de TaskCard | | 4 |
|  |  |  |  |  |  |  |
| Descripción:  Se deben mostrar las acciones que tiene permitido un vendedor después de ingresar al sistema:   * Ver mis datos. * Inmueble: alta, modificar, eliminar, consulta, generar reserva, vender. * Propietario: alta, modificar, eliminar. * Cliente: Alta, modificar, eliminar, ver catálogo de inmuebles * Vendedor: alta, modificar, eliminar. (sólo si es administrador)   Si una acción no está permitida, se debe ocultar el botón.  La UI debe ser similar al spike realizado en la fase de exploración de la planificación. | | | | | | |
|  |  |  |  |  |  |  |
| Notas: | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 02/11/2016 | Definida estructura de transición entre pantallas | | Vista y sus transiciones | |  | |
| 04/11/2016 | Vista y sus transiciones | | Nada | | No tiene pruebas porque solo muestra otras pantallas | |

* Estimación 2 Task Points.
* Tiempo real 2 Task Points.
* Desvío 0 Task Points de sobreestimación.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Lógica alta, modificación y baja vendedor | |  | Programador | 1 | |
|  |  |  |  |  |  |  |
| Fecha | 07/10/2016 |  |  | Task Points | 4 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 1 |  | Número de TaskCard | | 5 |
|  |  |  |  |  |  |  |
| Descripción:  Se recibe de la vista un objeto vendedor.  Para el alta se deberá validar que el tipo y número de documento no se repita con un vendedor ya registrado y el número de documento corresponda con el tipo de documento. El nombre y apellido se deberá validar que sean solo letras y tamaño máximo 30 caracteres.  Si todo es correcto deberá dar de alta el vendedor en la base de datos. Si algo no es correcto se lanza una excepción.  Para la modificación se permitirá cambiar cualquier campo y se deberán validar los campos de la misma forma. Si todo es correcto se deberá modificar el vendedor en la base de datos.  Para la baja, no se deben tener consideraciones especiales y se debe realizar la baja lógica del vendedor. | | | | | | |
|  |  |  |  |  |  |  |
| Notas: | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 19/10/2016 | Test y lógica de alta vendedor | | Test y lógica de modificar y de baja | |  | |
| 20/10/2016 | Test y lógica de modificar | | Lógica de baja | |  | |
| 21/10/2016 | Agregadas verificaciones de datos y casos de prueba | | Lógica de baja | |  | |
| 22/10/2016 | Lógica de baja | | Nada | |  | |

* Estimación 4 Task Points.
* Tiempo real 4 Task Points.
* Desvío 0 Task Points de desvío.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Persistidor vendedor | |  | Programador | 1 | |
|  |  |  |  |  |  |  |
| Fecha | 07/10/2016 |  |  | Task Points | 3 |  |
|  |  |  |  |  |  |  |
| Número de Historia 1 | |  |  | Número de TaskCard | | 6 |
|  |  |  |  |  |  |  |
| Descripción:  Se debe hacer una interfaz con métodos que permitan:   * Guardar un vendedor (si resulta en error lanza excepción SaveUpdateException). * Modificar un vendedor (si resulta en error lanza excepción SaveUpdateException). * Obtener un vendedor por medio de su tipo y número de documento (si resulta en error lanza excepción SaveUpdateException). * Obtener todos los vendedores (si resulta en error lanza excepción SaveUpdateException).   Todas las excepciones mencionadas extienden de PersistenceException.  Se debe hacer una clase que implemente dicha interfaz mediante hibernate. | | | | | | |
|
|
|  |  |  |  |  |  |  |
| Notas  El método para obtener todos los vendedores debe buscar aquellos vendedores con el estado “Alta”. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 23/10/2016 | Definido persistidor | | Manejo de excepciones | |  | |
| 24/10/2016 | Manejo de excepciones | | Nada | | Completado en menos tiempo de lo estimado por baja complejidad | |

* Estimación 3 Task Points.
* Tiempo real 2 Task Points.
* Desvío 1 Task Points de sobreestimación.

### ABM Propietario

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Entidad propietario | |  | Programador | 2 | |
|  |  |  |  |  |  |  |
| Fecha | 07/10/2016 |  |  | Task Points | 1 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 2 |  | Número de TaskCard | | 7 |
|  |  |  |  |  |  |  |
| Descripción  Implementar la clase Propietario. La clase debe tener los siguientes atributos:   * id(Integer), * nombre(string:30), * apellido(string:30), * tipoDocumento(TipoDocumento), * numeroDocumento(string:30), * dirección(Direccion), * teléfono(string:30), * email(string:30), * estado(Estado) e * inmuebles(ArrayList<Inmueble>).   Para cada atributo deben hacerse los métodos set y get.  Completar la entidad con las anotaciones necesarias para la persistencia con Hibernate. | | | | | | |
|
|
|  |  |  |  |  |  |  |
| Notas:  El atributo Estado debe representar el estado de la entidad (alta, baja). | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 20/10/2016 | atributos, setters y getters, equals, anotaciones JPA y NamedQueries | | Nada | |  | |

* Estimación 1 Task Points.
* Tiempo real 1 Task Points.
* Desvío 0 Task Points de desvío.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Vista alta, modificar y baja Propietario | |  | Programador | 1 | |
|  |  |  |  |  |  |  |
| Fecha | 07/10/2016 |  |  | Task Points | 3 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 2 |  | Número de TaskCard | | 8 |
|  |  |  |  |  |  |  |
| Descripción:  Los campos a ingresar por el usuario son los siguientes:   * Nombre (string:30), * Apellido (string:30), * Tipo de documento (ComboBox<TipoDocumento>), * Número de documento (String:30), * Dirección:   + Calle (string:50),   + Número (String:30),   + Piso (String:30),   + Departamento (string:30),   + Otros (String:100)   + País (string:50),   + Provincia (string:50) y   + Localidad (string:50). * Teléfono (String:30) y * Email (string:30).   Los siguientes datos son obligatorios: nombre, apellido, tipo, número de documento, calle, número, país, provincia, localidad, barrio, teléfono.  Si ocurre un error en la validación de uno o más campos, la interfaz deberá mostrar el error y explicar brevemente que ha sucedido.  La interfaz para modificar un propietario es la misma que la interfaz de alta y se pueden modificar todos los campos. Se deben mostrar los datos del propietario en los campos correspondientes.  La UI para la baja de un propietario es un cartel avisando que el propietario va a ser eliminado y presentará las opciones para aceptar o no la eliminación.  Las UI deben ser similares a los spikes realizados en la fase de exploración de la planificación. | | | | | | |
|  |  |  |  |  |  |  |
| Notas: | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 25/10/2016 | Definido fxml y controlador alta | | Fxml y Controlador modificar y baja | |  | |
| 26/10/2016 | Definido fxml y Controlador modificar | | Fml y controlador de administrar propietarios | |  | |
| 27/10/2016 | Terminados fxml y controlador administrar con funcionalidad baja y transiciones a pantallas alta y modificar | | Nada | |  | |

* Estimación 3 Task Points.
* Tiempo real 3 Task Points.
* Desvío 0 Task Points de desvío.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Lógica alta, modificación y baja propietario | |  | Programador | 2 | |
|  |  |  |  |  |  |  |
| Fecha | 09/10/2016 |  |  | Task Points | 3 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 2 |  | Número de TaskCard | | 9 |
|  |  |  |  |  |  |  |
| Descripción:  Para el alta se recibe de la vista un objeto propietario y se debe validar que:   * Nombre sea un string de letras con un máximo 30 caracteres. * Apellido sea un string de letras con un máximo 30 caracteres. * Tipo de documento sea uno de los tipos definidos. * Número de documento sea numérico y corresponda con el tipo de documento. * Dirección:   + Calle sea un string de como máximo 30 caracteres alfanuméricos.   + Número sea String de como máximo 10 caracteres.   + Piso sea String de como máximo 10 caracteres.   + Departamento sea un string de como máximo 10 caracteres.   + País sea un string de como máximo 30 caracteres.   + Provincia sea un string de como máximo 30 caracteres.   + Localidad sea un string de como máximo 30 caracteres.   + Barrio sea un string de como máximo 50 caracteres. * Teléfono sea un String de como máximo 30 caracteres. * Email sea un string de hasta 30 caracteres con formato de correo.   Los siguientes datos son obligatorios: nombre, apellido, tipo, número de documento, calle, número, localidad, provincia, teléfono, barrio.  Si todo es correcto se da de alta al propietario en la base de datos, si no se devuelve una excepción  Para la modificación se permitirá cambiar cualquier campo, se deberán realizar las mismas validaciones y si todo es correcto se deberá modificar el propietario en la base de datos. Si algo no es correcto se deberá devolver una excepción.  Para la baja, no se deben tener consideraciones especiales y se debe realizar una baja lógica del propietario.  Se debe implementar un método que permita obtener todos los propietarios de la base de datos.  Debe implementarse métodos para la validación de los campos, pero éstos deben ser privados. | | | | | | |
|  |  |  |  |  |  |  |
| Notas: | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 21/10/2016 | Logica de Alta y modificacion | | Baja de un propietario, validar datos | | Se realizaron los casos de prueba antes de codificar | |
| 22/10/2016 | Validar datos | | Baja de un propietario | |  | |
| 02/11/2016 | Baja de un propietario | | Nada | |  | |

* Estimación 3 Task Points.
* Tiempo real 3 Task Points.
* Desvío 0 Task Points de desvío.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Persistidor propietario | |  | Programador | 2 | |
|  |  |  |  |  |  |  |
| Fecha | 09/10/2016 |  |  | Task Points | 3 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 2 |  | Número de TaskCard | | 10 |
|  |  |  |  |  |  |  |
| Descripción  Se debe hacer una interfaz con métodos que permitan:   * Guardar un propietario (si resulta en error lanza excepción SaveUpdateException). * Modificar un propietario (si resulta en error lanza excepción SaveUpdateException). * Obtener un propietario (si resulta en error lanza excepción ConsultaException). * Obtener todos los propietarios (si resulta en error lanza excepción ConsultaException)   Todas las excepciones mencionadas extienden de PersistenceException.  Se debe hacer una clase que implemente dicha interfaz mediante hibernate. | | | | | | |
|
|
|  |  |  |  |  |  |  |
| Notas:  El método para obtener todos los propietarios debe buscar aquellos propietarios con el estado “Alta”. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 31/10/2016 | Guardar y modificar un propietario | | Obtener un propietario y listar todos los propietarios | |  | |
| 02/11/2016 | Obtener un propietario y listar todos los propietarios | | Nada | |  | |

* Estimación 3 Task Points.
* Tiempo real 2 Task Points.
* Desvío 1 Task Points de sobreestimación.

### ABM Inmueble

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Entidad inmueble | |  | Programador | 3 | |
|  |  |  |  |  |  |  |
| Fecha | 07/10/2016 |  |  | Task Points | 1 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 3 |  | Número de TaskCard | | 11 |
|  |  |  |  |  |  |  |
| Descripción  Implementar la clase Inmueble. La clase debe tener los siguientes atributos:   * id(Integer), * fechaCarga(Date), * Propietario(Propietario), * tipo(TipoInmueble), * precio(Double), * orientacion(Orientacion), * frente(Double), * fondo(Double), * superficie(Double), * datosEdificio(DatosEdificio), * fotos(ArrayList<Imagen>), * Observaciones (String:300), * direccion(Direccion), * estado(Estado).   Implementar la clase HistorialInmueble. La clase debe tener los siguientes atributos:   * id(long), * fechaYHoraCambio(Date), * fechaCarga(Date), * propietario(Propietario), * tipo(TipoInmueble), * precio(Double), * orientacion(Orientacion), * frente(Double), * fondo(Double), * superficie(Double), * datosEdificio(DatosEdificio), * fotos(ArrayList<Imagen>), * Observaciones (String:300), * direccion(Direccion), * estado(Estado).   Implementar la clase DatosEdificio. La clase debe tener los siguientes atributos:   * id(Integer), * propiedadHorizontal(Boolean), * superficie(double), * antigüedad(Integer), * dormitorios(Integer), * baños(Integer), * garaje(Boolean), * patio(Boolean), * piscina(Boolean), * aguaCorriente(Boolean), * cloacas(Boolean), * gasNatural(Boolean), * aguaCaliente(Boolean), * teléfono(Boolean), * lavadero(Boolean), * pavimento(Boolean).   Para cada atributo deben hacerse los métodos set y get.  Completar la entidad con las anotaciones necesarias para la persistencia con Hibernate. | | | | | | |
|
|
|  |  |  |  |  |  |  |
| Notas  El atributo Estado es un enumerable con cuatro estados posibles, alta, baja, vendido, no vendido. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 20/10/2016 | Terminada Entidad Inmueble y DatosEdificio | | Terminar Entidad HistorialInmueble | | No tiene pruebas porque son solo getters y setters. | |
| 22/10/2016 | Terminada Entidad HistorialInmueble | | Nada | | No tiene pruebas porque son solo getters y setters. | |

* Estimación 1 Task Points.
* Tiempo real 2 Task Points.
* Desvío 1 Task Point de subestimación.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Clases de datos | |  | Programador | 2 | |
|  |  |  |  |  |  |  |
| Fecha | 07/10/2016 |  |  | Task Points | 1 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 3 |  | Número de TaskCard | | 12 |
|  |  |  |  |  |  |  |
| Descripción:  Implementar las siguientes clases de datos:  La clase Dirección que tiene los atributos:   * calle(Calle), * número(string:30), * barrio(Barrio), * piso(string:30), * departamento(string:30), * localidad(Localidad) y * otros(string:100).   La clase Barrio que tiene los atributos:   * id(Integer), * nombre(string:50) y * localidad(Localidad).   La clase Calle que tiene los atributos:   * id(Integer), * nombre(string:50) y * localidad(Localidad).   La clase Localidad que tiene los atributos:   * id(Integer), * nombre(string:50) y * provincia(Provincia).   La clase Provincia con los atributos:   * id(Integer), * nombre(string:50) y * pais(Pais).   La clase País con atributos:   * id(Integer) y * nombre(string:50).   La clase TipoDocumento tiene los atributos:   * id(Integer) y * tipo(enumerable: DNI, LC, LE, CÉDULA\_EXTRANJERA, PASAPORTE).   La clase TipoInmueble tiene los atributos:   * id(Integer) y * nombre(enumerable: L, C, D, T, Q, G).   La clase Orientacion tiene los atributos:   * id(Integer) y * orientación (enumerable: NORTE, SUR, ESTE, OESTE, NORESTE, NOROESTE, SURESTE, SUROESTE).   Para cada atributo deben hacerse los métodos set y get.  Completar las entidades con las anotaciones necesarias para la persistencia con Hibernate. | | | | | | |
|
|
|  |  |  |  |  |  |  |
| Notas:  Estas no son TODAS las clases necesarias. Pueden y se van a tener que hacer más. Indicar las clases agregadas en los comentarios y que no están listadas en esta Task Card. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 20/10/2016 | Atributos, getters y getters, equals | | Anotaciones | | Agregadas clase: Imagen, Archivo, Estado. | |
| 21/10/2016 | Anotaciones | | Nada | |  | |

* Estimación 1 Task Points.
* Tiempo real 2 Task Points.
* Desvío 1 Task Points de subestimación.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Vista alta, modificar y baja inmueble | | | |  | | | Programador | | 3 | | |
|  |  | | |  |  | | |  | |  | |  |
| Fecha | 07/10/2016 | | |  |  | | | Task Points | | 3 | |  |
|  |  | | |  |  | | |  | |  | |  |
| Número de Historia | | | | 3 |  | | | Número de TaskCard | | | | 13 |
|  |  | | |  |  | | |  | |  | |  |
| Descripción:  Los campos a ingresar por el usuario son los siguientes:   * Propietario (Obligatorio), * País: por defecto Argentina (String:50) (obligatorio), * Provincia: por defecto Santa Fe (String:50) (obligatorio), * Localidad (String:50) (obligatorio), * Barrio (String:50) (obligatorio), * Calle (String:50), * número (String:50, numérico) (obligatorio), * Piso (String:30), * Departamento (String:30), * otros (String:100), * Tipo de inmueble (L/local-oficina, C/casa, D/departamento, T/terreno, Q/quinta, G/galpón) (obligatorio), * Precio de venta (Double, 2 cifras significativas) (obligatorio), * Orientación (norte, sur, este, oeste, noreste, noroeste, sureste, suroeste), * Medidas:   + Frente en metros (Double),   + Fondo en metros (Double),   + Superficie en m2 (Double). * Datos del edificio:   + Propiedad horizontal (Booleano),   + Superficie en m2 (Double),   + Antigüedad en años (Integer),   + Dormitorios (Integer),   + Baños (Integer),   + Garaje/cochera (Boolean),   + Patio (Boolean),   + Piscina (Boolean),   + Agua corriente (Boolean),   + Cloacas (Boolean),   + Gas natural (Boolean),   + Agua caliente (Boolean),   + Teléfono (Boolean),   + Lavadero (Boolean),   + Pavimento (Boolean). * Fotos (sin restricción de tamaño), * Observaciones (String:300).   Si ocurre un error en la validación de uno o más campos, la interfaz deberá mostrar el error y explicar brevemente que ha sucedido.  La interfaz para modificar un inmueble es la misma que la interfaz de alta, se pueden modificar todos los campos, excepto el código. Se deben mostrar los datos del inmueble en los campos correspondientes.  La UI para la baja de un inmueble es un cartel avisando que el inmueble va a ser eliminado, y presentará las opciones para aceptar o no la eliminación. | | | | | | | | | | | | |
|  | |  |  | | |  |  | |  | |  | |
| Notas:  La baja se realiza de manera lógica seteando el estado en Baja. | | | | | | | | | | | | |
|
|
| Fecha | | Realizado | | | | A realizar | | | Comentarios | | | |
| 05/11/2016 | | Empezados test de los controladores | | | | Terminar test de los controladores  Programar controladores | | |  | | | |
| 06/11/2016 | | Terminados test de los controladores.  Programados controladores. | | | | Nada | | | Fue rápido porque pudimos reutilizar código de otros controladores. | | | |

* Estimación 3 Task Points.
* Tiempo real 2 Task Points.
* Desvío 1 Task Points de sobreestimación.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Lógica alta, modificación y baja inmueble | |  | Programador | 2 | |
|  |  |  |  |  |  |  |
| Fecha | 09/10/2016 |  |  | Task Points | 4 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 3 |  | Número de TaskCard | | 14 |
|  |  |  |  |  |  |  |
| Descripción:  Se recibe de la vista un objeto inmueble.  Para el alta se debe validar que:   * código del inmueble no se repita con otro inmueble (independientemente del estado) * fecha de carga sea una fecha bien formada. * propietario sea un propietario previamente cargado (obligatorio). * País: sea un string de como máximo 50 caracteres (obligatorio). * Provincia: sea un string de como máximo 50 caracteres (obligatorio). * Localidad: sea un string de como máximo 50 caracteres (obligatorio). * Calle sea un string de como máximo 50 caracteres alfanuméricos. * Número sea numérico. * Piso sea numérico. * Departamento sea un string de como máximo 30 caracteres. * Barrio sea un string de como máximo 50 caracteres. * Tipo de inmueble: sea del tipo: L/local-oficina, C/casa, D/departamento, T/terreno, Q/quinta, G/galpón (obligatorio); * Precio de venta sea numérico (obligatorio); * Orientación sea un string (norte, sur, este, oeste, noreste, noroeste, sureste, suroeste); * Medidas: Frente (numérico), fondo (numérico), superficie (numérico); * Datos del edificio: propiedad horizontal (booleano), superficie (numérico), antigüedad (numérico), dormitorios (numérico), baños (numérico), garaje/cochera (booleano), patio (booleano), piscina (booleano), agua corriente (booleano), cloacas (booleano), gas natural (booleano), agua caliente (booleano), teléfono (numérico), lavadero (booleano), pavimento (booleano); * Observaciones, string de 300 caracteres, como máximo;   Cada inmueble debe tener un estado. Luego del alta el estado pasa a ser “Alta”.  Si todo es correcto se da de alta al inmueble en la base de datos y se le asigna el estado “Alta”. Si ocurrieron errores de validación se lanza una excepción.  Para la modificación se pueden modificar todos los campos (excepto el código) y se deberá validar de la misma manera. Si todo es correcto se guarda un historial de cambio y se modifica el inmueble en la base de datos. De lo contrario, se lanza una excepción.  Para la baja no se deben tener consideraciones especiales y se debe realizar la baja lógica del inmueble seteando el estado en “Baja” | | | | | | |
|  |  |  |  |  |  |  |
| Notas: | | | | | | |
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 03/11/2016 | Pruebas ABMC lógica inmueble. | | Implementación ABMC inmueble. | |  | |
| 04/11/2016 | Implementación ABMC inmueble. | | Nada | |  | |

* Estimación 4 Task Points.
* Tiempo real 2 Task Points.
* Desvío 2 Task Points de sobreestimación.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Persistidor inmueble | |  | Programador | 2 | |
|  |  |  |  |  |  |  |
| Fecha | 09/10/2016 |  |  | Task Points | 3 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 3 |  | Número de TaskCard | | 15 |
|  |  |  |  |  |  |  |
| Descripción:  Se debe hacer una interfaz con métodos que permitan:   * Guardar un inmueble (si resulta en error lanza excepción SaveUpdateException). * Modificar un inmueble (si resulta en error lanza excepción SaveUpdateException). * Obtener un inmueble por id (si resulta en error lanza excepción ConsultaException). * Obtener todos los inmuebles (si resulta en error lanza excepción ConsultaException)   Todas las excepciones mencionadas extienden de PersistenceException.  Se debe hacer una clase que implemente dicha interfaz mediante hibernate. | | | | | | |
|
|
|  |  |  |  |  |  |  |
| Notas:  El método para obtener todos los inmuebles debe buscar aquellos inmuebles con el estado “Alta”. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 01/11/2016 | Guardar, modificar, obtener un inmueble y obtener inmuebles | | Nada | |  | |

* Estimación 3 Task Points.
* Tiempo real 1 Task Points.
* Desvío 2 Task Points de sobreestimación.

### ABM Cliente

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Entidad cliente | |  | Programador | 3 | |
|  |  |  |  |  |  |  |
| Fecha | 07/10/2016 |  |  | Task Points | 1 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 6 |  | Número de TaskCard | | 16 |
|  |  |  |  |  |  |  |
| Descripción  Implementar la clase Cliente. La clase debe tener los siguientes atributos:   * Id (Integer), * nombre (string:30), * apellido (string:30), * tipoDocumento (TipoDocumento), * numeroDocumento (string:30), * teléfono (string:30), * estado (Estado), * inmuebleBuscado (InmuebleBuscado)   Implementar la clase InmuebleBuscado. La clase debe tener los siguientes atributos:   * cliente(Cliente), * Tipo de inmueble [L/local-oficina, C/casa, D/departamento, T/terreno, Q/quinta, G/galpón] (obligatorio) * Localidad (String:50) * Barrios (Lista de String:50) * Características:   + Propiedad horizontal (Booleano)   + Superficie en m2 (Decimal)   + Antigüedad en años (Entero)   + Dormitorios mínimos (Entero)   + Baños mínimos (Entero)   + Garaje/cochera (Booleano)   + Patio (Booleano)   + Piscina (Booleano)   + Agua corriente (Booleano)   + Cloacas (Booleano)   + Gas natural (Booleano)   + Agua caliente (Booleano)   + Teléfono (Booleano)   + Lavadero (Booleano)   + Pavimento (Booleano)   Para cada atributo deben hacerse los métodos set y get.  Completar la entidad con las anotaciones necesarias para la persistencia con Hibernate. | | | | | | |
|
|
|  |  |  |  |  |  |  |
| Notas:  El atributo Estado debe representar el estado de la entidad (alta, baja). | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 18/10/2016 | Terminada | | Nada | | No se hacen pruebas porque son solo setters y getters | |

* Estimación 1 Task Points.
* Tiempo real 1 Task Points.
* Desvío 0 Task Points de desvío.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Vista alta, modificar y baja cliente | |  | Programador | 1 | |
|  |  |  |  |  |  |  |
| Fecha | 07/10/2016 |  |  | Task Points | 3 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 6 |  | Número de TaskCard | | 17 |
|  |  |  |  |  |  |  |
| Descripción:  Se presenta una vista con los campos a ingresar por el usuario para realizar el alta de un cliente:   * Nombre (String:30) (obligatorio) * Apellido (String:30) (obligatorio) * Tipo de documento [DNI, LC, LE, Pasaporte, Cédula Extranjera] (obligatorio) * Número de documento (String:30) (obligatorio) * Teléfono (String:30) * Datos del inmueble buscado:   + Tipo de inmueble [L/local-oficina, C/casa, D/departamento, T/terreno, Q/quinta, G/galpón] (obligatorio)   + Localidad (String:50)   + Barrios (Deben ser de la misma localidad seleccionada o estar vacío si no se seleccionó ninguna) (Lista de String:50)   + Características:     - Propiedad horizontal (Booleano)     - Superficie en m2 (Decimal)     - Antigüedad en años (Entero)     - Dormitorios mínimos (Entero)     - Baños mínimos (Entero)     - Garaje/cochera (Booleano)     - Patio (Booleano)     - Piscina (Booleano)     - Agua corriente (Booleano)     - Cloacas (Booleano)     - Gas natural (Booleano)     - Agua caliente (Booleano)     - Teléfono (Booleano)     - Lavadero (Booleano)     - Pavimento (Booleano) * Monto disponible.   Si ocurre un error en la validación de uno o más campos, la interfaz deberá mostrar el error y explicar brevemente que ha sucedido.  La interfaz para modificar un cliente es la misma que la interfaz de alta, se pueden modificar todos los campos. Se deben mostrar los datos del cliente a modificar en los campos correspondientes.  La UI para la baja de un cliente es un cartel avisando que el cliente va a ser eliminado, y presentará las opciones para aceptar o no la eliminación.  Las UI deben ser similares a los spikes realizados en la fase de exploración de la planificación. | | | | | | |
|  |  |  |  |  |  |  |
| Notas: | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 28/10/2016 | Definido fxml y controladores alta | | Fxml y controladores Modificar, administrar, baja, inmueble buscado | |  | |
| 29/10/2016 | Definido fxml y controlador modificar | | Fxml y controladores administrar-baja e inmueble buscado | |  | |
| 30/10/2016 | Definido fxml y controlador administrar clientes con funcionalidad baja | | Fxml y controlador de cargar inmueble buscado | |  | |
| 31/10/2016 | Terminado fxml y controlador de cargar inmueble buscado | | Nada | |  | |

* Estimación 3 Task Points.
* Tiempo real 4 Task Points.
* Desvío 1 Task Point de subestimación.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Lógica alta, modificación y baja cliente | |  | Programador | 1 | |
|  |  |  |  |  |  |  |
| Fecha | 07/10/2016 |  |  | Task Points | 4 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 6 |  | Número de TaskCard | | 18 |
|  |  |  |  |  |  |  |
| Descripción:  Se recibe de la vista un objeto cliente.  Se deberá validar que:   * Nombre sea un string de letras con un máximo 30 caracteres. * Apellido sea un string de letras con un máximo 30 caracteres. * Tipo de documento sea uno de los tipos definidos. * Número de documento sea String de números con un máximo de 30 caracteres y corresponda con el tipo de documento. Debe ser único. * Teléfono sea String de números con un máximo 30 caracteres. * Validaciones para los datos del inmueble buscado.   Son obligatorios nombre, apellido, tipo y número de documento.  Si todo es correcto se da de alta el cliente en la base de datos. Si ocurre un error se lanza una excepción.  Se puede modificar todos los datos y se deben validar de la misma manera. Si todo es correcto se modifica al cliente en la base de datos. Si ocurre un error se lanza una excepción.  Para la baja no se deben tener consideraciones especiales y se debe realizar la baja del propietario de manera lógica cambiando el estado a “Baja”. | | | | | | |
|  |  |  |  |  |  |  |
| Notas: | | | | | | |
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 01/11/2016 | Test y lógica de alta | | Tests y lógica de modificar y de baja | |  | |
| 02/11/2016 | Terminado modificar y baja | | Nada | |  | |

* Estimación 4 Task Points.
* Tiempo real 2 Task Points.
* Desvío 2 Task Point de sobreestimación.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Persistidor cliente | |  | Programador | 3 | |
|  |  |  |  |  |  |  |
| Fecha | 10/10/2016 |  |  | Task Points | 3 |  |
|  |  |  |  |  |  |  |
| Número de Historia | | 6 |  | Número de TaskCard | | 19 |
|  |  |  |  |  |  |  |
| Descripción  Se debe hacer una interfaz con métodos que permitan:   * Guardar un cliente (si resulta en error lanza excepción SaveUpdateException). * Modificar un cliente (si resulta en error lanza excepción SaveUpdateException). * Obtener un cliente por tipo y número de documento (si resulta en error lanza excepción SaveUpdateException). * Obtener todos los clientes (si resulta en error lanza excepción SaveUpdateException).   Todas las excepciones mencionadas extienden de PersistenceException.  Se debe hacer una clase que implemente dicha interfaz mediante hibernate. | | | | | | |
|
|
|  |  |  |  |  |  |  |
| Notas  El método para obtener todos los clientes debe buscar aquellos clientes con el estado “Alta”. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 30/11/2016 | Terminadas pruebas persistidor | | Programar persistidor | |  | |
| 01/11/2016 | Terminado de programar persistidor | | Nada | |  | |

* Estimación 3 Task Points.
* Tiempo real 2 Task Points.
* Desvío 1 Task Points de sobreestimación.

## Estimación de Esfuerzo

Sumatoria de desvíos = 5 Task Points de sobreestimación (15 horas).

## Conclusiones parciales de lo estimado

Consideramos que el desvío es por demás de aceptable teniendo en cuenta que fue la primera estimación en el proyecto. Esto se debió a que la mayoría del equipo de desarrollo tenía conocimientos de las herramientas de desarrollo utilizadas, ya que habían trabajado en proyectos que utilizaban estas herramientas, haciendo que el tiempo de resolución de problemas frecuentes tienda a cero.

Gran parte del tiempo se disminuyó porque las tareas se paralelizaron correctamente. Como la arquitectura del sistema elegida fue Model-View-Controller, la mayoría de las historias se dividieron en tres task, una por cada capa; entonces, cuando una pareja del equipo tenía conocimientos frescos sobre una tecnología correspondiente a una capa del modelo y tenía una task correspondiente a esa capa, esa pareja debía terminar la task antes que el resto. Luego, el resto de las parejas que tenían una task similar, podían reutilizar o adaptar las pruebas y el código a su task (o al menos mirar cómo se implementa una cuestión en particular).

También se reutilizó código desarrollado por miembros del equipo de desarrollo para otros proyectos que realizan funcionalidades requeridas en éste; por ejemplo, clases de datos (país, provincia, localidad, dirección, estado, documento, entre otras), validadores de formato, persistidores, gestor de contraseña, entre otros.

El desarrollo de las pruebas antes que la codificación fue muy engorroso al principio. Una vez que se codificaron algunas pruebas, éstas sirvieron de guía para tasks que requerían pruebas similares.

Por lo tanto, para la siguiente iteración se mantuvo la estimación para tasks similares.

# Planificación Iteración 2

Fecha de inicio: miércoles 30 de noviembre de 2016.

Fecha de finalización: miércoles 14 de diciembre de 2016.

## Tareas

### Consulta inmueble

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Vista de consulta inmueble | |  | Programador | 1 | |
|  |  |  |  |  |  |  |
| Fecha | 27/11/2016 |  |  | Task Points |  | 2 |
|  |  |  |  |  |  |  |
| Número de Historia | | 4 |  | Número de TaskCard | | 20 |
|  |  |  |  |  |  |  |
| Descripción:  Se deberá presentar una vista donde permita consultar un inmueble ingresando:   * País ((ComboBox <País>), * provincia ((ComboBox<Provincia>), * localidad ((ComboBox<Localidad>), * barrio ((ComboBox<Barrio >), * tipo ((ComboBox<TipoInmueble>), * cantidad de dormitorios (Entero > 0), * precio máximo (Double), * precio mínimo (Double) y * estado del inmuble (ComboBox<EstadoInmueble>).   Si el rango de precios está al revés, debe invertirse y luego proseguir la consulta.  Si ocurre un error en la validación de uno o más campos, la interfaz deberá mostrar el error y explicar brevemente que ha sucedido.  Si todo es correcto se debe pasar a la lógica un objeto filtro con los campos completados por el usuario. Se debe mostrar cualquier error recibido. Si todo es correcto se deben presentar los inmuebles obtenidos como resultado de la consulta en forma de lista mostrando el tipo, ubicación (país provincia, localidad, barrio, calle y número), nombre y apellido del propietario.  Luego de la consulta se permitirá seleccionar algún resultado y elegir alguna de las siguientes funciones:   * Baja Inmueble. * Modificación Inmueble. * Catálogo de inmueble (Genera un catálogo con los inmuebles seleccionados, uno o más). * Generar Reserva. * Venta. * Ver reservas. * Ver más (muestra la pantalla de modificar inmueble con los campos correspondientes rellenados y deshabilitados).   Si se selecciona alguna de esas funciones, se debe invocar a la acción correspondiente.  Si se selecciona más de un inmueble, solo se permite la opción “Generar catálogo de inmueble”. | | | | | | |
|  |  |  |  |  |  |  |
| Notas:  Los campos de dirección con ComboBox permitirán ingresar texto y el criterio de la búsqueda será “contiene”. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 30/11/2016 | Agregada sección de búsqueda al fxml de administrarInmueble y atributos asociados en su controlador | | Lógica de control y de transiciones del controlador | | Se agregó la búsqueda a una pantalla existente | |
| 01/12/2016 | Lógica de control y de transiciones del controlador | | Nada | |  | |

* Estimación 2 Task Points.
* Tiempo real 2 Task Points.
* Desvío 0 Task Points de desvío.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Lógica y persistidor de consulta inmueble | |  | Programador | 3 | |
|  |  |  |  |  |  |  |
| Fecha | 27/11/2016 |  |  | Task Points |  | 3 |
|  |  |  |  |  |  |  |
| Número de Historia | | 4 |  | Número de TaskCard | | 21 |
|  |  |  |  |  |  |  |
| Descripción:  Se recibe de la vista un objeto filtro con los datos necesarios para realizar una consulta a la base de datos (País, Provincia, localidad, barrio, TipoInmueble, cantidad de dormitorios, rango de precios y estado).  Se realiza la consulta en la base de datos con el filtro recibido. Los campos buscados deben contener el string ingresado en el filtro. Si ocurre algún error durante la consulta se debe devolver una excepción ConsultaException que extienda de PersistenceException.  Si no ha ocurrido ningún error se debe devolver un arreglo con los inmuebles que arrojó como resultado la consulta.  La realización de la consulta en la base de datos se debe implementar mediante hibernate y se deben completar las entidades con las anotaciones necesarias. | | | | | | |
|  |  |  |  |  |  |  |
| Notas:  Los inmuebles que se obtienen de la base de datos deben tener el estado “Alta”. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 03/12/2016 | Lógica y persistidor consulta inmueble | | Filtro consulta inmuble y test querys filtro consulta inmueble. | |  | |
| 04/12/2016 | Test querys filtro consulta inmueble | | Filtro consulta inmueble | | En los test se prueba sólo que las querys sean válidas para hibernate. | |
| 05/12/2016 | Filtro consulta inmueble | | Nada | |  | |

* Estimación 3 Task Points.
* Tiempo real 3 Task Points.
* Desvío 0 Task Points de desvío.

### Catálogo de inmuebles

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Vista Alta Catálogo Inmueble | |  | Programador | 3 | |
|  |  |  |  |  |  |  |
| Fecha | 27/11/2016 |  |  | Task Points |  | 3 |
|  |  |  |  |  |  |  |
| Número de Historia | | 5 |  | Número de TaskCard | | 22 |
|  |  |  |  |  |  |  |
| Descripción:  La carga de un catálogo es invocada desde la administración de clientes; al seleccionar un cliente, se habilita la opción de generar un catálogo para el mismo. También puede ser invocado desde la vista administración de inmuebles, al seleccionar uno o varios inmuebles y presionar la opción de generar un catálogo para los mismos.  Se deberá presentar una vista donde permita crear un nuevo catálogo seleccionando los inmuebles que se incluirán en el mismo. Para realizar esta operación, se presenta un listado (inicialmente vacío si se llamó desde la administración de clientes) con los inmuebles que serán parte del catálogo, junto con las opciones de “agregar nuevo inmueble”, “eliminar del catálogo” y “cambiar foto”.  Cuando se presiona “Agregar nuevo inmueble”, se presenta la vista correspondiente a consultar inmuebles, sólo con la opción de “agregar”. Se permitirá agregar más de un inmueble por consulta.  En la vista se visualizarán los inmuebles a incluir en el catálogo junto con la foto que va a ser incluida en el mismo (por defecto la foto es seleccionada aleatoriamente entre las asociadas al inmueble). La foto puede ser cambiada; Cuando se selecciona esta opción, se presenta una vista que muestre las fotos asociadas al inmueble, permitiendo seleccionar solo una foto. Si no hay ninguna foto en el inmueble, el campo de foto no se mostrará.  Cuando la lista de inmuebles no está vacía, se habilita la opción de “Generar catálogo”. Esta operación debe invocar a la generación del catálogo de la lógica. Si el catálogo es generado exitosamente, se visualiza automáticamente en otra vista, con las opciones para imprimir y/o guardar.  Si ocurre un error en la generación del catálogo se debe visualizar con un cartel describiendo lo que sucedió. | | | | | | |
| Notas: | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 11/12/2016 | Test vista alta catálogo. | | Vista alta catálogo | |  | |
| 12/12/2016 | Vista alta catálogo | | Nada | |  | |

* Estimación 3 Task Points.
* Tiempo real 2 Task Points.
* Desvío 1 Task Points de subestimación.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Lógica alta catálogo de inmueble y generar PDF | |  | Programador | 2 | |
|  |  |  |  |  |  |  |
| Fecha | 26/11/2016 |  |  | Task Points |  | 3 |
|  |  |  |  |  |  |  |
| Número de Historia | | 5 |  | Número de TaskCard | | 23 |
|  |  |  |  |  |  |  |
| Descripción:  Se recibe de la vista un objeto CatalogoVista, que consta de un cliente, una lista de inmuebles y un Map de inmueble con foto.  Para el alta se deberá validar que los inmuebles no se repitan y que haya un cliente asociado al catálogo. También que los siguientes datos de los inmuebles deben existir: código inmueble, tipo de inmueble, localidad, dirección, barrio, precio.  Si todo es correcto se deberá generar un archivo PDF con los datos del catálogo: cliente, foto del inmueble, datos del inmueble (código inmueble, tipo de inmueble, país, provincia, localidad, dirección, barrio, precio, cantidad de dormitorios, baños, garaje, patio, superficie terreno, superficie edificada). Si los siguientes datos no existen, no deben mostrarse: cantidad de dormitorios, baños, garaje, patio, superficie terreno, superficie edificada.  Si algo no es correcto se devuelve un error que explique la situación. | | | | | | |
|  |  |  |  |  |  |  |
| Notas  La generación del PDF se debe hacer en una clase aparte encargada de esto. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 12/12/2016 | Lógica alta catálogo y manejo de errores | | Definir estructura del PDF y lógica para generar PDF | |  | |
| 13/12/2016 | Hecho generar PDF | | Nada | |  | |

* Estimación 3 Task Points.
* Tiempo real 2 Task Points.
* Desvío 1 Task Point de sobreestimación.

### Generar reserva

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Vista alta, baja y listar reserva | |  | Programador | 2 | |
|  |  |  |  |  |  |  |
| Fecha | 26/11/2016 |  |  | Task Points |  | 3 |
|  |  |  |  |  |  |  |
| Número de Historia | | 7 |  | Número de TaskCard | | 24 |
|  |  |  |  |  |  |  |
| Descripción:  En la vista de alta de reserva, los campos a ingresar por el usuario son los siguientes:   * Cliente (ComboBox<Cliente>) * Inmueble (ComboBox<Inmueble>) * Importe (Decimal, 2 dígitos) * Tiempo de vigencia:   + Fecha inicio de la reserva (Date)   + Fecha fin de la reserva (Date)   Si el rango de fechas está al revés, debe invertirse y luego proseguir al alta.  Para seleccionar un inmueble, debe listarse en un comboBox los inmuebles de la base de datos.  Todos los campos son obligatorios.  Si ocurre un error en la validación de uno o más campos, la interfaz deberá mostrar el error y explicar brevemente que ha sucedido.  La vista de listar reserva puede accederse al seleccionar un inmueble o un cliente. Esta vista lista todas las reservas del cliente o inmueble seleccionado y de esta se puede proceder a ver el PDF de una reserva seleccionada, dar de baja la reserva seleccionada o a crear una nueva reserva para el inmueble o el cliente seleccionado. Al hacer esto último, se carga el campo correspondiente y se lo hace no editable. | | | | | | |
|  |  |  |  |  |  |  |
| Notas: | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 07/12/2016 | Vista de listar reservas | | Vista alta y baja.  Transiciones desde listar inmueble y listar cliente. | |  | |
| 08/12/2016 | Vista alta y baja reserva | | Transiciones desde listar inmueble y listar cliente | |  | |
| 09/12/2016 | Transiciones desde listar inmueble y listar cliente | | Nada | |  | |

* Estimación 3 Task Points.
* Tiempo real 3 Task Points.
* Desvío 0 Task Points de desvío.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Lógica alta, baja reserva y generar PDF | |  | Programador | 3 | |
|  |  |  |  |  |  |  |
| Fecha | 28/11/2016 |  |  | Task Points |  | 3 |
|  |  |  |  |  |  |  |
| Número de Historia | | 7 |  | Número de TaskCard | | 25 |
|  |  |  |  |  |  |  |
| Descripción:  Se recibe de la vista un objeto Reserva con un cliente, un inmueble, un importe y un rango de vigencia.  Para el alta se deberá validar que haya un cliente y un inmueble asociados al catálogo y que estos tengan los datos necesarios para generar el PDF. También que el importe sea un número decimal válido mayor que 0 y que el rango de vigencia tenga una fecha inicial mayor a hoy, y que tenga una fecha de inicio anterior a la de finalización.  Si todo es correcto se deberá generar un archivo PDF con los datos de la reserva. Luego se genera una Reserva con dicho PDF, el cliente, el inmueble y el rango de fechas pasado y se dará de alta en la base de datos. También se deberá enviar un correo al mail del cliente con el archivo PDF como adjunto en otro hilo.  Si algo no es correcto se devuelve un error que explique la situación.  Para la baja, no se deben tener consideraciones especiales y se debe realizar una baja lógica de la reserva. Si algo no es correcto se devuelve un error que explique la situación. | | | | | | |
|  |  |  |  |  |  |  |
| Notas:  La generación del PDF se debe hacer en una clase aparte encargada de esto. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 06/12/2016 | Tests de alta y baja reserva. | | Lógica alta y baja reserva y generar PDF de reserva y su test. | |  | |
| 07/12/2016 | Lógica alta y baja reserva. | | Generar PDF de reserva. | |  | |
| 08/12/2016 | Generar PDF de reserva y su test. | | Nada | |  | |

* Estimación 3 Task Points.
* Tiempo real 3 Task Points.
* Desvío 0 Task Points de desvío.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Lógica envío de mail | |  | Programador | 2 | |
|  |  |  |  |  |  |  |
| Fecha | 28/11/2016 |  |  | Task Points |  | 1 |
|  |  |  |  |  |  |  |
| Número de Historia | | 7 |  | Número de TaskCard | | 26 |
|  |  |  |  |  |  |  |
| Descripción:  Se recibe un objeto mail con un String de correo, un String de asunto, un mensaje y un Archivo para adjuntar.  La clase debe armar con estos datos un correo y lo debe enviar a través del servidor de correo y la cuenta del cliente. ([olimpoagilinmobiliaria2016@gmail.com](mailto:olimpoagilinmobiliaria2016@gmail.com)) | | | | | | |
|  |  |  |  |  |  |  |
| Notas: | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 06/12/2016 | Hecha lógica envío de mail | |  | | Se ha utilizado la API de Gmail para simplificar la lógica del envío de mail.  2 horas. | |
| 07/12/2016 | Corregidos errores presentados en Windows | | Nada | | En Windows se presentaba un error que impedía el envío de mails, mientras que en Linux funcionaba correctamente.  1 hora. | |

* Estimación 1 Task Points.
* Tiempo real 1 Task Points.
* Desvío 0 Task Points de desvío.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Cambios ABM Cliente | |  | Programador | 3 | |
|  |  |  |  |  |  |  |
| Fecha | 28/11/2016 |  |  | Task Points |  | 1 |
|  |  |  |  |  |  |  |
| Número de Historia | | 7 |  | Número de TaskCard | | 27 |
|  |  |  |  |  |  |  |
| Descripción:  Se debe agregar un campo de correo al cliente. Para esto hay que modificar tanto la vista de crear como la de modificar cliente. También hay que validar este correo en la lógica de alta y modificación de un cliente, y modificar la entidad Cliente. | | | | | | |
|  |  |  |  |  |  |  |
| Notas:  Recordar actualizar las pruebas. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 02/12/2016 | Terminada | | Nada | | Se actualizaron los casos de prueba y se verificó que no se hayan introducido errores. | |

* Estimación 1 Task Points.
* Tiempo real 1 Task Points.
* Desvío 0 Task Points de desvío.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Persistidor y entidad reserva | |  | Programador | 2 | |
|  |  |  |  |  |  |  |
| Fecha | 28/11/2016 |  |  | Task Points |  | 1 |
|  |  |  |  |  |  |  |
| Número de Historia | | 7 |  | Número de TaskCard | | 28 |
|  |  |  |  |  |  |  |
| Descripción:  Se debe hacer una interfaz con métodos que permitan:   * Guardar una reserva (si resulta en error lanza excepción SaveUpdateException). * Modificar una reserva (si resulta en error lanza excepción SaveUpdateException). * Obtener todas las reservas (si resulta en error lanza excepción ConsultaException).   Todas las excepciones mencionadas extienden de PersistenceException.  Se debe hacer una clase que implemente dicha interfaz mediante hibernate.  Implementar la clase Reserva. La clase debe tener los siguientes atributos:   * id (Integer), * cliente (Cliente), * inmueble (Inmueble), * archivoPDF (PDF), * fechaInicio (Date), * fechaFin (Date), * estado (Estado).   Para cada atributo deben hacerse los métodos set y get.  Completar las entidades con las anotaciones necesarias para la persistencia con Hibernate. | | | | | | |
|
|
|  |  |  |  |  |  |  |
| Notas:  El atributo Estado debe representar el estado de la entidad (alta, baja).  El método para obtener todas las reservas debe buscar aquellas reservas con el estado “Alta”. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 30/11/2016 | Entidad Reserva, agregados atributos y anotaciones JPA a las clases relacionadas, métodos guardar, modificar y obtener reservas | | Nada | |  | |

* Estimación 1 Task Points.
* Tiempo real 1 Task Points.
* Desvío 0 Task Points de desvío.

### Ventas

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Vista alta y listar venta | |  | Programador | | 1 | |
|  |  |  |  |  | |  |  |
| Fecha | 29/11/2016 |  |  | Task Points | |  | 3 |
|  |  |  |  |  | |  |  |
| Número de Historia | | 8 |  | Número de TaskCard | | | 29 |
|  |  |  |  |  |  | |  |
| Descripción:  Un vendedor seleccionará, desde el listado de inmuebles, un inmueble que desea vender.  Se mostrará una pantalla con el propietario y datos relevantes del inmueble.  En la pantalla se pedirá que se ingrese el monto de venta y el nuevo propietario, que debe ser un cliente cargado en el sistema.  Se presenta un botón de cancelar venta y otro de realizar venta; en este último se pedirá la contraseña al vendedor para confirmar la venta. Al confirmar la venta, esta se pasa a la lógica para que genere un PDF y guarde la venta.  Si hay algún error debe mostrarse. Sino, debe abrirse una vista para visualizar el documento de venta en PDF generado por la lógica. Se permiten realizar dos acciones: imprimir y guardar.  Para la vista de listar ventas, se debe tener en cuenta de donde es llamada, ya que puede llamarse desde la selección de un vendedor (al listar vendedores), desde la selección de un cliente (al listar clientes), desde la selección de un propietario (al listar propietarios). Se debe mostrar el nombre y apellido de a quién pertenecen las ventas junto con su rol.  Al listar las ventas, se debe mostrar la fecha de la venta, cliente (nombre y apellido), propietario (nombre y apellido), inmueble (dirección), vendedor (nombre y apellido) – quitando la columna del rol que lo llamó. Se debe poder seleccionar una y ver el documento PDF generado al concretar la venta. | | | | | | | |
|  |  |  |  |  |  | |  |
| Notas: | | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | | |
| 02/12/2016 | Tests del controlador de alta venta, fxml de alta venta | | Controlador de alta venta, fxml y controlador de confirmar contraseña.  Test, fxml y controlador de listar venta | |  | | |
| 03/12/2016 | Controlador de alta venta, fxml y controlador de confirmar contraseña | | Test, fxml y controlador de listar venta | |  | | |
| 04/12/2016 | Test, fxml y controlador de listar venta | | Nada | |  | | |

* Estimación 3 Task Points.
* Tiempo real 3 Task Points.
* Desvío 0 Task Points de desvío.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Lógica alta venta y generar PDF | |  | Programador | | 1 | |
|  |  |  |  |  | |  |  |
| Fecha | 28/11/2016 |  |  | Task Points | |  | 3 |
|  |  |  |  |  | |  |  |
| Número de Historia | | 8 |  | Número de TaskCard | | | 30 |
|  |  |  |  |  |  | |  |
| Descripción:  Se recibe un objeto venta con el monto de venta, un vendedor, un cliente, un propietario y un inmueble.  Se le asigna una fecha de venta.  Se valida que el inmueble se encuentre en el estado “No vendido”.  Se valida el monto ingresado y que el cliente que compra el inmueble sea distinto del propietario. También hay que validar que, si el inmueble tiene una reserva en el día de la fecha de venta, la venta no se realizará, a menos que el cliente de la reserva sea el mismo del de la compra.  Si todo es correcto se deberá generar un archivo PDF con los siguientes datos de la venta: fecha, monto, propietario anterior, propietario actual, y los datos relevantes del inmueble.  Setear el estado del inmueble a “Vendido”. | | | | | | | |
|  |  |  |  |  |  | |  |
| Notas  La generación del PDF se debe hacer en una clase aparte encargada de esto. | | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | | |
| 05/12/2016 | Test de alta venta y lógica de alta venta | | Test y lógica de generar pdf de venta | |  | | |
| 06/12/2016 | Test y lógica de generar pdf | | Nada | | Nos llevó menos tiempo por experiencia y soluciones similares realizadas anteriormente que ayudaron | | |

* Estimación 3 Task Points.
* Tiempo real 2 Task Points.
* Desvío 1 Task Point de sobreestimación.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Lógica imprimir venta | |  | Programador | 1 | |
|  |  |  |  |  |  |  |
| Fecha | 28/11/2016 |  |  | Task Points |  | 1 |
|  |  |  |  |  |  |  |
| Número de Historia | | 8 |  | Número de TaskCard | | 31 |
|  |  |  |  |  |  |  |
| Descripción:  Se recibe un objeto PDF y se realiza una impresión del mismo. | | | | | | |
|  |  |  |  |  |  |  |
| Notas: | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 07/12/2016 | Estructura (clase y método que no hace nada) para que pueda ser referenciado | | Lógica de la impresión | | No llevó un task point ya que tomó solo un par de minutos | |
| 09/12/2016 | Lógica de la impresión | | Nada | | Nos llevó más tiempo de lo estimado ya que nos encontramos con problemas para realizar este tipo de impresión | |

* Estimación 1 Task Points.
* Tiempo real 2 Task Points.
* Desvío 1 Task Points de subestimación.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Persistidor y entidad venta | |  | Programador | 2 | |
|  |  |  |  |  |  |  |
| Fecha | 29/11/2016 |  |  | Task Points |  | 2 |
|  |  |  |  |  |  |  |
| Número de Historia | | 8 |  | Número de TaskCard | | 32 |
|  |  |  |  |  |  |  |
| Descripción  Se debe hacer una interfaz con métodos que permitan:   * Guardar una venta (si resulta en error lanza excepción SaveUpdateException). * Modificar una venta (si resulta en error lanza excepción SaveUpdateException). * Obtener todas las ventas (si resulta en error lanza excepción ConsultaException). * Obtener todas las ventas de un vendedor (si resulta en error lanza excepción ConsultaException). * Obtener todas las ventas de un propietario (si resulta en error lanza excepción ConsultaException). * Obtener todas las ventas de un cliente (si resulta en error lanza excepción ConsultaException). * Obtener la venta de un inmueble (si resulta en error lanza excepción ConsultaException)   Todas las excepciones mencionadas extienden de PersistenceException.  Se debe hacer una clase que implemente dicha interfaz mediante hibernate.  Implementar la clase Venta. La clase debe tener los siguientes atributos:   * id (Integer), * cliente (Cliente), * inmueble (Inmueble), * propietario (Propietario), * vendedor (Vendedor), * archivoPDF (PDF), * importe (Double), * medioDePago (String), * fecha (Date).   Para cada atributo deben hacerse los métodos set y get.  Completar las entidades con las anotaciones necesarias para la persistencia con Hibernate. | | | | | | |
|
|
|  |  |  |  |  |  |  |
| Notas:  El atributo Estado debe representar el estado de la entidad (alta, baja).  Los métodos para obtener todas las ventas deben buscar aquellas ventas con el estado “Alta”. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 02/12/2016 | Anotaciones JPA, clase venta, relaciones con las demás clases y método guardar venta | | Nada | | No fue necesario realizar los métodos obtener ventas ya que las ventas pueden ser obtenidas directamente de las clases vendedor, propietario e inmueble | |

* Estimación 2 Task Points.
* Tiempo real 1 Task Points.
* Desvío 1 Task Points de sobreestimación.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Task Card** | Agregar EstadoInmueble a inmueble | |  | Programador | 1 | |
|  |  |  |  |  |  |  |
| Fecha | 26/11/2016 |  |  | Task Points |  | 1 |
|  |  |  |  |  |  |  |
| Número de Historia | | 8 |  | Número de TaskCard | | 33 |
|  |  |  |  |  |  |  |
| Descripción:  Se debe agregar un campo de EstadoInmueble al Inmueble. Para esto hay que modificar la lógica de creación del inmueble y modificar la entidad Inmueble.  Se debe agregar un campo de EstadoInmueble al HistorialInmueble. Para esto hay que modificar la lógica de modificación del inmueble y modificar la entidad HistorialInmueble.  También hay que agregar una función para listar los EstadoInmueble en el gestor de datos y en persistidor de datos.  Hay que crear una entidad EstadoInmueble y un Enum EstadoInmuebleStr (VENDIDO y NO\_VENDIDO). También hay que agregar estos Strings al sql inicial que carga los datos necesarios para ejecutar el sistema. | | | | | | |
|  |  |  |  |  |  |  |
| Notas  Recordar actualizar las pruebas. | | | | | | |
|
|
| Fecha | Realizado | | A realizar | | Comentarios | |
| 07/12/2016 | Terminada | | Nada | | 1 hora. | |

* Estimación 1 Task Points.
* Tiempo real 1/3 Task Points.
* Desvío 2/3 Task Points de sobreestimación.

## Estimación de Esfuerzo

Sumatoria de desvíos = 5/3 Task Points de sobreestimación (5 horas).

## Conclusiones parciales de lo estimado

El desvío por sobre lo estimado es debido a la experiencia de la iteración anterior y el aprendizaje ya afianzado de algunas herramientas y frameworks.

Las codificaciones de las pruebas no consumieron mucho tiempo y algunas tasks se sobre estimaron con el objetivo de dedicar un poco más de tiempo al diseño de las interfaces, probar a fondo las funcionalidades y depurar el código.

Las cuestiones como el manejo de transiciones entre pantallas, manejo de excepciones, validaciones, entre otras, ya estaban más claras y aceptadas por todo el equipo de desarrollo.

# Código Fuente

El código fuente correspondiente a cada Task Card se encuentra en la sección Anexos, ordenado por historia de usuario y por task card.

# Pruebas de Unidad

El código correspondiente a las pruebas de unidad, junto con los casos de prueba, correspondiente a cada Task Card se encuentra en la sección Anexos, ordenado por historia de usuario y por task card, debajo del código fuente del método a probar.

# Refactorización

(deben especificarse a que tarea corresponden)

# Estándares de programación

El equipo de desarrollo creó y estableció un estándar de programación mediante un formateador de código que se ejecuta cada vez que se guarda un archivo, el cual todos los miembros lo tenían seteado en el IDE que utilizaban. Este formateador define cuestiones de indentación, supresión de imports no utilizados, supresión de líneas de código vacías, utilización de corchetes, entre otras (ver estilo en el código adjuntado).

También se definió:

* Nombres de variables.
* Estilo de documentación.
* Orden de código dentro de una clase (atributos, setters, getters, hash, equals, toString).

# Conclusiones

Realizando una comparación con las metodologías tradicionales usadas en la carrera, programación extrema nos resultó más cómoda y nos proporcionó una sensación de utilidad para cada producto de trabajo realizado; la metodología, así como indican os principios ágiles, busca agregar valor al cliente, si un producto de trabajo no produce este efecto, entonces no es necesario hacerlo; por lo tanto nos centramos en aquellas cosas que proporcionan valor para el cliente, o comunican información valiosa para el equipo de desarrollo.

Por otro lado, también tiene cuestiones “incómodas”. Una es la programación por parejas, que, si bien es efectiva y nos dio mucho resultado en la detección de errores en tiempo real, la dependencia y la coordinación de tiempos que se tiene que tener con la otra persona para programar es impracticable cuando los tiempos entre ambas no coinciden (trabajo, facultad, otros). Y la otra cuestión, es que depende mucho de la voluntad de los miembros del equipo de desarrollo; cuando existen cuestiones que no fueron tenidas en cuenta para agregarlas en una task card, las implementaciones necesarias que tiene que hacer una pareja para no detener el desarrollo son completamente voluntarias (implementar clases que son necesarias para modelar un atributo, implementar los mecanismos para la transición entre pantallas, escribir archivos de configuración para la base de datos, escribir los inserts necesarios para iniciar el sistema con datos, entre otros).

Estas cuestiones surgieron al principio y luego se fueron aceitando para el fin de la iteración 1.

Notamos que para el éxito de un proyecto de software utilizando esta metodología es necesario contar con un equipo de desarrollo compacto, con valores y excelencia técnica, para tomar decisiones y no paralizar el avance del proyecto con conflictos eternos.

La codificación de las pruebas antes de codificar fue lo que más costó. Teníamos la teoría de TDD, pero no la práctica. Aunque éramos conscientes de que debíamos codificar las pruebas antes de empezar a codificar el método, muchas veces ocurrió que empezamos a codificar, hasta que nos dábamos cuenta que estábamos haciendo las cosas mal. Después, pudimos comprobar la ventaja que tiene usar TDD. La codificación era a consciencia, teniendo en cuenta las cosas que podían fallar, ya que se habían definido los casos de prueba. También, las pruebas unitarias se corrían para realizar pruebas de regresión cuando se modificaba un método. Los resultados son positivos, aunque haya que sacrificar tiempo de codificación, luego se ahorra.

ANEXOS

# Código Fuente y Pruebas de Unidad

## Iteración 1

### Taskcard 1 Vista y lógica del Login

Código del archivo LoginController.java

/\*\*

\* Método que permite a un vendedor entrar al sistema. Se llama al hacer click en el botón ingresar.

\* Pertenece a la taskcard 1 de la iteración 1 y a la historia 1

\*

\* **@return** ResultadoControlador que resume lo que hizo el controlador

\*/

@FXML

**public** ResultadoControlador ingresar() {

//Inicialización de variables

Set<ErrorControlador> erroresControlador = **new** HashSet<>();

ResultadoAutenticacion resultado = **null**;

Boolean hayErrores;

DatosLogin datos;

String errores = "";

//Toma de datos de la vista

TipoDocumento tipoDocumento = cbTipoDocumento.getValue();

String dni = tfNumeroDocumento.getText().trim();

**char**[] pass = pfContra.getText().toCharArray();

//Procesamiento de errores de la vista

**if**(tipoDocumento == **null** || dni.isEmpty() || pass.length < 1){

presentador.presentarError("No se ha podido iniciar sesión", "Campos vacíos.", stage);

**return** **new** ResultadoControlador(ErrorControlador.***Campos\_Vacios***);

}

//Se cargan los datos de la vista como datos a utilizar en el login

datos = **new** DatosLogin(tipoDocumento, dni, pass);

//Inicio transacción al gestor

**try**{

//Se llama a la lógica para loguear al vendedor y se recibe el resultado de las validaciones y datos extras de ser necesarios

resultado = coordinador.autenticarVendedor(datos);

} **catch**(PersistenciaException e){

presentador.presentarExcepcion(e, stage);

**return** **new** ResultadoControlador(ErrorControlador.***Error\_Persistencia***);

} **catch**(Exception e){

presentador.presentarExcepcionInesperada(e, stage);

**return** **new** ResultadoControlador(ErrorControlador.***Error\_Desconocido***);

}

//Procesamiento de errores de la lógica

hayErrores = resultado.hayErrores();

**if**(hayErrores){

**for**(ErrorAutenticacion r: resultado.getErrores()){

**switch**(r) {

**case** ***Datos\_Incorrectos***:

errores += "Datos inválidos al iniciar sesión.\n";

erroresControlador.add(ErrorControlador.***Datos\_Incorrectos***);

**break**;

}

}

**if**(!errores.isEmpty()){

//Se muestran los errores

presentador.presentarError("No se ha podido iniciar sesión", errores, stage);

}

}

**else**{

//Se pasa a la pantalla de inicio

BaseController siguientePantalla = (BaseController) cambiarmeAScene(BaseController.***URLVista***, ***URLVista***, **true**);

//Se le setea el vendedor logueado

siguientePantalla.formatearConVendedor(resultado.getVendedorLogueado());

}

**return** **new** ResultadoControlador(erroresControlador.toArray(**new** ErrorControlador[0]));

}

/\*\*

\* Método que se llama al hacer click en el botón registrar.

\*/

@FXML

**public** **void** registrar() {

//Se pasa a la pantalla de registro de vendedor

cambiarmeAScene(AltaVendedorController.***URLVista***, ***URLVista***, **true**);

}

Prueba de unidad del archivo LoginControllerTest.java

//Casos de prueba

//tipoDocumento, numDoc, contra, resultadoVista, resultadoLogica, excepcion

/\* 0 \*/**new** Object[] { (**new** TipoDocumento()).setTipo(TipoDocumentoStr.***DNI***), "12345678", "pepe", **new** ResultadoControlador(), **new** ResultadoAutenticacion(*vendedorRetorno*), **null** }, //prueba ingreso correcto

/\* 1 \*/**new** Object[] { **null**, "", "pepe", **new** ResultadoControlador(ErrorControlador.***Campos\_Vacios***), **new** ResultadoAutenticacion(**null**, ErrorAutenticacion.***Datos\_Incorrectos***), **null** }, //prueba TipoDocumento vacio

/\* 2 \*/**new** Object[] { (**new** TipoDocumento()).setTipo(TipoDocumentoStr.***LC***), "", "pepe", **new** ResultadoControlador(ErrorControlador.***Campos\_Vacios***), **new** ResultadoAutenticacion(**null**, ErrorAutenticacion.***Datos\_Incorrectos***), **null** }, //prueba numero de documento vacio

/\* 3 \*/**new** Object[] { (**new** TipoDocumento()).setTipo(TipoDocumentoStr.***LE***), "12345678", "", **new** ResultadoControlador(ErrorControlador.***Campos\_Vacios***), **new** ResultadoAutenticacion(**null**, ErrorAutenticacion.***Datos\_Incorrectos***), **null** }, //prueba Contraseña vacia

/\* 4 \*/**new** Object[] { (**new** TipoDocumento()).setTipo(TipoDocumentoStr.***CEDULA\_EXTRANJERA***), "12345678", "pepe", **new** ResultadoControlador(ErrorControlador.***Datos\_Incorrectos***), **new** ResultadoAutenticacion(**null**, ErrorAutenticacion.***Datos\_Incorrectos***), **null** }, //prueba un ingreso incorrecto

/\* 5 \*/**new** Object[] { (**new** TipoDocumento()).setTipo(TipoDocumentoStr.***PASAPORTE***), "ñú", "pepe", **new** ResultadoControlador(ErrorControlador.***Datos\_Incorrectos***), **new** ResultadoAutenticacion(**null**, ErrorAutenticacion.***Datos\_Incorrectos***), **null** }, //prueba un ingreso incorrecto con caracteres UTF8

/\* 6 \*/**new** Object[] { (**new** TipoDocumento()).setTipo(TipoDocumentoStr.***LC***), "ñú", "pepe", **new** ResultadoControlador(ErrorControlador.***Error\_Persistencia***), **null**, **new** ObjNotFoundException("Error de persistencia. Test.", **new** Exception()) }, //Prueba una excepcion de persistencia

/\* 7 \*/**new** Object[] { (**new** TipoDocumento()).setTipo(TipoDocumentoStr.***DNI***), "ñú", "pepe", **new** ResultadoControlador(ErrorControlador.***Error\_Desconocido***), **null**, **new** Exception() } //Prueba una excepcion desconocida

/\*\*

\* Prueba el método ingresar(), el cual corresponde con la taskcard 1 de la iteración 1 y a la historia 1

\*

\* **@param** tipoDocumento

\* que se usará en el test

\* **@param** numDoc

\* que se usará en el test

\* **@param** contra

\* es la contraseña que se usará en el test

\* **@param** resultadoVista

\* es lo que se espera que devuelva el metodo

\* **@param** resultadoLogica

\* es lo que el mock de la lógica debe devolver en el test y que el controlador recibe

\* **@param** excepcion

\* es la excepcion que debe lanzar el mock de la lógica, si la prueba involucra procesar una excepcion de dicha lógica, debe ser nulo resultadoLogica para que se use

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testIngresar(TipoDocumento tipoDocumento, String numDoc, String contra, ResultadoControlador resultadoVista, ResultadoAutenticacion resultadoLogica, Throwable excepcion) **throws** Exception {

//Se crean los mocks de la prueba

CoordinadorJavaFX coordinadorMock = **new** CoordinadorJavaFX() {

@Override

**public** ResultadoAutenticacion autenticarVendedor(DatosLogin login) **throws** PersistenciaException {

**if**(resultadoLogica != **null**){

**return** resultadoLogica;

}

**if**(excepcion **instanceof** PersistenciaException){

**throw** (PersistenciaException) excepcion;

}

**new** Integer("asd");

**return** **null**;

}

};

PresentadorVentanas presentadorMock = **new** PresentadorVentanasMock();

//Se crea el controlador a probar, se sobreescriben algunos métodos para setear los mocks y setear los datos que ingresaría el usuario en la vista

LoginController loginController = **new** LoginController() {

@Override

**public** ResultadoControlador ingresar() {

tfNumeroDocumento.setText(numDoc);

pfContra.setText(contra);

cbTipoDocumento.getItems().clear();

cbTipoDocumento.getItems().add(tipoDocumento);

cbTipoDocumento.getSelectionModel().select(tipoDocumento);

**return** **super**.ingresar();

};

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

}

@Override

**protected** **void** setTitulo(String titulo) {

}

@Override

**protected** OlimpoController cambiarmeAScene(String URLVistaACambiar, String URLVistaRetorno, Boolean useSceneSize) {

**return** **new** BaseController() {

@Override

**public** **void** formatearConVendedor(Vendedor vendedor) {

*assertEquals*(*vendedorRetorno*, vendedor);

}

};

}

};

loginController.setCoordinador(coordinadorMock);

loginController.setPresentador(presentadorMock);

//Se crea lo necesario para correr la prueba en el hilo de JavaFX porque los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(LoginController.***URLVista***, loginController);

loginController.setStage(corredorTestEnJavaFXThread.getStagePrueba());

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

//Se hacen las verificaciones pertinentes para comprobar que el controlador se comporte adecuadamente

*assertEquals*(resultadoVista, loginController.ingresar());

}

};

**try**{

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

} **catch**(Throwable e){

**throw** **new** Exception(e);

}

}

}

### Taskcard 2 Entidad vendedor

Código del archivo en Vendedor.java

@NamedQueries(value = { @NamedQuery(name = "obtenerVendedor", query = "SELECT v FROM Vendedor v WHERE numeroDocumento = :documento AND tipoDocumento.tipo = :tipoDocumento"), @NamedQuery(name = "listarVendedores", query = "SELECT v FROM Vendedor v WHERE v.estado.estado = 'ALTA'") })

@Entity

@Table(name = "vendedor", uniqueConstraints = @UniqueConstraint(name = "vendedor\_numerodocumento\_idtipo\_uk", columnNames = { "numerodocumento", "idtipo" }))

/\*\*

\* Entidad que modela a un vendedor

\* Task card 2 de la iteración 1, historia de usuario 1

\*/

**public** **class** Vendedor {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**protected** Integer id; //ID

@Column(name = "nombre", length = 30, nullable = **false**)

**private** String nombre;

@Column(name = "apellido", length = 30, nullable = **false**)

**private** String apellido;

@Column(name = "numerodocumento", length = 30, nullable = **false**)

**private** String numeroDocumento;

@Column(name = "password", length = 100, nullable = **false**)

**private** String password;

@Column(name = "salt", nullable = **false**)

**private** String salt;

@Column(name = "root", nullable = **false**)

**private** Boolean root; //representa si es un vendedor con permisos privilegiados

@ManyToOne(fetch = FetchType.***LAZY***)

@JoinColumn(name = "idtipo", referencedColumnName = "id", foreignKey = @ForeignKey(name = "vendedor\_idtipo\_fk"), nullable = **false**)

**private** TipoDocumento tipoDocumento;

//estado lógico que tiene la entidad

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idestado", referencedColumnName = "id", foreignKey = @ForeignKey(name = "vendedor\_idestado\_fk"), nullable = **false**)

**private** Estado estado;

//getters, setters, constructores y otros métodos

(…)

### Taskcard 3 Vista alta, modificar y baja vendedor

Código del archivo AdministrarVendedorController.java

/\*\*

\* Acción que se ejecuta al presionar el botón agregar

\* Se pasa a la pantalla alta vendedor

\*/

**public** **void** agregarAction(ActionEvent event) {

//Se llama a la pantalla alta vendedor

cambiarmeAScene(AltaVendedorController.***URLVista***, ***URLVista***);

}

/\*\*

\* Acción que se ejecuta al presionar el botón modificar

\* Se pasa a la pantalla modificar vendedor

\*/

**public** **void** modificarAction(ActionEvent event) {

//Se comprueba que efectivamente haya un vendedor seleccionado

Vendedor vendedor = tablaVendedores.getSelectionModel().getSelectedItem();

**if**(vendedor == **null**){

**return**;

}

//Se llama a la pantalla de modificar vendedor

ModificarVendedorController controlador = (ModificarVendedorController) cambiarmeAScene(ModificarVendedorController.***URLVista***, ***URLVista***);

controlador.setVendedor(vendedor);

}

/\*\*

\* Acción que se ejecuta al presionar el botón eliminar

\* Se muestra una ventana emergente para confirmar la operación

\*/

**public** **void** eliminarAction(ActionEvent event) {

//Se comprueba que efectivamente haya un vendedor seleccionado

Vendedor vendedor = tablaVendedores.getSelectionModel().getSelectedItem();

**if**(vendedor == **null**){

**return**;

}

//Se pregunta al usuario si quiere eliminar el vendedor

VentanaConfirmacion ventana = presentador.presentarConfirmacion("Eliminar vendedor", "Está a punto de eliminar al vendedor.\n¿Desea continuar?", **this**.stage);

**if**(ventana.acepta()){

**try**{

//Se llama a la lógica para eliminar el inmueble y se recibe el resultado de las validaciones

ResultadoEliminarVendedor resultado = coordinador.eliminarVendedor(vendedor);

**if**(resultado.hayErrores()){

StringBuilder stringErrores = **new** StringBuilder();

//Procesamiento de errores de la lógica

**for**(ErrorEliminarVendedor err: resultado.getErrores()){

**switch**(err) {

//Por el momento no hay errores que se puedan mostrar

}

}

//Se muestran los errores devueltos por la vista

presentador.presentarError("No se pudo eliminar el vendedor", stringErrores.toString(), stage);

}

**else**{

//Si no hubo errores

//Se quita el inmueble de la vista

tablaVendedores.getItems().remove(vendedor);

//Se muestra una notificación de que se eliminó correctamente el inmueble

presentador.presentarToast("Se ha eliminado al vendedor " + vendedor.getNombre() + " con éxito", stage);

}

//Se muestran las excepciones, en caso de que ocurra alguno

} **catch**(PersistenciaException e){

presentador.presentarExcepcion(e, stage);

} **catch**(Exception e){

presentador.presentarExcepcionInesperada(e,stage);

}

}

}

Prueba de unidad del archivo AdministrarInmuebleControllerTest.java

/\*\*

\* Prueba el método agregarVendedor()

\* Se comprueba que se llame a la pantalla correspondiente cuando se presiona el boton agregar

\*

\* **@throws** Throwable

\*/

@Test

**public** **void** testAgregarVendedor() **throws** Throwable {

//Se crean los mocks necesarios

ScenographyChanger scenographyChangerMock = *mock*(ScenographyChanger.**class**);

AltaVendedorController altaVendedorControllerMock = *mock*(AltaVendedorController.**class**);

CoordinadorJavaFX coordinadorMock = *mock*(CoordinadorJavaFX.**class**);

//Se setea lo que debe devolver el mock cuando es invocado por la clase a probar

*when*(scenographyChangerMock.cambiarScenography(*any*(String.**class**), *any*())).thenReturn(altaVendedorControllerMock);

//Controlador a probar;

AdministrarVendedorController administrarVendedorController = **new** AdministrarVendedorController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.setScenographyChanger(scenographyChangerMock);

**super**.inicializar(location, resources);

}

@Override

**protected** **void** setTitulo(String titulo) {

}

};

//Los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(AdministrarVendedorController.***URLVista***, administrarVendedorController);

administrarVendedorController.setStage(corredorTestEnJavaFXThread.getStagePrueba());

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

//Método a probar

administrarVendedorController.agregarAction(**null**);

//Se hacen las verificaciones pertinentes para comprobar que el controlador se comporte adecuadamente

Mockito.*verify*(scenographyChangerMock, *times*(1)).cambiarScenography(AltaVendedorController.***URLVista***, **false**);

}

};

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

;

}

//Casos de prueba

//listaVendedores, llamaAModificar

/\* 0 \*/ **new** Object[] { listaVendedoresConUnVendedor, 1}, //Si hay un vendedor seleccionado se debe llamar a la pantalla modificar

/\* 1 \*/ **new** Object[] { listaVendedoresVacia, 0} //Si la lista es vacía no se debería llamar a modificar

/\*\*

\* Prueba el método Modificar Vendedor()

\* **@param** listaVendedores

\* vendedores inicialmente en la tabla de vendedores

\* **@param** llamaAModificar

\* indica si se debe llamar a la pantalla modificar vendedor

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testModificarVendedor(ArrayList<Vendedor> listaVendedores, Integer llamaAModificar) **throws** Throwable {

//Se crean los mocks necesarios

ScenographyChanger scenographyChangerMock = *mock*(ScenographyChanger.**class**);

CoordinadorJavaFX coordinadorMock = *mock*(CoordinadorJavaFX.**class**);

ModificarVendedorController modificarVendedorControllerMock = *mock*(ModificarVendedorController.**class**);

//Se setea lo que deben devolver los mocks cuando son invocados por la clase a probar

*when*(coordinadorMock.obtenerVendedores()).thenReturn(listaVendedores);

*when*(scenographyChangerMock.cambiarScenography(*any*(String.**class**), *any*())).thenReturn(modificarVendedorControllerMock);

//Controlador a probar, se sobreescriben algunos métodos para setear los mocks y setear los datos en la tabla

AdministrarVendedorController administrarVendedorController = **new** AdministrarVendedorController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.setScenographyChanger(scenographyChangerMock);

**super**.inicializar(location, resources);

**this**.tablaVendedores.getSelectionModel().select(0);

}

@Override

**protected** **void** setTitulo(String titulo) {

}

};

//Los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(AdministrarVendedorController.***URLVista***, administrarVendedorController);

administrarVendedorController.setStage(corredorTestEnJavaFXThread.getStagePrueba());

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

//Método a probar

administrarVendedorController.modificarAction(**null**);

//Se hacen las verificaciones pertinentes para comprobar que el controlador se comporte adecuadamente

Mockito.*verify*(scenographyChangerMock, *times*(llamaAModificar)).cambiarScenography(ModificarVendedorController.***URLVista***, **false**);

}

};

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

}

//Casos de prueba

//listaVendedores, llamaAPresentadorVentanasPresentarConfirmacion, aceptarVentanaConfirmacion, resultadoEliminarVendedorEsperado, llamaAPresentadorVentanasPresentarError, llamaAPresentadorVentanasPresentarExcepcion, excepcion

/\* 0 \*/ **new** Object[] { listaVendedores, 1, **true**, resultadoSinError, 0, 0, **null** }, //test correcto, se acepta la confirmación y sin errores

/\* 1 \*/ **new** Object[] { listaVendedores, 1, **true**, resultadoSinError, 0, 1, exception }, //la lógica devuelve una excepción

/\* 2 \*/ **new** Object[] { listaVendedores, 1, **false**, resultadoSinError, 0, 0, **null** }, //no se acepta la ventna de confirmación

/\* 3 \*/ **new** Object[] { listaVendedoresVacia, 0, **false**, resultadoSinError, 0, 0, **null** }, //la lista de vendedores es vacía

/\*\*

\* Prueba el método eliminar Vendedor()

\* **@param** listaVendedores

\* vendedores inicialmente en la tabla de vendedores

\* **@param** llamaAPresentadorVentanasPresentarConfirmacion

\* indica si se debe llamar a la ventana de presentar confirmación

\* **@param** aceptarVentanaConfirmacion

\* indica si el usuario acepta la ventana de confirmación

\* **@param** resultadoEliminarVendedorEsperado

\* resultado devuelto por la capa lógica

\* **@param** llamaAPresentadorVentanasPresentarError

\* indica si se debe presentar un error

\* **@param** llamaAPresentadorVentanasPresentarExcepcion

\* indica si se debe presentar una excepcion

\* **@param** excepcion

\* excepcion lanzada por la capa lógica

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testEliminarVendedor(ArrayList<Vendedor> listaVendedores,

Integer llamaAPresentadorVentanasPresentarConfirmacion,

Boolean aceptarVentanaConfirmacion,

ResultadoEliminarVendedor resultadoEliminarVendedorEsperado,

Integer llamaAPresentadorVentanasPresentarError,

Integer llamaAPresentadorVentanasPresentarExcepcion,

PersistenciaException excepcion)

**throws** Throwable {

//Se crean los mocks necesarios

ScenographyChanger scenographyChangerMock = *mock*(ScenographyChanger.**class**);

CoordinadorJavaFX coordinadorMock = *mock*(CoordinadorJavaFX.**class**);

PresentadorVentanas presentadorVentanasMock = *mock*(PresentadorVentanas.**class**);

VentanaError ventanaErrorMock = *mock*(VentanaError.**class**);

VentanaErrorExcepcion ventanaErrorExcepcionMock = *mock*(VentanaErrorExcepcion.**class**);

VentanaConfirmacion ventanaConfirmacionMock = *mock*(VentanaConfirmacion.**class**);

//Se setea lo que deben devolver los mocks cuando son invocados por la clase a probar

*when*(coordinadorMock.obtenerVendedores()).thenReturn(listaVendedores);

*when*(presentadorVentanasMock.presentarError(*any*(), *any*(), *any*())).thenReturn(ventanaErrorMock);

*when*(presentadorVentanasMock.presentarExcepcion(*any*(), *any*())).thenReturn(ventanaErrorExcepcionMock);

*when*(presentadorVentanasMock.presentarConfirmacion(*any*(), *any*(), *any*())).thenReturn(ventanaConfirmacionMock);

*when*(ventanaConfirmacionMock.acepta()).thenReturn(aceptarVentanaConfirmacion);

*doNothing*().when(presentadorVentanasMock).presentarToast(*any*(), *any*());

*when*(coordinadorMock.eliminarVendedor(*any*(Vendedor.**class**))).thenReturn(resultadoEliminarVendedorEsperado);

**if**(excepcion != **null**){

*when*(coordinadorMock.eliminarVendedor(*any*(Vendedor.**class**))).thenThrow(excepcion);

}

//Controlador a probar, se sobreescriben algunos métodos para setear los mocks y setear los datos en la tabla

AdministrarVendedorController administrarVendedorController = **new** AdministrarVendedorController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.setScenographyChanger(scenographyChangerMock);

**this**.presentador = **new** PresentadorVentanas();

**this**.presentador = presentadorVentanasMock;

**super**.inicializar(location, resources);

**this**.tablaVendedores.getSelectionModel().select(0); //se selecciona el primer vendedor de la lista

}

@Override

**protected** **void** setTitulo(String titulo) {

}

};

//Los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(AdministrarVendedorController.***URLVista***, administrarVendedorController);

administrarVendedorController.setStage(corredorTestEnJavaFXThread.getStagePrueba());

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

Integer cantidadVendedoresAntesDeEliminar = administrarVendedorController.tablaVendedores.getItems().size();

//Método a probar

administrarVendedorController.eliminarAction(**null**);

//Se hacen las verificaciones pertinentes para comprobar que el controlador se comporte adecuadamente

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarConfirmacion)).presentarConfirmacion(*any*(), *any*(), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarConfirmacion)).presentarConfirmacion(*any*(), *any*(), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcion)).presentarExcepcion(*eq*(excepcion), *any*());

**if**(llamaAPresentadorVentanasPresentarExcepcion == 0){

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarError)).presentarError(*any*(), *any*(), *any*());

}

Integer cantidadVendedoresDespuesDeEliminar = administrarVendedorController.tablaVendedores.getItems().size();

**if**(llamaAPresentadorVentanasPresentarError != 1 && llamaAPresentadorVentanasPresentarExcepcion != 1 && aceptarVentanaConfirmacion){

*assertNotEquals*(cantidadVendedoresAntesDeEliminar, cantidadVendedoresDespuesDeEliminar);

}

}

};

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

}

Código del archivo AltaVendedorController.java

/\*\*

\* Acción que se ejecuta al apretar el botón aceptar.

\*

\* Valida que se hayan insertado datos, los carga al vendedor y deriva la operación a capa lógica.

\* Si la capa lógica retorna errores, éstos se muestran al usuario.

\*/

**public** **void** acceptAction() {

//Se toman los datos ingresados por el usuario

cargarDatos();

//Se validan los datos ingresados por el usuario

StringBuilder error = **new** StringBuilder("");

validarVistaAltaVendedor(error);

//Si hay errores, se los muestra en pantalla, si no, se llama a crear un vendedor en la capa lógica

**if**(!error.toString().isEmpty()){

presentador.presentarError("Revise sus campos", error.toString(), stage);

}

**else**{

crearVendedor();

}

}

/\*\*

\* Método que encapsula el llamado de crear un vendedor a la capa lógica y maneja los errores devueltos

\*/

**private** **void** crearVendedor() {

//Se crea el vendedor a pasarle a la capa lógica

Vendedor vendedor = **new** Vendedor();

vendedor.setNombre(nombre)

.setApellido(apellido)

.setNumeroDocumento(numeroDocumento)

.setTipoDocumento(tipoDoc)

.setSalt(encriptador.generarSal())

.setPassword(encriptador.encriptar(password1.toCharArray(), vendedor.getSalt()));

ResultadoCrearVendedor resultadoCrearVendedor = **null**;

**try**{

//Se llama a crear un vendedor en la capa lógica

resultadoCrearVendedor = coordinador.crearVendedor(vendedor);

StringBuilder error = **new** StringBuilder("");

List<ErrorCrearVendedor> listaErrores = resultadoCrearVendedor.getErrores();

//Se crea un mensaje apropiado a mostrar según el error recibido

parsearErroresLogica(error, listaErrores);

//Si hay errores, se los muestra en pantalla, si no, se presenta una notificación indicando el éxito de la operación

**if**(!error.toString().isEmpty()){

presentador.presentarError("Revise sus campos", error.toString(), stage);

}

**else**{

presentador.presentarToast("Se ha creado el vendedor con éxito", stage);

salir();

}

//Se manejan las excepciones que puede devolver la lógica

} **catch**(PersistenciaException e){

presentador.presentarExcepcion(e, stage);

} **catch**(EntidadExistenteConEstadoBajaException e){

//Si el vendedor ya existía pero fue dado de baja se debe mostrar una ventana preguntando al usuario si desea darlo de alta

manejarVendedorExistenteBaja(vendedor);

} **catch**(Exception e){

presentador.presentarExcepcionInesperada(e, stage); //falta el stage

}

}

/\*\*

\* Método que se llama al querer dar de alta un vendedor que fue dado de baja previamente

\* Si el usuario confirma la operación se llama a la pantalla modificar vendedor

\*

\* **@param** vendedor

\*/

**private** **void** manejarVendedorExistenteBaja(Vendedor vendedor) {

VentanaConfirmacion ventana = presentador.presentarConfirmacion("El vendedor ya existe", "El vendedor está dado de baja. Si continúa podrá darlo de alta nuevamente. ¿Desea continuar?", stage);

**if**(ventana.acepta()){

//Si el usuario acepta se llama a la pantalla modificar vendedor

**try**{

vendedor = coordinador.obtenerVendedor(vendedor);

} **catch**(PersistenciaException e1){

presentador.presentarExcepcion(e1, stage);

}

ModificarVendedorController controlador = (ModificarVendedorController) cambiarmeAScene(ModificarVendedorController.***URLVista***, URLVistaRetorno);

controlador.setVendedor(vendedor);

controlador.setAltaVendedor();

}

}

/\*\*

\* Se convierten los errores devueltos por la capa lógica a errores a mostrar al usuario

\*

\* **@param** error

\* Texto a mostrar al usuario

\* **@param** listaErrores

\* Lista de errores de la capa lógica

\*/

**private** **void** parsearErroresLogica(StringBuilder error, List<ErrorCrearVendedor> listaErrores) {

**if**(listaErrores.contains(ErrorCrearVendedor.***Formato\_Nombre\_Incorrecto***)){

error.append("Nombre Incorrecto").append("\r\n");

}

**if**(listaErrores.contains(ErrorCrearVendedor.***Formato\_Apellido\_Incorrecto***)){

error.append("Apellido Incorrecto").append("\r\n");

}

**if**(listaErrores.contains(ErrorCrearVendedor.***Formato\_Documento\_Incorrecto***)){

error.append("Documento Incorrecto").append("\r\n");

}

**if**(listaErrores.contains(ErrorCrearVendedor.***Ya\_Existe\_Vendedor***)){

error.append("Ya existe un vendedor registrado con ese documento").append("\r\n");

}

}

/\*\*

\* Se valida que los campos ingresados por el usuario sean correctos

\*

\* **@param** error

\* Texto a mostrar en caso de que haya algún error

\*/

**private** **void** validarVistaAltaVendedor(StringBuilder error) {

**if**(nombre.isEmpty()){

error.append("Inserte un nombre").append("\r\n");

}

**if**(apellido.isEmpty()){

error.append("Inserte un apellido").append("\r\n");

}

**if**(tipoDoc == **null**){

error.append("Elija un tipo de documento").append("\r\n");

}

**if**(numeroDocumento.isEmpty()){

error.append("Inserte un numero de documento").append("\r\n");

}

**if**(password1.isEmpty() && password2.isEmpty()){

error.append("Inserte su contraseña").append("\r\n");

}

**if**(!password1.isEmpty() && password2.isEmpty()){

error.append("Inserte su contraseña nuevamente").append("\r\n");

}

**if**(!password1.equals(password2)){

error.append("Sus contraseñas no coinciden, Ingreselas nuevamente").append("\r\n ");

}

}

/\*\*

\* Se cargan los datos de la vista a variables para su posterior utilización

\*/

**private** **void** cargarDatos() {

nombre = textFieldNombre.getText().trim();

apellido = textFieldApellido.getText().trim();

numeroDocumento = textFieldNumeroDocumento.getText().trim();

password1 = passwordFieldContraseña.getText();

password2 = passwordFieldRepiteContraseña.getText();

tipoDoc = comboBoxTipoDocumento.getValue();

}

Prueba de unidad del archivo AltaVendedorControllerTest.java

//Casos de prueba //nombre,apellido,tipoDocumento,numeroDocumento,contraseña,contraseña2,resultadoCrearVendedorEsperado,llamaAPresentadorVentanasPresentarError,llamaAPresentadorVentanasPresentarExcepcion,llamaAPresentadorVentanasPresentarExcepcionInesperada,llamaACrearVendedor,excepcion,aceptarVentanaConfirmacion,llamaACambiarScene

/\* 0 \*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", ***resultadoCorrecto***, 0, 0, 0, 1, **null**, **true**, 0 }, //prueba correcta

/\* 1 \*/**new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", ***resultadoCrearNombreIncorrecto***, 1, 0, 0, 1, **null**, **true**, 0 }, //prueba nombre incorrecto

/\* 2 \*/**new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", ***resultadoCrearApellidoIncorrecto***, 1, 0, 0, 1, **null**, **true**, 0 }, //prueba apellido incorrecto

/\* 3 \*/**new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", ***resultadoCrearDocumentoIncorrecto***, 1, 0, 0, 1, **null**, **true**, 0 }, //prueba documento incorrecto

/\* 4 \*/**new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", ***resultadoCrearYaExiste***, 1, 0, 0, 1, **null**, **true**, 0 }, //prueba ya existe vendedor

/\* 5 \*/**new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", **new** ResultadoCrearVendedor(ErrorCrearVendedor.***Formato\_Nombre\_Incorrecto***, ErrorCrearVendedor.***Formato\_Apellido\_Incorrecto***), 1, 0, 0, 1, **null**, **true**, 0 }, //prueba nombre y apellido incorrectos

/\* 6 \*/**new** Object[] { "", "Perez", doc, "12345678", "abc", "abc", **null**, 1, 0, 0, 0, **null**, **true**, 0 }, //prueba nombre vacio

/\* 7 \*/**new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", ***resultadoCorrecto***, 0, 0, 0, 1, **new** EntidadExistenteConEstadoBajaException(), **true**, 1 }, //prueba Vendedor Existente y acepta

/\* 8 \*/**new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", ***resultadoCorrecto***, 0, 0, 0, 1, **new** EntidadExistenteConEstadoBajaException(), **false**, 0 }, //prueba Vendedor Existente y cancela

/\* 9 \*/**new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", ***resultadoCorrecto***, 0, 1, 0, 1, **new** SaveUpdateException(**new** Throwable()), **false**, 0 }, //prueba PersistenciaException

**public** **class** AltaVendedorControllerTest {

/\*\*

\* **@param** nombre

\* nombre del vendedor a crear

\* **@param** apellido

\* apellido del vendedor a crear

\* **@param** tipoDocumento

\* tipoDocumento del vendedor a crear

\* **@param** numeroDocumento

\* numeroDocumento del vendedor a crear

\* **@param** contraseña

\* contraseña ingresada

\* **@param** contraseña2

\* segunda contraseña ingresada

\* **@param** resultadoCrearVendedorEsperado

\* apellido del vendedor a crear

\* **@param** llamaAPresentadorVentanasPresentarError

\* indica si se debe presentar una ventana de error

\* **@param** llamaAPresentadorVentanasPresentarExcepcion

\* indica si se debe presentar una ventana de excepción

\* **@param** llamaAPresentadorVentanasPresentarExcepcionInesperada

\* indica si se debe presentar una ventana de excepción inesperada

\* **@param** llamaACrearVendedor

\* indica si se debe llamar al método crear vendedor de la lógica

\* **@param** excepcion

\* excepción devuelta por la lógica

\* **@param** aceptarVentanaConfirmacion

\* indica si el usuario acepta la ventana de confirmación

\* **@param** llamaACambiarScene

\* indica si debe llamar al cambio de pantalla

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testCrearVendedor(String nombre, String apellido, TipoDocumento tipoDocumento, String numeroDocumento, String contraseña, String contraseña2, ResultadoCrearVendedor resultadoCrearVendedorEsperado, Integer llamaAPresentadorVentanasPresentarError, Integer llamaAPresentadorVentanasPresentarExcepcion, Integer llamaAPresentadorVentanasPresentarExcepcionInesperada, Integer llamaACrearVendedor, Exception excepcion, Boolean aceptarVentanaConfirmacion, Integer llamaACambiarScene) **throws** Throwable {

//Se crean los mocks necesarios

CoordinadorJavaFX coordinadorMock = *mock*(CoordinadorJavaFX.**class**);

PresentadorVentanas presentadorVentanasMock = *mock*(PresentadorVentanas.**class**);

VentanaError ventanaErrorMock = *mock*(VentanaError.**class**);

VentanaErrorExcepcion ventanaErrorExcepcionMock = *mock*(VentanaErrorExcepcion.**class**);

VentanaErrorExcepcionInesperada ventanaErrorExcepcionInesperadaMock = *mock*(VentanaErrorExcepcionInesperada.**class**);

VentanaConfirmacion ventanaConfirmacionMock = *mock*(VentanaConfirmacion.**class**);

ScenographyChanger scenographyChangerMock = *mock*(ScenographyChanger.**class**);

ModificarVendedorController modificarVendedorControllerMock = *mock*(ModificarVendedorController.**class**);

//Se setea lo que deben devolver los mocks cuando son invocados por la clase a probar

*when*(presentadorVentanasMock.presentarError(*any*(), *any*(), *any*())).thenReturn(ventanaErrorMock);

*when*(presentadorVentanasMock.presentarExcepcion(*any*(), *any*())).thenReturn(ventanaErrorExcepcionMock);

*when*(presentadorVentanasMock.presentarExcepcionInesperada(*any*(), *any*())).thenReturn(ventanaErrorExcepcionInesperadaMock);

*when*(presentadorVentanasMock.presentarConfirmacion(*any*(), *any*(), *any*())).thenReturn(ventanaConfirmacionMock);

*when*(ventanaConfirmacionMock.acepta()).thenReturn(aceptarVentanaConfirmacion);

*when*(scenographyChangerMock.cambiarScenography(*any*(String.**class**), *any*())).thenReturn(modificarVendedorControllerMock);

*doNothing*().when(presentadorVentanasMock).presentarToast(*any*(), *any*());

Vendedor vendedor = **new** Vendedor()

.setNombre(nombre)

.setApellido(apellido)

.setTipoDocumento(tipoDocumento)

.setNumeroDocumento(numeroDocumento)

.setPassword(contraseña);

*when*(coordinadorMock.crearVendedor(vendedor)).thenReturn(resultadoCrearVendedorEsperado);

**if**(excepcion != **null**){

*when*(coordinadorMock.crearVendedor(vendedor)).thenThrow(excepcion);

}

ArrayList<TipoDocumento> tipos = **new** ArrayList<>();

tipos.add(tipoDocumento);

*when*(coordinadorMock.obtenerTiposDeDocumento()).thenReturn(tipos);

//Controlador a probar, se sobreescriben algunos métodos para setear los mocks y setear los datos que ingresaría el usuario en la vista

AltaVendedorController altaVendedorController = **new** AltaVendedorController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.presentador = **new** PresentadorVentanas();

**this**.presentador = presentadorVentanasMock;

setScenographyChanger(scenographyChangerMock);

**super**.inicializar(location, resources);

}

@Override

**public** **void** acceptAction() {

**this**.coordinador = coordinadorMock;

**this**.textFieldNombre.setText(nombre);

**this**.textFieldApellido.setText(apellido);

**this**.comboBoxTipoDocumento.getSelectionModel().select(tipoDocumento);

**this**.textFieldNumeroDocumento.setText(numeroDocumento);

**this**.passwordFieldContraseña.setText(contraseña);

**this**.passwordFieldRepiteContraseña.setText(contraseña);

**super**.acceptAction();

};

@Override

**protected** **void** setTitulo(String titulo) {

}

};

//Los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(AltaVendedorController.***URLVista***, altaVendedorController);

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

//Método a probar

altaVendedorController.acceptAction();

//Se hacen las verificaciones pertinentes para comprobar que el controlador se comporte adecuadamente

Mockito.*verify*(coordinadorMock).obtenerTiposDeDocumento();

Mockito.*verify*(coordinadorMock, *times*(llamaACrearVendedor)).crearVendedor(*any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarError)).presentarError(*eq*("Revise sus campos"), *any*(), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcion)).presentarExcepcion(*eq*(excepcion), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcionInesperada)).presentarExcepcionInesperada(*eq*(excepcion), *any*());

Mockito.*verify*(scenographyChangerMock, *times*(llamaACambiarScene)).cambiarScenography(ModificarVendedorController.***URLVista***, **false**);

}

};

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

}

Código del archivo ModificarVendedorController.java

/\*\*

\* Acción que se ejecuta al apretar el botón aceptar.

\*

\* Valida que se hayan insertado datos, los carga al vendedor y deriva la operación a capa lógica.

\* Si la capa lógica retorna errores, éstos se muestran al usuario.

\*/

**public** **void** acceptAction() {

//Se toman los datos de la vista

String nombre = textFieldNombre.getText().trim();

String apellido = textFieldApellido.getText().trim();

String numeroDocumento = textFieldNumeroDocumento.getText().trim();

String passwordAntigua = passwordFieldContraseñaAntigua.getText();

String password1 = passwordFieldContraseñaNueva.getText();

String password2 = passwordFieldRepiteContraseña.getText();

TipoDocumento tipoDoc = comboBoxTipoDocumento.getValue();

StringBuilder error = **new** StringBuilder("");

//Se validan los campos

**if**(nombre.isEmpty()){

error.append("Inserte un nombre").append("\r\n");

}

**if**(apellido.isEmpty()){

error.append("Inserte un apellido").append("\r\n");

}

**if**(tipoDoc == **null**){

error.append("Elija un tipo de documento").append("\r\n");

}

**if**(numeroDocumento.isEmpty()){

error.append("Inserte un numero de documento").append("\r\n");

}

//Si el usuario quiere cambiar la contraseña, se validan también su contraseña antigua y nueva

**if**(checkBoxCambiarContraseña.isSelected()){

**if**(passwordAntigua.isEmpty()){

error.append("Ingrese su antigua contraseña\r\n");

}

**if**(!encriptador.encriptar(passwordAntigua.toCharArray(), vendedor.getSalt()).equals(vendedor.getPassword()) && !passwordAntigua.isEmpty()){

error.append("Su contraseña antigua es incorrecta\r\n");

}

**if**(password1.isEmpty() && password2.isEmpty()){

error.append("Ingrese su nueva contraseña").append("\r\n");

}

**if**(!password1.equals(password2)){

error.append("Sus nuevas contraseñas no coinciden. Ingréselas nuevamente").append("\r\n");

}

}

//Si hay errores se muestra una ventana con un mensaje explicativo de ellos

**if**(!error.toString().isEmpty()){

presentador.presentarError("Revise sus campos", error.toString(), stage);

}

**else**{

//Si no hay errores, se crea un vendedor para luego pasarselo a la capa lógica

vendedor.setNombre(nombre)

.setApellido(apellido)

.setNumeroDocumento(numeroDocumento)

.setTipoDocumento(tipoDoc);

**if**(checkBoxCambiarContraseña.isSelected()){

vendedor.setPassword(encriptador.encriptar(passwordFieldContraseñaNueva.getText().toCharArray(), vendedor.getSalt()));

}

ResultadoModificarVendedor resultadoModificarVendedor = **null**;

**try**{

//Se llama a la capa lógica para que cree el vendedor

resultadoModificarVendedor = coordinador.modificarVendedor(vendedor);

List<ErrorModificarVendedor> listaErrores = resultadoModificarVendedor.getErrores();

//Se convierten los errores devueltos a un mensaje a mostrar al usuario

**if**(listaErrores.contains(ErrorModificarVendedor.***Formato\_Nombre\_Incorrecto***)){

error.append("Nombre Incorrecto").append("\r\n");

}

**if**(listaErrores.contains(ErrorModificarVendedor.***Formato\_Apellido\_Incorrecto***)){

error.append("Apellido Incorrecto").append("\r\n");

}

**if**(listaErrores.contains(ErrorModificarVendedor.***Formato\_Documento\_Incorrecto***)){

error.append("Documento Incorrecto").append("\r\n");

}

**if**(listaErrores.contains(ErrorModificarVendedor.***Otro\_Vendedor\_Posee\_Mismo\_Documento\_Y\_Tipo***)){

error.append("Ya existe otro vendedor registrado con ese documento").append("\r\n");

}

//Si hay errores se muestran al usuario, si no, se presenta una notificación de éxito

**if**(!error.toString().isEmpty()){

presentador.presentarError("Revise sus campos", error.toString(), stage);

}

**else**{

/\*

\* primero sale, y después presenta el Toast

\* para saber en que posición colocarlo según el tamaño de la ventana padre (puede ser Login o administrar vendedor)

\*/

salir();

**if**(esAltaNuevamente){

presentador.presentarToast("Se ha dado de alta el vendedor con éxito", stage);

}

**else**{

presentador.presentarToast("Se ha modificado el vendedor con éxito", stage);

}

}

} **catch**(PersistenciaException e){

presentador.presentarExcepcion(e, stage);

} **catch**(Exception e){

presentador.presentarExcepcionInesperada(e, stage);

}

}

}

Prueba de unidad del archivo ModificarVendedorControllerTest.java

//Casos de prueba

//nombre, apellido, tipoDocumento, numeroDocumento, resultadoEncriptar, contraseñaAntigua, contraseñaNueva, contraseñaNueva2, resultadoModificarVendedorEsperado, llamaAPresentadorVentanasPresentarError, llamaAPresentadorVentanasPresentarExcepcion, llamaAPresentadorVentanasPresentarExcepcionInesperada, llamaAModificarVendedor, excepcion, llamaACambiarScene, checkBoxSeleccionado

/\* 0 \*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", "abc", "abc", ***resultadoCorrecto***, 0, 0, 0, 1, **null**, 0, **false** }, //prueba correcta

/\* 1 \*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "ac", "abc", "abc", "abc", ***resultadoCorrecto***, 1, 0, 0, 0, **null**, 0, **true** }, //prueba contraseña antigua incorrecta

/\* 2 \*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", "abc", "abdc", ***resultadoCorrecto***, 1, 0, 0, 0, **null**, 0, **true** }, //prueba contraseñas nuevas no coinciden

/\* 3 \*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", "abc", "abc", ***resultadoModificarNombreIncorrecto***, 1, 0, 0, 1, **null**, 0, **false** }, //prueba nombre incorrecto

/\* 4 \*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", "abc", "abc", ***resultadoModificarApellidoIncorrecto***, 1, 0, 0, 1, **null**, 0, **false** }, //prueba apellido incorrecto

/\* 5 \*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", "abc", "abc", ***resultadoModificarDocumentoIncorrecto***, 1, 0, 0, 1, **null**, 0, **false** }, //prueba documento incorrecto

/\* 6 \*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", "abc", "abc", ***resultadoCrearYaExiste***, 1, 0, 0, 1, **null**, 0, **false** }, //prueba ya existe vendedor

/\* 7 \*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", "abc", "abc", **new** ResultadoModificarVendedor(ErrorModificarVendedor.***Formato\_Nombre\_Incorrecto***, ErrorModificarVendedor.***Formato\_Apellido\_Incorrecto***), 1, 0, 0, 1, **null**, 0, **false** }, //prueba nombre y apellido incorrectos

/\* 8 \*/ **new** Object[] { "", "Perez", doc, "12345678", "abc", "abc", "abc", "abc", **null**, 1, 0, 0, 0, **null**, 0, **false** }, //prueba nombre vacio

/\* 9 \*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "abc", "abc", "abc", "abc", ***resultadoCorrecto***, 0, 1, 0, 1, **new** SaveUpdateException(**new** Throwable()), 0, **false** }, //prueba PersistenciaException

/\*\*

\* **@param** nombre

\* nombre del vendedor a modificar

\* **@param** apellido

\* apellido del vendedor a modificar

\* **@param** tipoDocumento

\* tipo de documenteo del vendedor a modificar

\* **@param** numeroDocumento

\* número de documento del vendedor a modificar

\* **@param** resultadoEncriptar

\* resultado devuelto por el mock encriptadorPassword

\* **@param** contraseñaAntigua

\* contraseña antigua del vendedor

\* **@param** contraseñaNueva

\* contraseña nueva del vendedor

\* **@param** contraseñaNueva2

\* campo repetir contraseña del vendedor

\* **@param** resultadoModificarVendedorEsperado

\* resultado devuelto por la lógica

\* **@param** llamaAPresentadorVentanasPresentarError

\* indica si se debe llamar a presentar una ventana de error

\* **@param** llamaAPresentadorVentanasPresentarExcepcion

\* indica si se debe llamar a presentar una ventana de excepción

\* **@param** llamaAPresentadorVentanasPresentarExcepcionInesperada

\* indica si se debe llamar a presentar una ventana de excepción inesperada

\* **@param** llamaAModificarVendedor

\* indica si se debe llamar a modificar un vendedor en la capa lógica

\* **@param** excepcion

\* excepción devuelta por la capa lógica

\* **@param** llamaACambiarScene

\* indica si se debe llamar a cambiar de pantalla

\* **@param** checkBoxSeleccionado

\* checkBox de cambiar contraseña seleccionado o no seleccionado

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testModificarVendedor(String nombre, String apellido, TipoDocumento tipoDocumento, String numeroDocumento, String resultadoEncriptar, String contraseñaAntigua, String contraseñaNueva, String contraseñaNueva2, ResultadoModificarVendedor resultadoModificarVendedorEsperado, Integer llamaAPresentadorVentanasPresentarError, Integer llamaAPresentadorVentanasPresentarExcepcion, Integer llamaAPresentadorVentanasPresentarExcepcionInesperada, Integer llamaAModificarVendedor, Exception excepcion, Integer llamaACambiarScene, Boolean checkBoxSeleccionado) **throws** Throwable {

//Se crean los mocks necesarios

CoordinadorJavaFX coordinadorMock = *mock*(CoordinadorJavaFX.**class**);

PresentadorVentanas presentadorVentanasMock = *mock*(PresentadorVentanas.**class**);

VentanaError ventanaErrorMock = *mock*(VentanaError.**class**);

VentanaErrorExcepcion ventanaErrorExcepcionMock = *mock*(VentanaErrorExcepcion.**class**);

VentanaErrorExcepcionInesperada ventanaErrorExcepcionInesperadaMock = *mock*(VentanaErrorExcepcionInesperada.**class**);

EncriptadorPassword encriptadorPasswordMock = *mock*(EncriptadorPassword.**class**);

//Se setea lo que deben devolver los mocks cuando son invocados por la clase a probar

*when*(presentadorVentanasMock.presentarError(*any*(), *any*(), *any*())).thenReturn(ventanaErrorMock);

*when*(presentadorVentanasMock.presentarExcepcion(*any*(), *any*())).thenReturn(ventanaErrorExcepcionMock);

*when*(presentadorVentanasMock.presentarExcepcionInesperada(*any*(), *any*())).thenReturn(ventanaErrorExcepcionInesperadaMock);

*doNothing*().when(presentadorVentanasMock).presentarToast(*any*(), *any*());

*when*(encriptadorPasswordMock.encriptar(*eq*(contraseñaAntigua.toCharArray()), *any*())).thenReturn(resultadoEncriptar);

Vendedor vendedor = **new** Vendedor()

.setNombre(nombre)

.setApellido(apellido)

.setTipoDocumento(tipoDocumento)

.setNumeroDocumento(numeroDocumento)

.setPassword(contraseñaAntigua);

*when*(coordinadorMock.modificarVendedor(vendedor)).thenReturn(resultadoModificarVendedorEsperado);

**if**(excepcion != **null**){

*when*(coordinadorMock.modificarVendedor(vendedor)).thenThrow(excepcion);

}

ArrayList<TipoDocumento> tipos = **new** ArrayList<>();

tipos.add(tipoDocumento);

*when*(coordinadorMock.obtenerTiposDeDocumento()).thenReturn(tipos);

//Controlador a probar, se sobreescriben algunos métodos para setear los mocks y setear los datos que ingresaría el usuario en la vista

ModificarVendedorController modificarVendedorController = **new** ModificarVendedorController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.presentador = presentadorVentanasMock;

**this**.encriptador = encriptadorPasswordMock;

**this**.setVendedor(vendedor);

**super**.inicializar(location, resources);

}

@Override

**public** **void** acceptAction() {

**this**.textFieldNombre.setText(nombre);

**this**.textFieldApellido.setText(apellido);

**this**.comboBoxTipoDocumento.getSelectionModel().select(tipoDocumento);

**this**.textFieldNumeroDocumento.setText(numeroDocumento);

**this**.passwordFieldContraseñaAntigua.setText(contraseñaAntigua);

**this**.passwordFieldContraseñaNueva.setText(contraseñaNueva);

**this**.passwordFieldRepiteContraseña.setText(contraseñaNueva2);

**this**.checkBoxCambiarContraseña.setSelected(checkBoxSeleccionado);

**super**.acceptAction();

};

@Override

**protected** **void** setTitulo(String titulo) {

}

};

//Los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(ModificarVendedorController.***URLVista***, modificarVendedorController);

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

//Método a probar

modificarVendedorController.acceptAction();

//Se hacen las verificaciones pertinentes para comprobar que el controlador se comporte adecuadamente

Mockito.*verify*(coordinadorMock).obtenerTiposDeDocumento();

Mockito.*verify*(coordinadorMock, *times*(llamaAModificarVendedor)).modificarVendedor(*any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarError)).presentarError(*eq*("Revise sus campos"), *any*(), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcion)).presentarExcepcion(*eq*(excepcion), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcionInesperada)).presentarExcepcionInesperada(*eq*(excepcion), *any*());

}

};

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

}

### Taskcard 4 Vista principal para la administración

Código del archivo BaseController.java

/\*\*

\* Método que se llama al hacer click en el botón ver mis datos

\*/

@FXML

public void verMisDatos() {

//Cambia a la pantalla de modificar vendedor

ModificarVendedorController nuevaPantalla = (ModificarVendedorController) cambiarScene(background, ModificarVendedorController.URLVista, ventanaInicio);

//Le seteamos el vendedor logueado para que vea y modifique sus datos

nuevaPantalla.setVendedor(vendedorLogueado);

//Le permitimos ver sus ventas

nuevaPantalla.mostrarBotonVerVentas();

}

/\*\*

\* Método que se llama al hacer click en el botón clientes

\*/

@FXML

public void verClientes() {

//Cambia a la pantalla de administración de clientes

cambiarScene(background, AdministrarClienteController.URLVista);

}

/\*\*

\* Método que se llama al hacer click en el botón inmuebles

\*/

@FXML

public void verInmuebles() {

//Cambia a la pantalla de administración de clientes

cambiarScene(background, AdministrarInmuebleController.URLVista);

}

/\*\*

\* Método que se llama al hacer click en el botón vendedores

\*/

@FXML

public void verVendedores() {

//Cambia a la pantalla de administración de vendedores

cambiarScene(background, AdministrarVendedorController.URLVista);

}

/\*\*

\* Método que se llama al hacer click en el botón propietarios

\*/

@FXML

public void verPropietarios() {

//Cambia a la pantalla de administración de propietarios

cambiarScene(background, AdministrarPropietarioController.URLVista);

}

### Taskcard 5 Lógica alta, modificación y baja vendedor

Código del archivo GestorVendedor.java

/\*\*

\* Se encarga de validar los datos de un vendedor a crear y, en caso de que no haya errores,

\* delegar el guardado del objeto a la capa de acceso a datos.

\*

\* **@param** vendedor

\* vendedor a crear

\* **@return** un resultado informando errores correspondientes en caso de que los haya

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\* **@throws** GestionException

\* se lanza una excepción EntidadExistenteConEstadoBaja cuando se encuentra que ya existe un vendedor con la misma identificación pero tiene estado BAJA

\*/

**public** ResultadoCrearVendedor crearVendedor(Vendedor vendedor) **throws** PersistenciaException, GestionException {

ArrayList<ErrorCrearVendedor> errores = **new** ArrayList<>();

// valida formato de datos

**if**(!validador.validarNombre(vendedor.getNombre())){

errores.add(ErrorCrearVendedor.***Formato\_Nombre\_Incorrecto***);

}

**if**(!validador.validarApellido(vendedor.getApellido())){

errores.add(ErrorCrearVendedor.***Formato\_Apellido\_Incorrecto***);

}

**if**(!validador.validarDocumento(vendedor.getTipoDocumento(), vendedor.getNumeroDocumento())){

errores.add(ErrorCrearVendedor.***Formato\_Documento\_Incorrecto***);

}

//valida si existe un vendedor con ese tipo y número de documento

Vendedor vendedorAuxiliar = persistidorVendedor.obtenerVendedor(**new** FiltroVendedor(vendedor.getTipoDocumento().getTipo(), vendedor.getNumeroDocumento()));

**if**(**null** != vendedorAuxiliar){

**if**(vendedorAuxiliar.getEstado().getEstado().equals(EstadoStr.***ALTA***)){

errores.add(ErrorCrearVendedor.***Ya\_Existe\_Vendedor***); // si existe y tiene estado alta

}

**else**{ // si existe y tiene estado baja

**throw** **new** EntidadExistenteConEstadoBajaException();

}

}

**if**(errores.isEmpty()){ //si no hay errores

ArrayList<Estado> estados = gestorDatos.obtenerEstados();

**for**(Estado e: estados){

**if**(e.getEstado().equals(EstadoStr.***ALTA***)){

vendedor.setEstado(e); //seteo el estado en alta

}

}

persistidorVendedor.guardarVendedor(vendedor);

}

**return** **new** ResultadoCrearVendedor(errores.toArray(**new** ErrorCrearVendedor[0]));

}

/\*\*

\* Se encarga de validar los datos de un vendedor a modificar y, en caso de que no haya errores,

\* delegar el guardado del objeto a la capa de acceso a datos.

\*

\* **@param** vendedor

\* vendedor a modificar

\* **@return** un resultado informando errores correspondientes en caso de que los haya

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\*/

**public** ResultadoModificarVendedor modificarVendedor(Vendedor vendedor) **throws** PersistenciaException {

ArrayList<ErrorModificarVendedor> errores = **new** ArrayList<>();

// valida formato de datos

**if**(!validador.validarNombre(vendedor.getNombre())){

errores.add(ErrorModificarVendedor.***Formato\_Nombre\_Incorrecto***);

}

**if**(!validador.validarApellido(vendedor.getApellido())){

errores.add(ErrorModificarVendedor.***Formato\_Apellido\_Incorrecto***);

}

**if**(!validador.validarDocumento(vendedor.getTipoDocumento(), vendedor.getNumeroDocumento())){

errores.add(ErrorModificarVendedor.***Formato\_Documento\_Incorrecto***);

}

//verifica si existe otro vendedor con los nuevos tipo y número de documento

Vendedor vendedorAuxiliar = persistidorVendedor.obtenerVendedor(**new** FiltroVendedor(vendedor.getTipoDocumento().getTipo(), vendedor.getNumeroDocumento()));

**if**(vendedorAuxiliar != **null** && !vendedor.equals(vendedorAuxiliar)){

errores.add(ErrorModificarVendedor.***Otro\_Vendedor\_Posee\_Mismo\_Documento\_Y\_Tipo***);

}

**if**(errores.isEmpty()){ //si no hay errores

**if**(vendedor.getEstado().getEstado().equals(EstadoStr.***BAJA***)){

ArrayList<Estado> estados = gestorDatos.obtenerEstados();

**for**(Estado e: estados){

**if**(e.getEstado().equals(EstadoStr.***ALTA***)){

vendedor.setEstado(e); //si el estado es baja, se setea en alta

}

}

}

persistidorVendedor.modificarVendedor(vendedor);

}

**return** **new** ResultadoModificarVendedor(errores.toArray(**new** ErrorModificarVendedor[0]));

}

/\*\*

\* Se encarga de validar que exista el vendedor a eliminar, se setea el estado en BAJA y,

\* en caso de que no haya errores, delegar el guardado del objeto a la capa de acceso a datos.

\*

\* **@param** vendedor

\* vendedor a eliminar

\* **@return** un resultado informando errores correspondientes en caso de que los haya

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\*/

**public** ResultadoEliminarVendedor eliminarVendedor(Vendedor vendedor) **throws** PersistenciaException {

//se setea el estado en baja y se manda a guardar

ArrayList<Estado> estados = gestorDatos.obtenerEstados();

**for**(Estado e: estados){

**if**(e.getEstado().equals(EstadoStr.***BAJA***)){

vendedor.setEstado(e);

}

}

persistidorVendedor.modificarVendedor(vendedor);

**return** **new** ResultadoEliminarVendedor();

}

Código del test GestorVendedorTest.java

**protected** Object[] parametersForTestCrearVendedor() {

//Se carga vendedor con datos básicos solo para evitar punteros nulos

//Las validaciones se hacen en el validador, por lo que se setean luego en los mocks los valores esperados

TipoDocumento doc = **new** TipoDocumento(TipoDocumentoStr.***DNI***);

*vendedor* = **new** Vendedor();

*vendedor*.setNombre("Juan")

.setApellido("Pérez")

.setNumeroDocumento("12345678")

.setTipoDocumento(doc)

.setSalt("abcd")

.setPassword("1234");

//Parámetros de JUnitParams

**return** **new** Object[] {

//validoNombre,validoApellido,validoDocumento,resultadoObtenerVendedor,guardar,resultadoEsperado

/\*0\*/ **new** Object[] { **true**, **true**, **true**, **null**, 1, ***resultadoCorrecto*** },

/\*1\*/ **new** Object[] { **false**, **true**, **true**, **null**, 0, ***resultadoCrearNombreIncorrecto*** },

/\*2\*/ **new** Object[] { **true**, **false**, **true**, **null**, 0, ***resultadoCrearApellidoIncorrecto*** },

/\*3\*/ **new** Object[] { **true**, **true**, **false**, **null**, 0, ***resultadoCrearDocumentoIncorrecto*** },

/\*4\*/ **new** Object[] { **false**, **false**, **true**, **null**, 0, **new** ResultadoCrearVendedor(ErrorCrearVendedor.***Formato\_Nombre\_Incorrecto***, ErrorCrearVendedor.***Formato\_Apellido\_Incorrecto***) },

/\*5\*/ **new** Object[] { **true**, **true**, **true**, *vendedor*, 0, ***resultadoCrearYaExiste*** }

};

}

/\*\*

\* Test para la función crearVendedor

\*

\* **@param** resValNombre

\* resultado que va a devolver el validador mock al validar nombre

\* **@param** resValApellido

\* resultado que va a devolver el validador mock al validar apellido

\* **@param** resValDocumento

\* resultado que va a devolver el validador mock al validar documento

\* **@param** resObtenerVendedor

\* resultado que va a devolver el persistidor mock al obtener vendedor

\* **@param** guardar

\* 1 si va a guardar, 0 si no

\* **@param** resultadoCrearVendedorEsperado

\* resultado esperado que retorne el método a probar

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testCrearVendedor(Boolean resValNombre, Boolean resValApellido, Boolean resValDocumento, Vendedor resObtenerVendedor, Integer guardar, ResultadoCrearVendedor resultadoCrearVendedorEsperado) **throws** Exception {

//Inicialización de los mocks

VendedorService vendedorServiceMock = *mock*(VendedorService.**class**);

ValidadorFormato validadorFormatoMock = *mock*(ValidadorFormato.**class**);

GestorDatos gestorDatosMock = *mock*(GestorDatos.**class**);

//Clase anónima necesaria para inyectar dependencias

GestorVendedor gestorVendedor = **new** GestorVendedor() {

{

**this**.persistidorVendedor = vendedorServiceMock;

**this**.validador = validadorFormatoMock;

**this**.gestorDatos = gestorDatosMock;

}

};

ArrayList<Estado> estados = **new** ArrayList<>();

estados.add(**new** Estado(EstadoStr.***ALTA***));

//Setear valores esperados a los mocks

*when*(validadorFormatoMock.validarNombre(*vendedor*.getNombre())).thenReturn(resValNombre);

*when*(validadorFormatoMock.validarApellido(*vendedor*.getApellido())).thenReturn(resValApellido);

*when*(validadorFormatoMock.validarDocumento(*vendedor*.getTipoDocumento(), *vendedor*.getNumeroDocumento())).thenReturn(resValDocumento);

*when*(vendedorServiceMock.obtenerVendedor(*any*())).thenReturn(resObtenerVendedor);

*when*(gestorDatosMock.obtenerEstados()).thenReturn(estados);

*doNothing*().when(vendedorServiceMock).guardarVendedor(*vendedor*); //Para métodos void la sintaxis es distinta

//Llamar al método a testear

ResultadoCrearVendedor resultadoCrearVendedor = gestorVendedor.crearVendedor(*vendedor*);

//Comprobar resultados obtenidos, que se llaman a los métodos deseados y con los parámetros correctos

*assertEquals*(resultadoCrearVendedorEsperado, resultadoCrearVendedor);

**if**(guardar.equals(1)){

*assertEquals*(EstadoStr.***ALTA***, *vendedor*.getEstado().getEstado());

}

*verify*(validadorFormatoMock).validarNombre(*vendedor*.getNombre());

*verify*(validadorFormatoMock).validarApellido(*vendedor*.getApellido());

*verify*(validadorFormatoMock).validarDocumento(*vendedor*.getTipoDocumento(), *vendedor*.getNumeroDocumento());

*verify*(gestorDatosMock, *times*(guardar)).obtenerEstados();

*verify*(vendedorServiceMock, *times*(guardar)).guardarVendedor(*vendedor*);

}

**protected** Object[] parametersForTestModificarVendedor() {

//Se carga vendedor con datos básicos solo para evitar punteros nulos

//Las validaciones se hacen en el validador, por lo que se setean luego en los mocks los valores esperados

TipoDocumento doc = **new** TipoDocumento(TipoDocumentoStr.***DNI***);

Estado est = **new** Estado(EstadoStr.***ALTA***);

*vendedorM* = **new** Vendedor() {

**public** Vendedor setId(Integer id) {

**this**.id = id;

**return** **this**;

}

{

**this**.setId(1)

.setNombre("Juan")

.setApellido("Pérez")

.setNumeroDocumento("12345678")

.setTipoDocumento(doc)

.setSalt("abcd")

.setPassword("1234")

.setEstado(est);

}

};

*vendedorM2* = **new** Vendedor() {

**public** Vendedor setId(Integer id) {

**this**.id = id;

**return** **this**;

}

{

**this**.setId(2)

.setNombre("Juan")

.setApellido("Pérez")

.setNumeroDocumento("12345678")

.setTipoDocumento(doc)

.setSalt("abcd")

.setPassword("1234");

}

};

//Parámetros de JUnitParams

**return** **new** Object[] {

//validoNombre,validoApellido,validoDocumento,resultadoObtenerVendedor,modificar,resultadoEsperado

/\*0\*/ **new** Object[] { **true**, **true**, **true**, *vendedorM*, 1, ***resultadoCorrectoModificar*** },

/\*0\*/ **new** Object[] { **false**, **true**, **true**, *vendedorM*, 0, ***resultadoModificarNombreIncorrecto*** },

/\*0\*/ **new** Object[] { **true**, **false**, **true**, *vendedorM*, 0, ***resultadoModificarApellidoIncorrecto*** },

/\*0\*/ **new** Object[] { **true**, **true**, **false**, *vendedorM*, 0, ***resultadoModificarDocumentoIncorrecto*** },

/\*0\*/ **new** Object[] { **false**, **false**, **true**, *vendedorM*, 0, **new** ResultadoModificarVendedor(ErrorModificarVendedor.***Formato\_Nombre\_Incorrecto***, ErrorModificarVendedor.***Formato\_Apellido\_Incorrecto***) },

/\*0\*/ **new** Object[] { **true**, **true**, **true**, *vendedorM2*, 0, ***resultadoModificarYaExiste*** }

};

}

/\*\*

\* Test para la función modificarVendedor

\*

\* **@param** resValNombre

\* resultado que va a devolver el validador mock al validar nombre

\* **@param** resValApellido

\* resultado que va a devolver el validador mock al validar apellido

\* **@param** resValDocumento

\* resultado que va a devolver el validador mock al validar documento

\* **@param** resObtenerVendedor

\* resultado que va a devolver el persistidor mock al obtener vendedor

\* **@param** modificar

\* 1 si va a modificar, 0 si no

\* **@param** resultadoModificarVendedorEsperado

\* resultado esperado que retorne el método a probar

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testModificarVendedor(Boolean resValNombre, Boolean resValApellido, Boolean resValDocumento, Vendedor resObtenerVendedor, Integer modificar, ResultadoModificarVendedor resultadoModificarVendedorEsperado) **throws** Exception {

//Inicialización de los mocks

VendedorService vendedorServiceMock = *mock*(VendedorService.**class**);

ValidadorFormato validadorFormatoMock = *mock*(ValidadorFormato.**class**);

GestorDatos gestorDatosMock = *mock*(GestorDatos.**class**);

//Clase anónima necesaria para inyectar dependencias

GestorVendedor gestorVendedor = **new** GestorVendedor() {

{

**this**.persistidorVendedor = vendedorServiceMock;

**this**.validador = validadorFormatoMock;

**this**.gestorDatos = gestorDatosMock;

}

};

ArrayList<Estado> estados = **new** ArrayList<>();

estados.add(**new** Estado(EstadoStr.***ALTA***));

//Setear valores esperados a los mocks

*when*(validadorFormatoMock.validarNombre(*vendedorM*.getNombre())).thenReturn(resValNombre);

*when*(validadorFormatoMock.validarApellido(*vendedorM*.getApellido())).thenReturn(resValApellido);

*when*(validadorFormatoMock.validarDocumento(*vendedorM*.getTipoDocumento(), *vendedor*.getNumeroDocumento())).thenReturn(resValDocumento);

*when*(vendedorServiceMock.obtenerVendedor(*any*())).thenReturn(resObtenerVendedor);

*when*(gestorDatosMock.obtenerEstados()).thenReturn(estados);

*doNothing*().when(vendedorServiceMock).modificarVendedor(*vendedorM*); //Para métodos void la sintaxis es distinta

//Llamar al método a testear

ResultadoModificarVendedor resultadoModificarVendedor = gestorVendedor.modificarVendedor(*vendedorM*);

//Comprobar resultados obtenidos, que se llaman a los métodos deseados y con los parámetros correctos

*assertEquals*(resultadoModificarVendedorEsperado, resultadoModificarVendedor);

**if**(modificar.equals(1)){

*assertEquals*(EstadoStr.***ALTA***, *vendedorM*.getEstado().getEstado());

}

*verify*(validadorFormatoMock).validarNombre(*vendedorM*.getNombre());

*verify*(validadorFormatoMock).validarApellido(*vendedorM*.getApellido());

*verify*(validadorFormatoMock).validarDocumento(*vendedorM*.getTipoDocumento(), *vendedorM*.getNumeroDocumento());

*verify*(vendedorServiceMock, *times*(modificar)).modificarVendedor(*vendedorM*);

}

**protected** Object[] parametersForTestEliminarVendedor() {

//Se carga vendedor con datos básicos solo para evitar punteros nulos

//Las validaciones se hacen en el validador, por lo que se setean luego en los mocks los valores esperados

TipoDocumento doc = **new** TipoDocumento(TipoDocumentoStr.***DNI***);

Estado est = **new** Estado(EstadoStr.***ALTA***);

*vendedorE* = **new** Vendedor();

*vendedorE*.setNombre("Juan")

.setApellido("Pérez")

.setNumeroDocumento("12345678")

.setTipoDocumento(doc)

.setSalt("abcd")

.setPassword("1234")

.setEstado(est);

//Parámetros de JUnitParams

**return** **new** Object[] {

//resultadoObtenerVendedor, eliminar, resultadoEsperado

/\*0\*/ **new** Object[] { *vendedorE*, 1, ***resultadoCorrectoEliminar*** },

};

}

@Test

@Parameters

**public** **void** testEliminarVendedor(Vendedor resObtenerVendedor, Integer eliminar, ResultadoEliminarVendedor resultadoEliminarVendedorEsperado) **throws** Exception {

//Inicialización de los mocks

VendedorService vendedorServiceMock = *mock*(VendedorService.**class**);

GestorDatos gestorDatosMock = *mock*(GestorDatos.**class**);

//Clase anónima necesaria para inyectar dependencias

GestorVendedor gestorVendedor = **new** GestorVendedor() {

{

**this**.persistidorVendedor = vendedorServiceMock;

**this**.gestorDatos = gestorDatosMock;

}

};

ArrayList<Estado> estados = **new** ArrayList<>();

estados.add(**new** Estado(EstadoStr.***BAJA***));

//Setear valores esperados a los mocks

*when*(vendedorServiceMock.obtenerVendedor(*any*())).thenReturn(resObtenerVendedor);

*when*(gestorDatosMock.obtenerEstados()).thenReturn(estados);

*doNothing*().when(vendedorServiceMock).modificarVendedor(*vendedorE*); //Para métodos void la sintaxis es distinta

//Llamar al método a testear

ResultadoEliminarVendedor resultadoEliminarVendedor = gestorVendedor.eliminarVendedor(*vendedorE*);

//Comprobar resultados obtenidos, que se llaman a los métodos deseados y con los parámetros correctos

*assertEquals*(resultadoEliminarVendedorEsperado, resultadoEliminarVendedor);

**if**(eliminar.equals(1)){

*assertEquals*(EstadoStr.***BAJA***, *vendedorE*.getEstado().getEstado());

}

*verify*(gestorDatosMock, *times*(eliminar)).obtenerEstados();

*verify*(vendedorServiceMock, *times*(eliminar)).modificarVendedor(*vendedorE*);

}

### Taskcard 6 Persistidor vendedor

Código del archivo en VendedorServiceImpl.java

/\*\*

\* Permite persistir y obtener un vendedor, y listar vendedores

\* Task card 6 de la iteración 1, historia de usuario 1

\*

\*/

@Repository

**public** **class** VendedorServiceImpl **implements** VendedorService {

**private** SessionFactory sessionFactory;

@Autowired

**public** VendedorServiceImpl(SessionFactory sessionFactory) {

**this**.sessionFactory = sessionFactory;

}

**public** SessionFactory getSessionFactory() {

**return** sessionFactory;

}

@Override

@Transactional(rollbackFor = PersistenciaException.**class**) //si falla hace rollback de la transacción

**public** **void** guardarVendedor(Vendedor vendedor) **throws** PersistenciaException {

Session session = getSessionFactory().getCurrentSession();

**try**{

session.save(vendedor);

} **catch**(Exception e){

**throw** **new** SaveUpdateException(e);

}

}

@Override

@Transactional(rollbackFor = PersistenciaException.**class**)//si falla hace rollback de la transacción

**public** **void** modificarVendedor(Vendedor vendedor) **throws** PersistenciaException {

Session session = getSessionFactory().getCurrentSession();

**try**{

session.update(vendedor);

} **catch**(Exception e){

**throw** **new** SaveUpdateException(e);

}

}

@Override

@Transactional(readOnly = **true**, rollbackFor = PersistenciaException.**class**)

**public** Vendedor obtenerVendedor(FiltroVendedor filtro) **throws** PersistenciaException {

Vendedor vendedor = **null**;

Session session = getSessionFactory().getCurrentSession();

**try**{ //named query ubicada en entidad vendedor

vendedor = (Vendedor) session.getNamedQuery("obtenerVendedor").setParameter("tipoDocumento", filtro.getTipoDocumento()).setParameter("documento", filtro.getDocumento()).uniqueResult();

} **catch**(NoResultException e){

**return** **null**;

} **catch**(NonUniqueResultException e){

**return** **null**;

} **catch**(Exception e){

**throw** **new** ConsultaException(e);

}

**return** vendedor;

}

@Override

@Transactional(readOnly = **true**, rollbackFor = PersistenciaException.**class**)

**public** ArrayList<Vendedor> listarVendedores() **throws** PersistenciaException {

ArrayList<Vendedor> vendedores = **new** ArrayList<>();

Session session = getSessionFactory().getCurrentSession();

**try**{ //named query ubicada en entidad vendedor

**for**(Object o: session.getNamedQuery("listarVendedores").list()){

**if**(o **instanceof** Vendedor){

vendedores.add((Vendedor) o);

}

}

} **catch**(Exception e){

**throw** **new** ConsultaException(e);

}

**return** vendedores;

}

}

### Taskcard 7 Entidad Propietario

Código del archivo Propietario.java

@NamedQueries(value = { @NamedQuery(name = "obtenerPropietarios", query = "SELECT p FROM Propietario p WHERE p.estado.estado = 'ALTA'"),

@NamedQuery(name = "obtenerPropietario", query = "SELECT p FROM Propietario p WHERE p.numeroDocumento = :documento AND p.tipoDocumento.tipo = :tipoDocumento") })

@Entity

@Table(name = "propietario", uniqueConstraints = @UniqueConstraint(name = "propietario\_numerodocumento\_idtipo\_uk", columnNames = { "numerodocumento", "idtipo" }))

/\*\*

\* Entidad que modela a un propietario

\*/

**public** **class** Propietario {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Integer id; //ID

@Column(name = "nombre", length = 30)

**private** String nombre;

@Column(name = "apellido", length = 30)

**private** String apellido;

@Column(name = "numerodocumento", length = 30)

**private** String numeroDocumento;

@Column(name = "telefono", length = 30)

**private** String telefono;

@Column(name = "email", length = 30)

**private** String email;

//Reclaciones

@ManyToOne(fetch = FetchType.***LAZY***)

@JoinColumn(name = "idtipo", referencedColumnName = "id", foreignKey = @ForeignKey(name = "propietario\_idtipo\_fk"))

**private** TipoDocumento tipoDocumento;

@ManyToOne(fetch = FetchType.***LAZY***, cascade = CascadeType.***ALL***)

@JoinColumn(name = "iddireccion", referencedColumnName = "id", foreignKey = @ForeignKey(name = "propietario\_iddireccion\_fk"))

**private** Direccion direccion;

//Opcionales

@OneToMany(fetch = FetchType.***LAZY***, cascade = CascadeType.***ALL***, orphanRemoval = **true**, mappedBy = "propietario")

**private** Set<Inmueble> inmuebles;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idestado", referencedColumnName = "id", foreignKey = @ForeignKey(name = "propietario\_idestado\_fk"), nullable = **false**)

**private** Estado estado;

### Taskcard 8 Vista alta, modificar y baja propietario

Código del alta en AltaPropietarioController.java

/\*\*

\* Acción que se ejecuta al apretar el botón aceptar.

\*

\* Valida que se hayan insertado datos, los carga al propietario y deriva la operación a capa lógica.

\* Si la capa lógica retorna errores, se muestran al usuario.

\*/

@FXML

**public** **void** acceptAction() {

StringBuilder error = **new** StringBuilder("");

//obtengo datos introducidos por el usuario

String nombre = textFieldNombre.getText().trim();

String apellido = textFieldApellido.getText().trim();

String numeroDocumento = textFieldNumeroDocumento.getText().trim();

String alturaCalle = textFieldAlturaCalle.getText().trim();

String piso = textFieldPiso.getText().trim();

String departamento = textFieldDepartamento.getText().trim();

String telefono = textFieldTelefono.getText().trim();

String correoElectronico = textFieldCorreoElectronico.getText().trim();

String otros = textFieldOtros.getText().trim();

Localidad localidad = comboBoxLocalidad.getValue();

TipoDocumento tipoDoc = comboBoxTipoDocumento.getValue();

Barrio barrio = comboBoxBarrio.getValue();

Calle calle = comboBoxCalle.getValue();

//verifico que no estén vacíos

**if**(nombre.isEmpty()){

error.append("Inserte un nombre").append("\n");

}

**if**(apellido.isEmpty()){

error.append("Inserte un apellido").append("\n ");

}

**if**(numeroDocumento.isEmpty()){

error.append("Inserte un numero de documento").append("\n ");

}

**if**(alturaCalle.isEmpty()){

error.append("Inserte una altura").append("\n ");

}

**if**(telefono.isEmpty()){

error.append("Inserte un telefono").append("\n ");

}

**if**(correoElectronico.isEmpty()){

error.append("Inserte un correo electrónico").append("\n ");

}

**if**(calle == **null**){

error.append("Elija una calle").append("\n");

}

**if**(barrio == **null**){

error.append("Elija un barrio").append("\n");

}

**if**(tipoDoc == **null**){

error.append("Elija un tipo de documento").append("\n");

}

**if**(localidad == **null**){

error.append("Elija una localidad").append("\n");

}

**if**(!error.toString().isEmpty()){ //si hay algún error lo muestro al usuario

presentador.presentarError("Revise sus campos", error.toString(), stage);

}

**else**{

//Si no hay errores se crean las entidades con los datos introducidos

Direccion direccion = **new** Direccion();

direccion.setNumero(alturaCalle)

.setCalle(calle)

.setBarrio(barrio)

.setPiso(piso)

.setDepartamento(departamento)

.setLocalidad(localidad)

.setOtros(otros);

Propietario propietario = **new** Propietario();

propietario.setNombre(nombre)

.setApellido(apellido)

.setTipoDocumento(tipoDoc)

.setNumeroDocumento(numeroDocumento)

.setTelefono(telefono)

.setEmail(correoElectronico)

.setDireccion(direccion);

**try**{ //relevo la operación a capa lógica

ResultadoCrearPropietario resultado = coordinador.crearPropietario(propietario);

**if**(resultado.hayErrores()){ // si hay algún error se muestra al usuario

StringBuilder stringErrores = **new** StringBuilder();

**for**(ErrorCrearPropietario err: resultado.getErrores()){

**switch**(err) {

**case** ***Formato\_Nombre\_Incorrecto***:

stringErrores.append("Formato de nombre incorrecto.\n");

**break**;

**case** ***Formato\_Apellido\_Incorrecto***:

stringErrores.append("Formato de apellido incorrecto.\n");

**break**;

**case** ***Formato\_Telefono\_Incorrecto***:

stringErrores.append("Formato de teléfono incorrecto.\n");

**break**;

**case** ***Formato\_Documento\_Incorrecto***:

stringErrores.append("Tipo y formato de documento incorrecto.\n");

**break**;

**case** ***Formato\_Email\_Incorrecto***:

stringErrores.append("Formato de email incorrecto.\n");

**break**;

**case** ***Formato\_Direccion\_Incorrecto***:

stringErrores.append("Formato de dirección incorrecto.\n");

**break**;

**case** ***Ya\_Existe\_Propietario***:

stringErrores.append("Ya existe un cliente con ese tipo y número de documento.\n");

**break**;

}

}

presentador.presentarError("Revise sus campos", stringErrores.toString(), stage);

}

**else**{ //si no hay errores se muestra notificación y se vuelve a la pantalla de listar propietarios

presentador.presentarToast("Se ha creado el propietario con éxito", stage);

cambiarmeAScene(AdministrarPropietarioController.***URLVista***);

}

} **catch**(GestionException e){ //excepción originada en gestor

**if**(e.getClass().equals(EntidadExistenteConEstadoBajaException.**class**)){

//el propietario existe pero fué dado de baja

VentanaConfirmacion ventana = presentador.presentarConfirmacion("El propietario ya existe", "El propietario ya existía anteriormente pero fué dado de baja.\n ¿Desea volver a darle de alta?", stage);

**if**(ventana.acepta()){

//usuario acepta volver a darle de alta. Se pasa a la pantalla de modificar propietario

ModificarPropietarioController controlador = (ModificarPropietarioController) cambiarmeAScene(ModificarPropietarioController.***URLVista***);

controlador.setPropietarioEnModificacion(propietario);

}

}

} **catch**(PersistenciaException e){ //excepción originada en la capa de persistencia

presentador.presentarExcepcion(e, stage);

}

}

}

Código del test del alta en AltaPropietarioControllerTest.java

**protected** Object[] parametersForTestCrearPropietario() {

TipoDocumento doc = **new** TipoDocumento(TipoDocumentoStr.***DNI***);

Pais pais = **new** Pais("Argentina");

Provincia provincia = **new** Provincia("Santa fé", pais);

Localidad localidad = **new** Localidad("Capital", provincia);

Direccion dir = **new** Direccion("1865", "1", "B", **new** Calle("San martín", localidad), **new** Barrio("Centro", localidad), localidad, "");

**return** **new** Object[] {

//nombre,apellido,tipoDocumento,nroDocumento,telefono,email,direccion,resultadoEsperado,llamaAPresentadorVentanasPresentarError,llamaAPresentadorVentanasPresentarExcepcion,llamaACrearPropietario,excepcion,aceptarVentanaConfirmacion,llamaACambiarScene

//prueba correcta

/\*0\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoCorrecto***, 0, 0, 1, **null**, **true**, 0 },

//prueba nombre incorrecto

/\*1\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoCrearNombreIncorrecto***, 1, 0, 1, **null**, **true**, 0 },

//prueba apellido incorrecto

/\*2\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoCrearApellidoIncorrecto***, 1, 0, 1, **null**, **true**, 0 },

//prueba documento incorrecto

/\*3\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoCrearDocumentoIncorrecto***, 1, 0, 1, **null**, **true**, 0 },

//prueba teléfono incorrecto

/\*4\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoCrearTelefonoIncorrecto***, 1, 0, 1, **null**, **true**, 0 },

//prueba email incorrecto

/\*5\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoCrearEmailIncorrecto***, 1, 0, 1, **null**, **true**, 0 },

//prueba direccion incorrecta

/\*6\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoCrearDireccionIncorrecta***, 1, 0, 1, **null**, **true**, 0 },

//prueba ya existe propietario

/\*7\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoCrearYaExiste***, 1, 0, 1, **null**, **true**, 0 },

//prueba ya existe propietario

/\*8\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, **new** ResultadoCrearPropietario(ErrorCrearPropietario.***Formato\_Nombre\_Incorrecto***, ErrorCrearPropietario.***Formato\_Apellido\_Incorrecto***), 1, 0, 1, **null**, **true**, 0 },

//prueba nombre vacio

/\*9\*/ **new** Object[] { "", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, **null**, 1, 0, 0, **null**, **true**, 0 },

//prueba propietario Existente y acepta

/\*10\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoCorrecto***, 0, 0, 1, **new** EntidadExistenteConEstadoBajaException(), **true**, 1 },

//prueba propietario Existente y cancela

/\*11\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoCorrecto***, 0, 0, 1, **new** EntidadExistenteConEstadoBajaException(), **false**, 0 },

//prueba PersistenciaException

/\*12\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoCorrecto***, 0, 1, 1, **new** SaveUpdateException(**new** Throwable()), **false**, 0 }

};

}

/\*\*

\* Test para probar al controlador de alta propietario cuando el usuario presiona aceptar

\*

\* **@param** nombre

\* nombre que se introduce por el usuario

\* **@param** apellido

\* apellido que se introduce por el usuario

\* **@param** tipoDocumento

\* tipo de documento que se introduce por el usuario

\* **@param** numeroDocumento

\* número de documento que se introduce por el usuario

\* **@param** telefono

\* teléfono que se introduce por el usuario

\* **@param** email

\* email que se introduce por el usuario

\* **@param** direccion

\* dirección que se introduce por el usuario

\* **@param** resultadoCrearPropietarioEsperado

\* resultado que retornará el mock de capa lógica

\* **@param** llamaAPresentadorVentanasPresentarError

\* 1 si llama al método presentar error del presentador de ventanas, 0 si no

\* **@param** llamaAPresentadorVentanasPresentarExcepcion

\* 1 si llama al método presentar excepción del presentador de ventanas, 0 si no

\* **@param** llamaACrearPropietario

\* 1 si llama al método crear propietario de la capa lógica, 0 si no

\* **@param** excepcion

\* excepción que se simula lanzar desde la capa lógica

\* **@param** aceptarVentanaConfirmacion

\* si el usuario acepta la ventana de confirmación

\* **@param** llamaACambiarScene

\* 1 si llama al método cambiar scene, 0 si no

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testCrearPropietario(String nombre,

String apellido,

TipoDocumento tipoDocumento,

String numeroDocumento,

String telefono,

String email,

Direccion direccion,

ResultadoCrearPropietario resultadoCrearPropietarioEsperado,

Integer llamaAPresentadorVentanasPresentarError,

Integer llamaAPresentadorVentanasPresentarExcepcion,

Integer llamaACrearPropietario,

Exception excepcion,

Boolean aceptarVentanaConfirmacion,

Integer llamaACambiarScene) **throws** Throwable {

CoordinadorJavaFX coordinadorMock = Mockito.*mock*(CoordinadorJavaFX.**class**);

PresentadorVentanas presentadorVentanasMock = *mock*(PresentadorVentanas.**class**);

VentanaError ventanaErrorMock = *mock*(VentanaError.**class**);

VentanaErrorExcepcion ventanaErrorExcepcionMock = *mock*(VentanaErrorExcepcion.**class**);

VentanaConfirmacion ventanaConfirmacionMock = *mock*(VentanaConfirmacion.**class**);

ScenographyChanger scenographyChangerMock = *mock*(ScenographyChanger.**class**);

ModificarPropietarioController modificarPropietarioControllerMock = *mock*(ModificarPropietarioController.**class**);

*when*(presentadorVentanasMock.presentarError(*any*(), *any*(), *any*())).thenReturn(ventanaErrorMock);

*when*(presentadorVentanasMock.presentarExcepcion(*any*(), *any*())).thenReturn(ventanaErrorExcepcionMock);

*when*(presentadorVentanasMock.presentarConfirmacion(*any*(), *any*(), *any*())).thenReturn(ventanaConfirmacionMock);

*when*(ventanaConfirmacionMock.acepta()).thenReturn(aceptarVentanaConfirmacion);

*when*(scenographyChangerMock.cambiarScenography(*any*(String.**class**), *any*())).thenReturn(modificarPropietarioControllerMock);

*doNothing*().when(modificarPropietarioControllerMock).setPropietarioEnModificacion(*any*());

*doNothing*().when(presentadorVentanasMock).presentarToast(*any*(), *any*());

*propietario* = **new** Propietario()

.setNombre(nombre)

.setApellido(apellido)

.setTipoDocumento(tipoDocumento)

.setNumeroDocumento(numeroDocumento)

.setTelefono(telefono)

.setEmail(email)

.setDireccion(direccion);

*when*(coordinadorMock.crearPropietario(*propietario*)).thenReturn(resultadoCrearPropietarioEsperado);

**if**(excepcion != **null**){

*when*(coordinadorMock.crearPropietario(*propietario*)).thenThrow(excepcion);

}

ArrayList<TipoDocumento> tipos = **new** ArrayList<>();

tipos.add(tipoDocumento);

Mockito.*when*(coordinadorMock.obtenerTiposDeDocumento()).thenReturn(tipos);

AltaPropietarioController altaPropietarioController = **new** AltaPropietarioController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.presentador = presentadorVentanasMock;

setScenographyChanger(scenographyChangerMock);

**super**.inicializar(location, resources);

}

@Override

**public** **void** acceptAction() {

**this**.textFieldNombre.setText(nombre);

**this**.textFieldApellido.setText(apellido);

**this**.comboBoxTipoDocumento.getSelectionModel().select(tipoDocumento);

**this**.textFieldNumeroDocumento.setText(numeroDocumento);

**this**.textFieldTelefono.setText(telefono);

**this**.textFieldCorreoElectronico.setText(email);

**this**.comboBoxPais.getSelectionModel().select(direccion.getLocalidad().getProvincia().getPais());

**this**.comboBoxProvincia.getSelectionModel().select(direccion.getLocalidad().getProvincia());

**this**.comboBoxLocalidad.getSelectionModel().select(direccion.getLocalidad());

**this**.comboBoxBarrio.getSelectionModel().select(direccion.getBarrio());

**this**.comboBoxCalle.getSelectionModel().select(direccion.getCalle());

**this**.textFieldAlturaCalle.setText(direccion.getNumero());

**this**.textFieldDepartamento.setText(direccion.getDepartamento());

**this**.textFieldPiso.setText(direccion.getPiso());

**this**.textFieldOtros.setText(direccion.getOtros());

**super**.acceptAction();

}

@Override

**protected** **void** setTitulo(String titulo) {

}

};

ControladorTest corredorTestEnJavaFXThread =

**new** ControladorTest(AltaPropietarioController.***URLVista***, altaPropietarioController);

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

altaPropietarioController.acceptAction();

Mockito.*verify*(coordinadorMock).obtenerTiposDeDocumento();

Mockito.*verify*(coordinadorMock, Mockito.*times*(llamaACrearPropietario)).crearPropietario(Mockito.*any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarError)).presentarError(*eq*("Revise sus campos"), *any*(), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcion)).presentarExcepcion(*eq*(excepcion), *any*());

Mockito.*verify*(scenographyChangerMock, *times*(llamaACambiarScene)).cambiarScenography(ModificarPropietarioController.***URLVista***, **false**);

Mockito.*verify*(modificarPropietarioControllerMock, *times*(llamaACambiarScene)).setPropietarioEnModificacion(*propietario*);

}

};

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

}

Código del modificar en ModificarPropietarioController.java

/\*\*

\* Acción que se ejecuta al apretar el botón aceptar.

\*

\* Valida que se hayan insertado datos, los carga al propietario y deriva la operación a capa lógica.

\* Si la capa lógica retorna errores, se muestran al usuario.

\*/

@FXML

**public** **void** acceptAction() {

StringBuilder error = **new** StringBuilder("");

//obtengo datos introducidos por el usuario

String nombre = textFieldNombre.getText().trim();

String apellido = textFieldApellido.getText().trim();

String numeroDocumento = textFieldNumeroDocumento.getText().trim();

String alturaCalle = textFieldAlturaCalle.getText().trim();

String piso = textFieldPiso.getText().trim();

String departamento = textFieldDepartamento.getText().trim();

String telefono = textFieldTelefono.getText().trim();

String correoElectronico = textFieldCorreoElectronico.getText().trim();

String otros = textFieldOtros.getText().trim();

Localidad localidad = comboBoxLocalidad.getValue();

TipoDocumento tipoDoc = comboBoxTipoDocumento.getValue();

Barrio barrio = comboBoxBarrio.getValue();

Calle calle = comboBoxCalle.getValue();

//verifico que no estén vacíos

**if**(nombre.isEmpty()){

error.append("Inserte un nombre").append("\n");

}

**if**(apellido.isEmpty()){

error.append("Inserte un apellido").append("\n ");

}

**if**(numeroDocumento.isEmpty()){

error.append("Inserte un numero de documento").append("\n ");

}

**if**(alturaCalle.isEmpty()){

error.append("Inserte una altura").append("\n ");

}

**if**(telefono.isEmpty()){

error.append("Inserte un telefono").append("\n ");

}

**if**(correoElectronico.isEmpty()){

error.append("Inserte un correo electrónico").append("\n ");

}

**if**(calle == **null**){

error.append("Elija una calle").append("\n");

}

**if**(barrio == **null**){

error.append("Elija un barrio").append("\n");

}

**if**(tipoDoc == **null**){

error.append("Elija un tipo de documento").append("\n");

}

**if**(localidad == **null**){

error.append("Elija una localidad").append("\n");

}

**if**(!error.toString().isEmpty()){//si hay algún error lo muestro al usuario

presentador.presentarError("Revise sus campos", error.toString(), stage);

}

**else**{

//Si no hay errores se modifican las entidades con los datos introducidos

propietarioEnModificacion.getDireccion().setNumero(alturaCalle)

.setCalle(calle)

.setBarrio(barrio)

.setPiso(piso)

.setDepartamento(departamento)

.setLocalidad(localidad)

.setOtros(otros);

propietarioEnModificacion.setNombre(nombre)

.setApellido(apellido)

.setTipoDocumento(tipoDoc)

.setNumeroDocumento(numeroDocumento)

.setTelefono(telefono)

.setEmail(correoElectronico);

**try**{ //relevo la operación a capa lógica

ResultadoModificarPropietario resultado = coordinador.modificarPropietario(propietarioEnModificacion);

**if**(resultado.hayErrores()){ // si hay algún error se muestra al usuario

StringBuilder stringErrores = **new** StringBuilder();

**for**(ErrorModificarPropietario err: resultado.getErrores()){

**switch**(err) {

**case** ***Formato\_Nombre\_Incorrecto***:

stringErrores.append("Formato de nombre incorrecto.\n");

**break**;

**case** ***Formato\_Apellido\_Incorrecto***:

stringErrores.append("Formato de apellido incorrecto.\n");

**break**;

**case** ***Formato\_Telefono\_Incorrecto***:

stringErrores.append("Formato de teléfono incorrecto.\n");

**break**;

**case** ***Formato\_Documento\_Incorrecto***:

stringErrores.append("Tipo y formato de documento incorrecto.\n");

**break**;

**case** ***Formato\_Email\_Incorrecto***:

stringErrores.append("Formato de email incorrecto.\n");

**break**;

**case** ***Formato\_Direccion\_Incorrecto***:

stringErrores.append("Formato de dirección incorrecto.\n");

**break**;

**case** ***Ya\_Existe\_Propietario***:

stringErrores.append("Otro cliente posee ese tipo y número de documento.\n");

**break**;

}

}

presentador.presentarError("Revise sus campos", stringErrores.toString(), stage);

}

**else**{ //si no hay errores se muestra notificación y se vuelve a la pantalla de listar propietarios

presentador.presentarToast("Se ha modificado el propietario con éxito", stage);

cambiarmeAScene(AdministrarPropietarioController.***URLVista***);

}

} **catch**(PersistenciaException e){ //excepción originada en la capa de persistencia

presentador.presentarExcepcion(e, stage);

}

}

}

Código del test de modificar en ModificarPropietarioController.java

**protected** Object[] parametersForTestModificarPropietario() {

TipoDocumento doc = **new** TipoDocumento(TipoDocumentoStr.***DNI***);

Pais pais = **new** Pais("Argentina");

Provincia provincia = **new** Provincia("Santa fé", pais);

Localidad localidad = **new** Localidad("Capital", provincia);

Direccion dir = **new** Direccion("1865", "1", "B", **new** Calle("San martín", localidad), **new** Barrio("Centro", localidad), localidad, "");

**return** **new** Object[] {

//String nombre,apellido,tipoDocumento,nroDocumento,telefono,email,direccion,resultadoModificarPropietarioEsperado,llamaAPresentadorVentanasPresentarError,llamaAPresentadorVentanasPresentarExcepcion,excepcion

//prueba correcta

/\*0\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoCorrecto***, 0, 0, **null** },

//prueba nombre incorrecto

/\*1\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoModificarNombreIncorrecto***, 1, 0, **null** },

//prueba apellido incorrecto

/\*2\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoModificarApellidoIncorrecto***, 1, 0, **null** },

//prueba documento incorrecto

/\*3\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoModificarDocumentoIncorrecto***, 1, 0, **null** },

//prueba teléfono incorrecto

/\*4\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoModificarTelefonoIncorrecto***, 1, 0, **null** },

//prueba email incorrecto

/\*5\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoModificarEmailIncorrecto***, 1, 0, **null** },

//prueba direccion incorrecta

/\*6\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoModificarDireccionIncorrecta***, 1, 0, **null** },

//prueba ya existe propietario

/\*7\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoModificarYaExiste***, 1, 0, **null** },

//prueba ya existe propietario

/\*8\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, **new** ResultadoModificarPropietario(ErrorModificarPropietario.***Formato\_Nombre\_Incorrecto***, ErrorModificarPropietario.***Formato\_Apellido\_Incorrecto***), 1, 0, **null** },

//prueba nombre vacio

/\*9\*/ **new** Object[] { "", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, **null**, 1, 0, **null** },

//prueba PersistenciaException

/\*10\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "juanperez@hotmail.com", dir, ***resultadoCorrecto***, 0, 1, **new** SaveUpdateException(**new** Throwable()) }

};

}

/\*\*

\* Test para probar al controlador de modificar propietario cuando el usuario presiona aceptar

\* **@param** nombre

\* nombre que se introduce por el usuario

\* **@param** apellido

\* apellido que se introduce por el usuario

\* **@param** tipoDocumento

\* tipo de documento que se introduce por el usuario

\* **@param** numeroDocumento

\* número de documento que se introduce por el usuario

\* **@param** telefono

\* teléfono que se introduce por el usuario

\* **@param** email

\* email que se introduce por el usuario

\* **@param** direccion

\* dirección que se introduce por el usuario

\* **@param** resultadoModificarPropietarioEsperado

\* resultado que retornará el mock de capa lógica

\* **@param** llamaAPresentadorVentanasPresentarError

\* 1 si llama al método presentar error del presentador de ventanas, 0 si no

\* **@param** llamaAPresentadorVentanasPresentarExcepcion

\* 1 si llama al método presentar excepción del presentador de ventanas, 0 si no

\* **@param** excepcion

\* excepción que se simula lanzar desde la capa lógica

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testModificarPropietario(String nombre,

String apellido,

TipoDocumento tipoDocumento,

String numeroDocumento,

String telefono,

String email,

Direccion direccion,

ResultadoModificarPropietario resultadoModificarPropietarioEsperado,

Integer llamaAPresentadorVentanasPresentarError,

Integer llamaAPresentadorVentanasPresentarExcepcion,

Exception excepcion) **throws** Throwable {

CoordinadorJavaFX coordinadorMock = Mockito.*mock*(CoordinadorJavaFX.**class**);

PresentadorVentanas presentadorVentanasMock = *mock*(PresentadorVentanas.**class**);

VentanaError ventanaErrorMock = *mock*(VentanaError.**class**);

VentanaErrorExcepcion ventanaErrorExcepcionMock = *mock*(VentanaErrorExcepcion.**class**);

VentanaConfirmacion ventanaConfirmacionMock = *mock*(VentanaConfirmacion.**class**);

ScenographyChanger scenographyChangerMock = *mock*(ScenographyChanger.**class**);

ModificarPropietarioController modificarPropietarioControllerMock = *mock*(ModificarPropietarioController.**class**);

*when*(presentadorVentanasMock.presentarError(*any*(), *any*(), *any*())).thenReturn(ventanaErrorMock);

*when*(presentadorVentanasMock.presentarExcepcion(*any*(), *any*())).thenReturn(ventanaErrorExcepcionMock);

*when*(presentadorVentanasMock.presentarConfirmacion(*any*(), *any*(), *any*())).thenReturn(ventanaConfirmacionMock);

*when*(scenographyChangerMock.cambiarScenography(*any*(String.**class**), *any*())).thenReturn(modificarPropietarioControllerMock);

*doNothing*().when(modificarPropietarioControllerMock).setPropietarioEnModificacion(*any*());

*doNothing*().when(presentadorVentanasMock).presentarToast(*any*(), *any*());

*propietario* = **new** Propietario()

.setNombre(nombre)

.setApellido(apellido)

.setTipoDocumento(tipoDocumento)

.setNumeroDocumento(numeroDocumento)

.setTelefono(telefono)

.setEmail(email)

.setDireccion(direccion);

*when*(coordinadorMock.modificarPropietario(*propietario*)).thenReturn(resultadoModificarPropietarioEsperado);

**if**(excepcion != **null**){

*when*(coordinadorMock.modificarPropietario(*propietario*)).thenThrow(excepcion);

}

ArrayList<TipoDocumento> tipos = **new** ArrayList<>();

tipos.add(tipoDocumento);

Mockito.*when*(coordinadorMock.obtenerTiposDeDocumento()).thenReturn(tipos);

ModificarPropietarioController modificarPropietarioController = **new** ModificarPropietarioController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.presentador = presentadorVentanasMock;

setScenographyChanger(scenographyChangerMock);

**super**.inicializar(location, resources);

}

@Override

**public** **void** acceptAction() {

**this**.textFieldNombre.setText(nombre);

**this**.textFieldApellido.setText(apellido);

**this**.comboBoxTipoDocumento.getSelectionModel().select(tipoDocumento);

**this**.textFieldNumeroDocumento.setText(numeroDocumento);

**this**.textFieldTelefono.setText(telefono);

**this**.textFieldCorreoElectronico.setText(email);

**this**.comboBoxPais.getSelectionModel().select(direccion.getLocalidad().getProvincia().getPais());

**this**.comboBoxProvincia.getSelectionModel().select(direccion.getLocalidad().getProvincia());

**this**.comboBoxLocalidad.getSelectionModel().select(direccion.getLocalidad());

**this**.comboBoxBarrio.getSelectionModel().select(direccion.getBarrio());

**this**.comboBoxCalle.getSelectionModel().select(direccion.getCalle());

**this**.textFieldAlturaCalle.setText(direccion.getNumero());

**this**.textFieldDepartamento.setText(direccion.getDepartamento());

**this**.textFieldPiso.setText(direccion.getPiso());

**this**.textFieldOtros.setText(direccion.getOtros());

**super**.acceptAction();

}

@Override

**protected** **void** setTitulo(String titulo) {

}

@Override

**public** **void** setPropietarioEnModificacion(Propietario propietarioEnModificacion) {

**this**.propietarioEnModificacion = propietarioEnModificacion;

}

};

modificarPropietarioController.setPropietarioEnModificacion(*propietario*);

ControladorTest corredorTestEnJavaFXThread =

**new** ControladorTest(ModificarPropietarioController.***URLVista***, modificarPropietarioController);

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

modificarPropietarioController.acceptAction();

Mockito.*verify*(coordinadorMock).obtenerTiposDeDocumento();

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarError)).presentarError(*eq*("Revise sus campos"), *any*(), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcion)).presentarExcepcion(*eq*(excepcion), *any*());

}

};

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

}

Código de baja en AdministrarPropietarioController.java

/\*\*

\* Acción que se ejecuta al presionar el botón eliminar

\* Se muestra una ventana emergente para confirmar la operación

\*/

@FXML

**protected** ResultadoControlador handleEliminar() {

ArrayList<ErrorControlador> erroresControlador = **new** ArrayList<>();

**if**(tablaPropietarios.getSelectionModel().getSelectedItem() == **null**){

**return** **new** ResultadoControlador(ErrorControlador.***Campos\_Vacios***);

}

//solicito confirmación al usuario

VentanaConfirmacion ventana = presentador.presentarConfirmacion("Eliminar propietario", "Está a punto de eliminar al propietario.\n ¿Está seguro que desea hacerlo?", **this**.stage);

**if**(!ventana.acepta()){

**return** **new** ResultadoControlador(); //si no acepta

}

**try**{

ResultadoEliminarPropietario resultado = coordinador.eliminarPropietario(tablaPropietarios.getSelectionModel().getSelectedItem());

**if**(resultado.hayErrores()){ // si hay errores lo muestro al usuario

StringBuilder stringErrores = **new** StringBuilder();

**for**(ErrorEliminarPropietario err: resultado.getErrores()){

**switch**(err) {

}

}

presentador.presentarError("No se pudo eliminar el propietario", stringErrores.toString(), stage);

}

**else**{ //si no hay errores muestro notificación

presentador.presentarToast("Se ha eliminado el propietario con éxito", stage);

}

//actualizo la tabla

tablaPropietarios.getItems().clear();

tablaPropietarios.getItems().addAll(coordinador.obtenerPropietarios());

**return** **new** ResultadoControlador(erroresControlador.toArray(**new** ErrorControlador[0]));

} **catch**(PersistenciaException e){ //falla en la capa de persistencia

presentador.presentarExcepcion(e, stage);

**return** **new** ResultadoControlador(ErrorControlador.***Error\_Persistencia***);

} **catch**(Exception e){ // alguna otra excepción inesperada

presentador.presentarExcepcionInesperada(e, stage);

**return** **new** ResultadoControlador(ErrorControlador.***Error\_Desconocido***);

}

}

Código del test de baja en AdministrarPropietarioControllerTest.java

**protected** Object[] parametersForTestEliminarPropietario() {

Propietario propietario = **new** Propietario();

Boolean acepta = **true**;

ResultadoControlador resultadoControladorCorrecto = **new** ResultadoControlador();

ResultadoControlador resultadoControladorErrorPersistencia = **new** ResultadoControlador(ErrorControlador.***Error\_Persistencia***);

ResultadoControlador resultadoControladorErrorDesconocido = **new** ResultadoControlador(ErrorControlador.***Error\_Desconocido***);

ResultadoEliminarPropietario resultadoLogicaCorrecto = **new** ResultadoEliminarPropietario();

Throwable excepcionPersistencia = **new** ObjNotFoundException("", **new** Exception());

Throwable excepcionInesperada = **new** Exception();

**return** **new** Object[] {

//propietario, acepta, resultadoControlador,resultadoLogica,excepcion

/\*0\*/ **new** Object[] { propietario, acepta, resultadoControladorCorrecto, resultadoLogicaCorrecto, **null** }, //test donde el usuario acepta y el propietario se elimina correctamente

/\*1\*/ **new** Object[] { propietario, !acepta, resultadoControladorCorrecto, resultadoLogicaCorrecto, **null** }, //test donde el usuario no acepta, pero de haber aceptado, se hubiese eliminado el propietario correctamente

/\*2\*/ **new** Object[] { propietario, acepta, resultadoControladorErrorPersistencia, **null**, excepcionPersistencia }, //test donde el controlador tira una excepción de persistencia

/\*3\*/ **new** Object[] { propietario, acepta, resultadoControladorErrorDesconocido, **null**, excepcionInesperada } //test donde el controlador tira unaexcepción inesperada

};

}

/\*\*

\* Test para probar eliminar propietario en el controlador administrar cuando el usuario presiona eliminar

\*

\* **@param** propietario

\* propietario a eliminar

\* **@param** acepta

\* si el usuario acepta la confirmación de eliminar

\* **@param** resultadoControlador

\* resultado que se espera que retorne el método a probar

\* **@param** resultadoLogica

\* resultado que devuelve la operación de capa lógica

\* **@param** excepcion

\*/

**public** **void** testEliminarPropietario(Propietario propietario, Boolean acepta, ResultadoControlador resultadoControlador, ResultadoEliminarPropietario resultadoLogica, Throwable excepcion) **throws** Exception {

CoordinadorJavaFX coordinadorMock = **new** CoordinadorJavaFX() {

@Override

**public** ResultadoEliminarPropietario eliminarPropietario(Propietario propietario) **throws** PersistenciaException {

**if**(resultadoLogica != **null**){

**return** resultadoLogica;

}

**if**(excepcion **instanceof** PersistenciaException){

**throw** (PersistenciaException) excepcion;

}

**new** Integer("asd");

**return** **null**;

}

@Override

**public** ArrayList<Propietario> obtenerPropietarios() **throws** PersistenciaException {

ArrayList<Propietario> propietarios = **new** ArrayList<>();

propietarios.add(propietario);

**return** propietarios;

}

};

PresentadorVentanas presentadorMock = **new** PresentadorVentanasMock(acepta);

AdministrarPropietarioController administrarPropietarioController = **new** AdministrarPropietarioController() {

@Override

**public** ResultadoControlador handleEliminar() {

tablaPropietarios.getSelectionModel().select(propietario);

**return** **super**.handleEliminar();

}

@Override

**protected** **void** setTitulo(String titulo) {

}

};

administrarPropietarioController.setCoordinador(coordinadorMock);

administrarPropietarioController.setPresentador(presentadorMock);

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(AdministrarPropietarioController.***URLVista***, administrarPropietarioController);

administrarPropietarioController.setStage(corredorTestEnJavaFXThread.getStagePrueba());

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

*assertEquals*(resultadoControlador, administrarPropietarioController.handleEliminar());

}

};

**try**{

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

} **catch**(Throwable e){

**throw** **new** Exception(e);

}

}

### Taskcard 9 Lógica alta, modificar y baja propietario

Código del archivo GestorPropietario.java

/\*\*

\* Se encarga de validar los datos de un propietario a crear y, en caso de que no haya errores,

\* delegar el guardado del objeto a la capa de acceso a datos.

\*

\* **@param** propietario

\* propietario a crear

\* **@return** un resultado informando errores correspondientes en caso de que los haya

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\* **@throws** GestionException

\* se lanza una excepción EntidadExistenteConEstadoBaja cuando se encuentra que ya existe un propietario con la misma identificación pero tiene estado BAJA

\*/

**public** ResultadoCrearPropietario crearPropietario(Propietario propietario) **throws** PersistenciaException, GestionException {

ArrayList<ErrorCrearPropietario> errores = **new** ArrayList<>();

validarDatosCrearPropietario(propietario, errores);

Propietario propietarioAuxiliar = persistidorPropietario.obtenerPropietario(**new** FiltroPropietario(propietario.getTipoDocumento().getTipo(), propietario.getNumeroDocumento()));

**if**(**null** != propietarioAuxiliar){

**if**(propietarioAuxiliar.getEstado().getEstado().equals(EstadoStr.***ALTA***)){

errores.add(ErrorCrearPropietario.***Ya\_Existe\_Propietario***);

}

**else**{

**throw** **new** EntidadExistenteConEstadoBajaException();

}

}

**if**(errores.isEmpty()){

ArrayList<Estado> estados = gestorDatos.obtenerEstados();

**for**(Estado e: estados){

**if**(e.getEstado().equals(EstadoStr.***ALTA***)){

propietario.setEstado(e);

**break**;

}

}

persistidorPropietario.guardarPropietario(propietario);

}

**return** **new** ResultadoCrearPropietario(errores.toArray(**new** ErrorCrearPropietario[0]));

}

/\*\*

\* Método auxiliar que encapsula la validación de los formatos de los atributos del propietario a crear

\*

\* **@param** propietario

\* propietario a validar

\* **@param** errores

\* lista de errores encontrados

\*/

**private** **void** validarDatosCrearPropietario(Propietario propietario, ArrayList<ErrorCrearPropietario> errores) {

**if**(!validador.validarNombre(propietario.getNombre())){

errores.add(ErrorCrearPropietario.***Formato\_Nombre\_Incorrecto***);

}

**if**(!validador.validarApellido(propietario.getApellido())){

errores.add(ErrorCrearPropietario.***Formato\_Apellido\_Incorrecto***);

}

**if**(!validador.validarDocumento(propietario.getTipoDocumento(), propietario.getNumeroDocumento())){

errores.add(ErrorCrearPropietario.***Formato\_Documento\_Incorrecto***);

}

**if**(!validador.validarTelefono(propietario.getTelefono())){

errores.add(ErrorCrearPropietario.***Formato\_Telefono\_Incorrecto***);

}

**if**(propietario.getEmail() != **null** && !validador.validarEmail(propietario.getEmail())){

errores.add(ErrorCrearPropietario.***Formato\_Email\_Incorrecto***);

}

**if**(!validador.validarDireccion(propietario.getDireccion())){

errores.add(ErrorCrearPropietario.***Formato\_Direccion\_Incorrecto***);

}

}

/\*\*

\* Se encarga de validar los datos de un propietario a modificar y, en caso de que no haya errores,

\* delegar el guardado del objeto a la capa de acceso a datos.

\*

\* **@param** propietario

\* propietario a modificar

\* **@return** un resultado informando errores correspondientes en caso de que los haya

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\*/

**public** ResultadoModificarPropietario modificarPropietario(Propietario propietario) **throws** PersistenciaException {

ArrayList<ErrorModificarPropietario> errores = **new** ArrayList<>();

validarDatosModificarPropietario(propietario, errores);

Propietario propietarioAuxiliar;

propietarioAuxiliar = persistidorPropietario.obtenerPropietario(**new** FiltroPropietario(propietario.getTipoDocumento().getTipo(), propietario.getNumeroDocumento()));

**if**(**null** != propietarioAuxiliar && !propietario.equals(propietarioAuxiliar)){

errores.add(ErrorModificarPropietario.***Ya\_Existe\_Propietario***);

}

**if**(errores.isEmpty()){

ArrayList<Estado> estados = gestorDatos.obtenerEstados();

**for**(Estado e: estados){

**if**(e.getEstado().equals(EstadoStr.***ALTA***)){

propietario.setEstado(e);

**break**;

}

}

persistidorPropietario.modificarPropietario(propietario);

}

**return** **new** ResultadoModificarPropietario(errores.toArray(**new** ErrorModificarPropietario[0]));

}

/\*\*

\* Método auxiliar que encapsula la validación de los formatos de los atributos del propietario a modificar

\*

\* **@param** propietario

\* propietario a validar

\* **@param** errores

\* lista de errores encontrados

\*/

**private** **void** validarDatosModificarPropietario(Propietario propietario, ArrayList<ErrorModificarPropietario> errores) {

**if**(!validador.validarNombre(propietario.getNombre())){

errores.add(ErrorModificarPropietario.***Formato\_Nombre\_Incorrecto***);

}

**if**(!validador.validarApellido(propietario.getApellido())){

errores.add(ErrorModificarPropietario.***Formato\_Apellido\_Incorrecto***);

}

**if**(!validador.validarDocumento(propietario.getTipoDocumento(), propietario.getNumeroDocumento())){

errores.add(ErrorModificarPropietario.***Formato\_Documento\_Incorrecto***);

}

**if**(!validador.validarTelefono(propietario.getTelefono())){

errores.add(ErrorModificarPropietario.***Formato\_Telefono\_Incorrecto***);

}

**if**(!validador.validarEmail(propietario.getEmail())){

errores.add(ErrorModificarPropietario.***Formato\_Email\_Incorrecto***);

}

**if**(!validador.validarDireccion(propietario.getDireccion())){

errores.add(ErrorModificarPropietario.***Formato\_Direccion\_Incorrecto***);

}

}

/\*\*

\* Se encarga de validar que exista el propietario a eliminar, se setea el estado en BAJA y,

\* en caso de que no haya errores, delegar el guardado del objeto a la capa de acceso a datos.

\*

\* **@param** propietario

\* propietario a eliminar

\* **@return** un resultado informando errores correspondientes en caso de que los haya

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\*/

**public** ResultadoEliminarPropietario eliminarPropietario(Propietario propietario) **throws** PersistenciaException {

ArrayList<Estado> estados = gestorDatos.obtenerEstados();

**for**(Estado e: estados){

**if**(e.getEstado().equals(EstadoStr.***BAJA***)){

propietario.setEstado(e);

**break**;

}

}

persistidorPropietario.modificarPropietario(propietario);

**return** **new** ResultadoEliminarPropietario();

}

/\*\*

\* Obtiene el listado de propietarios solicitándolo a la capa de acceso a datos

\*

\* **@return** el listado de propietarios solicitado

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\*/

**public** ArrayList<Propietario> obtenerPropietarios() **throws** PersistenciaException {

**return** persistidorPropietario.listarPropietarios();

}

/\*\*

\* Obtiene un propietario en base a su tipo y número de documento solicitándolo a la capa de acceso a datos

\*

\* **@param** filtro

\* filtro que contiene el tipo y número de documento del propietario buscado

\*

\* **@return** el propietario solicitado

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\*/

**public** Propietario obtenerPropietario(FiltroPropietario filtro) **throws** PersistenciaException {

Propietario propietarioAuxiliar;

propietarioAuxiliar = persistidorPropietario.obtenerPropietario(**new** FiltroPropietario(filtro.getTipoDocumento(), filtro.getDocumento()));

**return** propietarioAuxiliar;

}

Prueba de unidad del archivo GestorPropietario.java

//Casos de prueba

//resValNombre, resValApellido, resValDocumento, resValTelefono, resValEmail, resValDireccion, resObtenerPropietario, guardar, resultadoCrearPropietarioEsperado, excepcion, excepcionEsperada

/\* 0 \*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, **true**, **null**, 1, ***resultadoCrearCorrecto***, **null**, **null** }, //Test correcto

/\* 1 \*/ **new** Object[] { **false**, **true**, **true**, **true**, **true**, **true**, **null**, 0, ***resultadoCrearNombreIncorrecto***, **null**, **null** }, //Nombre Incorrecto

/\* 2 \*/ **new** Object[] { **true**, **false**, **true**, **true**, **true**, **true**, **null**, 0, ***resultadoCrearApellidoIncorrecto***, **null**, **null** }, //Apellido Incorrecto

/\* 3 \*/ **new** Object[] { **true**, **true**, **false**, **true**, **true**, **true**, **null**, 0, ***resultadoCrearDocumentoIncorrecto***, **null**, **null** }, //Documento Incorrecto

/\* 4 \*/ **new** Object[] { **true**, **true**, **true**, **false**, **true**, **true**, **null**, 0, ***resultadoCrearTelefonoIncorrecto***, **null**, **null** }, //Teléfono Incorrecto

/\* 5 \*/ **new** Object[] { **true**, **true**, **true**, **true**, **false**, **true**, **null**, 0, ***resultadoCrearEmailIncorrecto***, **null**, **null** }, //Email Incorrecto

/\* 6 \*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, **false**, **null**, 0, ***resultadoCrearDireccionIncorrecto***, **null**, **null** }, //Dirección incorrecta

/\* 7 \*/ **new** Object[] { **false**, **false**, **true**, **true**, **true**, **true**, **null**, 0, **new** ResultadoCrearPropietario(ErrorCrearPropietario.***Formato\_Nombre\_Incorrecto***, ErrorCrearPropietario.***Formato\_Apellido\_Incorrecto***), **null**, **null** }, //Nombre y apellido incorrectos

/\* 8 \*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, **true**, *propietario*, 0, ***resultadoCrearYaExiste***, **null**, **null** }, //Ya existe un propietario con el mismo documento

/\* 9 \*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, **true**, **null**, 1, **null**, **new** SaveUpdateException(**new** Exception()), **new** SaveUpdateException(**new** Exception()) }, //La base de datos tira una excepción

/\* 10 \*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, **true**, propietario2, 0, **null**, **null**, **new** EntidadExistenteConEstadoBajaException() } //El propietario ya existe pero con estado BAJA

/\*\*

\* Test para el método crear propietario

\*

\* **@param** resValNombre

\* resultado devuelto por el mock validador de formato al validar nombre

\* **@param** resValApellido

\* resultado devuelto por el mock validador de formato al validar apellido

\* **@param** resValDocumento

\* resultado devuelto por el mock validador de formato al validar documento

\* **@param** resValTelefono

\* resultado devuelto por el mock validador de formato al validar teléfono

\* **@param** resValEmail

\* resultado devuelto por el mock validador de formato al validar email

\* **@param** resValDireccion

\* resultado devuelto por el mock validador de formato al validar dirección

\* **@param** resObtenerPropietario

\* resultado devuelto por la base de datos al obtener un propietario

\* **@param** guardar

\* indica si se debe mandar a guardar el propietario

\* **@param** resultadoCrearPropietarioEsperado

\* resultado esperado del test

\* **@param** excepcion

\* excepción devuelta por la base de datos

\* **@param** excepcionEsperada

\* excepción esperada que debería lanzar el gestor

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testCrearPropietario(Boolean resValNombre, Boolean resValApellido, Boolean resValDocumento, Boolean resValTelefono, Boolean resValEmail, Boolean resValDireccion, Propietario resObtenerPropietario, Integer guardar, ResultadoCrearPropietario resultadoCrearPropietarioEsperado, Throwable excepcion, Throwable excepcionEsperada) **throws** Exception {

//Inicialización de los mocks

PropietarioService propietarioServiceMock = *mock*(PropietarioService.**class**);

ValidadorFormato validadorFormatoMock = *mock*(ValidadorFormato.**class**);

GestorDatos gestorDatosMock = *mock*(GestorDatos.**class**);

//Clase anónima necesaria para inyectar dependencias

GestorPropietario gestorPropietario = **new** GestorPropietario() {

{

**this**.persistidorPropietario = propietarioServiceMock;

**this**.validador = validadorFormatoMock;

**this**.gestorDatos = gestorDatosMock;

}

};

ArrayList<Estado> estados = **new** ArrayList<>();

estados.add(**new** Estado(EstadoStr.***BAJA***));

estados.add(**new** Estado(EstadoStr.***ALTA***));

//Setear valores esperados a los mocks

*when*(validadorFormatoMock.validarNombre(*propietario*.getNombre())).thenReturn(resValNombre);

*when*(validadorFormatoMock.validarApellido(*propietario*.getApellido())).thenReturn(resValApellido);

*when*(validadorFormatoMock.validarDocumento(*propietario*.getTipoDocumento(), *propietario*.getNumeroDocumento())).thenReturn(resValDocumento);

*when*(validadorFormatoMock.validarTelefono(*propietario*.getTelefono())).thenReturn(resValTelefono);

*when*(validadorFormatoMock.validarEmail(*propietario*.getEmail())).thenReturn(resValEmail);

*when*(validadorFormatoMock.validarDireccion(*propietario*.getDireccion())).thenReturn(resValDireccion);

*when*(propietarioServiceMock.obtenerPropietario(*any*())).thenReturn(resObtenerPropietario);

*when*(gestorDatosMock.obtenerEstados()).thenReturn(estados);

//Setear la excepcion devuelta por la base de datos, si corresponde

**if**(excepcion != **null**){

*doThrow*(excepcion).when(propietarioServiceMock).guardarPropietario(*propietario*);

}

**else**{

*doNothing*().when(propietarioServiceMock).guardarPropietario(*propietario*);

}

//Llamar al método a testear y comprobar resultados obtenidos, que se llaman a los métodos deseados y con los parámetros correctos

**if**(excepcionEsperada == **null**){

*assertEquals*(resultadoCrearPropietarioEsperado.getErrores(), gestorPropietario.crearPropietario(*propietario*).getErrores());

}

**else**{

**try**{

gestorPropietario.crearPropietario(*propietario*);

Assert.*fail*("Debería haber fallado!");

} **catch**(Exception e){

*assertEquals*(excepcionEsperada.getClass(), e.getClass());

}

}

*verify*(validadorFormatoMock).validarNombre(*propietario*.getNombre());

*verify*(validadorFormatoMock).validarApellido(*propietario*.getApellido());

*verify*(validadorFormatoMock).validarDocumento(*propietario*.getTipoDocumento(), *propietario*.getNumeroDocumento());

*verify*(validadorFormatoMock).validarTelefono(*propietario*.getTelefono());

*verify*(validadorFormatoMock).validarEmail(*propietario*.getEmail());

*verify*(validadorFormatoMock).validarDireccion(*propietario*.getDireccion());

*verify*(gestorDatosMock, *times*(guardar)).obtenerEstados();

*verify*(propietarioServiceMock, *times*(guardar)).guardarPropietario(*propietario*);

}

//Casos de prueba

//resValNombre, resValApellido, resValDocumento, resValTelefono, resValEmail, resValDireccion, resObtenerPropietario, modificar, resultadoModificarPropietarioEsperado, excepcion, excepcionEsperada

/\* 0 \*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, **true**, **null**, 1, ***resultadoModificarCorrecto***, **null**, **null** }, //Test correcto (se modifica el documento)

/\* 1 \*/ **new** Object[] { **false**, **true**, **true**, **true**, **true**, **true**, **null**, 0, ***resultadoModificarNombreIncorrecto***, **null**, **null** }, //Nombre Incorrecto

/\* 2 \*/ **new** Object[] { **true**, **false**, **true**, **true**, **true**, **true**, **null**, 0, ***resultadoModificarApellidoIncorrecto***, **null**, **null** }, //Apellido Incorrecto

/\* 3 \*/ **new** Object[] { **true**, **true**, **false**, **true**, **true**, **true**, **null**, 0, ***resultadoModificarDocumentoIncorrecto***, **null**, **null** }, //Documento Incorrecto

/\* 4 \*/ **new** Object[] { **true**, **true**, **true**, **false**, **true**, **true**, **null**, 0, ***resultadoModificarTelefonoIncorrecto***, **null**, **null** }, //Teléfono Incorrecto

/\* 5 \*/ **new** Object[] { **true**, **true**, **true**, **true**, **false**, **true**, **null**, 0, ***resultadoModificarEmailIncorrecto***, **null**, **null** }, //Email Incorrecto

/\* 6 \*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, **false**, **null**, 0, ***resultadoModificarDireccionIncorrecto***, **null**, **null** }, //Dirección incorrecta

/\* 7 \*/ **new** Object[] { **false**, **false**, **true**, **true**, **true**, **true**, **null**, 0, **new** ResultadoModificarPropietario(ErrorModificarPropietario.***Formato\_Nombre\_Incorrecto***, ErrorModificarPropietario.***Formato\_Apellido\_Incorrecto***), **null**, **null** }, //Nombre y apellido incorrectos

/\* 8 \*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, **true**, propietario2, 0, ***resultadoModificarYaSePoseeMismoDocumento***, **null**, **null** }, //Ya existe un propietario con el mismo documento

/\* 9 \*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, **true**, *propietario*, 1, ***resultadoModificarCorrecto***, **null**, **null** }, //Test correcto, no se cambió el documento

/\* 10 \*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, **true**, **null**, 1, **null**, **new** SaveUpdateException(**new** Exception()), **new** SaveUpdateException(**new** Exception()) } //La base de datos tira una excepción

/\*\*

\* Test para el método modificar propietario

\*

\* **@param** resValNombre

\* resultado devuelto por el mock validador de formato al validar nombre

\* **@param** resValApellido

\* resultado devuelto por el mock validador de formato al validar apellido

\* **@param** resValDocumento

\* resultado devuelto por el mock validador de formato al validar documento

\* **@param** resValTelefono

\* resultado devuelto por el mock validador de formato al validar teléfono

\* **@param** resValEmail

\* resultado devuelto por el mock validador de formato al validar email

\* **@param** resValDireccion

\* resultado devuelto por el mock validador de formato al validar dirección

\* **@param** resObtenerPropietario

\* resultado devuelto por la base de datos al obtener un propietario

\* **@param** modificar

\* indica si se debe mandar a guardar el propietario modificado

\* **@param** resultadoModificarPropietarioEsperado

\* resultado esperado del test

\* **@param** excepcion

\* excepción devuelta por la base de datos

\* **@param** excepcionEsperada

\* excepción esperada que debería lanzar el gestor

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testModificarPropietario(Boolean resValNombre, Boolean resValApellido, Boolean resValDocumento, Boolean resValTelefono, Boolean resValEmail, Boolean resValDireccion, Propietario resObtenerPropietario, Integer modificar, ResultadoModificarPropietario resultadoModificarPropietarioEsperado, Throwable excepcion, Throwable excepcionEsperada) **throws** Exception {

//Inicialización de los mocks

PropietarioService propietarioServiceMock = *mock*(PropietarioService.**class**);

ValidadorFormato validadorFormatoMock = *mock*(ValidadorFormato.**class**);

GestorDatos gestorDatosMock = *mock*(GestorDatos.**class**);

//Clase anónima necesaria para inyectar dependencias

GestorPropietario gestorPropietario = **new** GestorPropietario() {

{

**this**.persistidorPropietario = propietarioServiceMock;

**this**.validador = validadorFormatoMock;

**this**.gestorDatos = gestorDatosMock;

}

};

ArrayList<Estado> estados = **new** ArrayList<>();

estados.add(**new** Estado(EstadoStr.***BAJA***));

estados.add(**new** Estado(EstadoStr.***ALTA***));

//Setear valores esperados a los mocks

*when*(validadorFormatoMock.validarNombre(*propietario*.getNombre())).thenReturn(resValNombre);

*when*(validadorFormatoMock.validarApellido(*propietario*.getApellido())).thenReturn(resValApellido);

*when*(validadorFormatoMock.validarDocumento(*propietario*.getTipoDocumento(), *propietario*.getNumeroDocumento())).thenReturn(resValDocumento);

*when*(validadorFormatoMock.validarTelefono(*propietario*.getTelefono())).thenReturn(resValTelefono);

*when*(validadorFormatoMock.validarEmail(*propietario*.getEmail())).thenReturn(resValEmail);

*when*(validadorFormatoMock.validarDireccion(*propietario*.getDireccion())).thenReturn(resValDireccion);

*when*(propietarioServiceMock.obtenerPropietario(*any*())).thenReturn(resObtenerPropietario);

*when*(gestorDatosMock.obtenerEstados()).thenReturn(estados);

//Setear la excepcion devuelta por la base de datos, si corresponde

**if**(excepcion != **null**){

*doThrow*(excepcion).when(propietarioServiceMock).modificarPropietario(*propietario*);

}

**else**{

*doNothing*().when(propietarioServiceMock).modificarPropietario(*propietario*);

}

//Llamar al método a testear y comprobar resultados obtenidos, que se llaman a los métodos deseados y con los parámetros correctos

**if**(excepcionEsperada == **null**){

*assertEquals*(resultadoModificarPropietarioEsperado.getErrores(), gestorPropietario.modificarPropietario(*propietario*).getErrores());

}

**else**{

**try**{

gestorPropietario.modificarPropietario(*propietario*);

Assert.*fail*("Debería haber fallado!");

} **catch**(Exception e){

*assertEquals*(excepcionEsperada.getClass(), e.getClass());

}

}

*verify*(validadorFormatoMock).validarNombre(*propietario*.getNombre());

*verify*(validadorFormatoMock).validarApellido(*propietario*.getApellido());

*verify*(validadorFormatoMock).validarDocumento(*propietario*.getTipoDocumento(), *propietario*.getNumeroDocumento());

*verify*(validadorFormatoMock).validarTelefono(*propietario*.getTelefono());

*verify*(validadorFormatoMock).validarEmail(*propietario*.getEmail());

*verify*(validadorFormatoMock).validarDireccion(*propietario*.getDireccion());

*verify*(propietarioServiceMock).obtenerPropietario(*any*());

*verify*(gestorDatosMock, *times*(modificar)).obtenerEstados();

*verify*(propietarioServiceMock, *times*(modificar)).modificarPropietario(*propietario*);

}

//Casos de prueba

//resObtenerPropietario, eliminar, resultadoEliminarPropietarioEsperado, excepcion, excepcionEsperada

/\* 0 \*/ **new** Object[] { *propietario*, 1, ***resultadoEliminarCorrecto***, **null**, **null** }, //Test correcto

/\* 1 \*/ **new** Object[] { *propietario*, 1, **null**, **new** SaveUpdateException(**new** Exception()), **new** SaveUpdateException(**new** Exception()) } //La base de datos tira una excepción

/\* @param resObtenerPropietario

\* resultado devuelto por la base de datos al obtener un propietario

\* @param eliminar

\* indica si se debe eliminar el propietario

\* @param resultadoEliminarPropietarioEsperado

\* resultado esperado del test

\* @param excepcion

\* excepción devuelta por la base de datos

\* @param excepcionEsperada

\* excepción esperada que debería lanzar el gestor

\* @throws Exception

\*/

@Test

@Parameters

**public** **void** testEliminarPropietario(Propietario resObtenerPropietario, Integer eliminar, ResultadoEliminarPropietario resultadoEliminarPropietarioEsperado, Throwable excepcion, Throwable excepcionEsperada) **throws** Exception {

//Inicialización de los mocks

PropietarioService propietarioServiceMock = *mock*(PropietarioService.**class**);

GestorDatos gestorDatosMock = *mock*(GestorDatos.**class**);

//Clase anónima necesaria para inyectar dependencias

GestorPropietario gestorPropietario = **new** GestorPropietario() {

{

**this**.persistidorPropietario = propietarioServiceMock;

**this**.gestorDatos = gestorDatosMock;

}

};

ArrayList<Estado> estados = **new** ArrayList<>();

estados.add(**new** Estado(EstadoStr.***ALTA***));

estados.add(**new** Estado(EstadoStr.***BAJA***));

//Setear valores esperados a los mocks

*when*(gestorDatosMock.obtenerEstados()).thenReturn(estados);

//Setear la excepcion devuelta por la base de datos, si corresponde

**if**(excepcion != **null**){

*doThrow*(excepcion).when(propietarioServiceMock).modificarPropietario(*propietario*);

}

**else**{

*doNothing*().when(propietarioServiceMock).modificarPropietario(*propietario*);

}

//Llamar al método a testear y comprobar resultados obtenidos, que se llaman a los métodos deseados y con los parámetros correctos

**if**(excepcionEsperada == **null**){

*assertEquals*(resultadoEliminarPropietarioEsperado.getErrores(), gestorPropietario.eliminarPropietario(*propietario*).getErrores());

}

**else**{

**try**{

gestorPropietario.eliminarPropietario(*propietario*);

Assert.*fail*("Debería haber fallado!");

} **catch**(Exception e){

*assertEquals*(excepcionEsperada.getClass(), e.getClass());

}

}

**if**(eliminar != 0){

*assertEquals*(EstadoStr.***BAJA***, *propietario*.getEstado().getEstado());

}

*verify*(gestorDatosMock, *times*(eliminar)).obtenerEstados();

*verify*(propietarioServiceMock, *times*(eliminar)).modificarPropietario(*propietario*);

}

### Taskcard 10 Persistidor Propietario

Código del archivo PropietarioServiceImpl.java

/\*

\* Método para guardar en la base de datos un propietario

\*/

@Override

@Transactional(rollbackFor = PersistenciaException.**class**) //si falla hace rollback de la transacción

**public** **void** guardarPropietario(Propietario propietario) **throws** PersistenciaException {

Session session = getSessionFactory().getCurrentSession();

**try**{

session.save(propietario);

} **catch**(Exception e){

**throw** **new** SaveUpdateException(e);

}

}

/\*

\* Método para modificar en la base de datos un propietario

\*/

@Override

@Transactional(rollbackFor = PersistenciaException.**class**) //si falla hace rollback de la transacción

**public** **void** modificarPropietario(Propietario propietario) **throws** PersistenciaException {

Session session = getSessionFactory().getCurrentSession();

**try**{

session.update(propietario);

} **catch**(Exception e){

**throw** **new** SaveUpdateException(e);

}

}

/\*

\* Método para obtener de la base de datos un propietario

\*/

@Override

@Transactional(readOnly = **true**, rollbackFor = PersistenciaException.**class**) //si falla hace rollback de la transacción

**public** Propietario obtenerPropietario(FiltroPropietario filtro) **throws** PersistenciaException {

Propietario propietario = **null**;

Session session = getSessionFactory().getCurrentSession();

**try**{

//named query ubicada en entidad propietario

propietario = (Propietario) session.getNamedQuery("obtenerPropietario").setParameter("tipoDocumento", filtro.getTipoDocumento()).setParameter("documento", filtro.getDocumento()).uniqueResult();

} **catch**(NoResultException e){

**return** **null**;

} **catch**(NonUniqueResultException e){

**return** **null**;

} **catch**(Exception e){

**throw** **new** ConsultaException(e);

}

**return** propietario;

}

/\*

\* Método para obtener de la base de datos todos los propietarios con estado ALTA

\*/

@Override

@Transactional(readOnly = **true**, rollbackFor = PersistenciaException.**class**) //si falla hace rollback de la transacción

**public** ArrayList<Propietario> listarPropietarios() **throws** PersistenciaException {

ArrayList<Propietario> propietarios = **new** ArrayList<>();

Session session = getSessionFactory().getCurrentSession();

**try**{

//named query ubicada en entidad propietario

**for**(Object o: session.getNamedQuery("obtenerPropietarios").list()){

**if**(o **instanceof** Propietario){

propietarios.add((Propietario) o);

}

}

} **catch**(Exception e){

**throw** **new** ConsultaException(e);

}

**return** propietarios;

}

### Taskcard 11 Entidad inmueble

Código del archivo Inmueble.java

@Entity

@NamedQuery(name = "obtenerInmuebles", query = "SELECT i FROM Inmueble i WHERE i.estado.estado = 'ALTA'")

@Table(name = "inmueble")

/\*\*

\* Entidad que modela un inmueble

\* Pertenece a la taskcard 11 de la iteración 1 y a la historia 3

\*/

**public** **class** Inmueble {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

@Column(name = "id")

**private** Integer id; //ID

@Column(name = "observaciones", length = 300)

**private** String observaciones;

@Temporal(TemporalType.***DATE***)

@Column(name = "fecha\_carga", nullable = **false**)

**private** Date fechaCarga;

@Column(name = "precio", nullable = **false**)

**private** Double precio;

@Column(name = "frente")

**private** Double frente; // en metros

@Column(name = "fondo")

**private** Double fondo; // en metros

@Column(name = "superficie")

**private** Double superficie; // en metros cuadrados

//Relaciones

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idtipo", referencedColumnName = "id", foreignKey = @ForeignKey(name = "inmueble\_idtipo\_fk"), nullable = **false**)

**private** TipoInmueble tipo;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idorientacion", referencedColumnName = "id", foreignKey = @ForeignKey(name = "inmueble\_idorientacion\_fk"))

**private** Orientacion orientacion;

@OneToOne(fetch = FetchType.***EAGER***, cascade = CascadeType.***ALL***)

@JoinColumn(name = "iddireccion", referencedColumnName = "id", foreignKey = @ForeignKey(name = "inmueble\_iddireccion\_fk"), nullable = **false**, unique = **true**)

**private** Direccion direccion;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idpropietario", referencedColumnName = "id", foreignKey = @ForeignKey(name = "inmueble\_idpropietario\_fk"), nullable = **false**)

**private** Propietario propietario;

@ManyToMany(fetch = FetchType.***EAGER***, cascade = CascadeType.***ALL***)

@JoinTable(name = "inmueble\_imagen", joinColumns = @JoinColumn(name = "idinmueble"), foreignKey = @ForeignKey(name = "inmueble\_imagen\_idinmueble\_fk"), inverseJoinColumns = @JoinColumn(name = "idimagen"), inverseForeignKey = @ForeignKey(name = "inmueble\_imagen\_idimagen\_fk"))

**private** Set<Imagen> fotos;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idestado", referencedColumnName = "id", foreignKey = @ForeignKey(name = "inmueble\_idestado\_fk"), nullable = **false**)

**private** Estado estado;

@OneToOne(mappedBy = "inmueble", cascade = CascadeType.***ALL***, orphanRemoval = **true**, optional = **false**)

**private** DatosEdificio datosEdificio;

//getters, setters, constructores y otros métodos

(…)

Código del archivo DatosEdificio.java

@Entity

@Table(name = "datos\_edificio")

/\*

\* Entidad que modela los datos que tiene un inmueble.

\* Pertenece a la taskcard 12 de la iteración 1 y a la historia de usuario 3

\*/

**public** **class** DatosEdificio **implements** Serializable {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

@Column(name = "id")

**private** Integer id; //ID

@OneToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idinmueble", referencedColumnName = "id", foreignKey = @ForeignKey(name = "datos\_edificio\_idinmueble\_fk"), nullable = **false**)

**private** Inmueble inmueble;

@Column(name = "superficie")

**private** Double superficie; // en metros cuadrados

@Column(name = "antiguedad")

**private** Integer antiguedad; // en años

@Column(name = "dormitorios")

**private** Integer dormitorios;

@Column(name = "baños")

**private** Integer baños;

@Column(name = "garaje")

**private** Boolean garaje;

@Column(name = "patio")

**private** Boolean patio;

@Column(name = "piscina")

**private** Boolean piscina;

@Column(name = "telefono")

**private** Boolean telefono;

@Column(name = "propiedad\_horizontal")

**private** Boolean propiedadHorizontal;

@Column(name = "agua\_corriente")

**private** Boolean aguaCorriente;

@Column(name = "cloacas")

**private** Boolean cloacas;

@Column(name = "gas\_natural")

**private** Boolean gasNatural;

@Column(name = "agua\_caliente")

**private** Boolean aguaCaliente;

@Column(name = "lavadero")

**private** Boolean lavadero;

@Column(name = "pavimento")

**private** Boolean pavimento;

//getters, setters, constructores y otros métodos

(…)

Código del archivo HistorialInmueble.java

@Entity

@Table(name = "historial\_inmueble")

/\*\*

\* Entidad que modela un estado anterior de un inmueble

\* Pertenece a la taskcard 11 de la iteración 1 y a la historia 3

\*/

**public** **class** HistorialInmueble {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

@Column(name = "id")

**private** Long id; //ID

@Temporal(TemporalType.***TIMESTAMP***)

@Column(name = "fecha\_hora\_cambio", nullable = **false**)

**private** Date fechaYHoraCambio;

@Column(name = "observaciones", length = 300)

**private** String observaciones;

@Temporal(TemporalType.***DATE***)

@Column(name = "fecha\_carga", nullable = **false**)

**private** Date fechaCarga;

@Column(name = "precio", nullable = **false**)

**private** Double precio;

@Column(name = "frente")

**private** Double frente; // en metros

@Column(name = "fondo")

**private** Double fondo; // en metros

@Column(name = "superficie")

**private** Double superficie; // en metros cuadrados

//Relaciones

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idtipo", referencedColumnName = "id", foreignKey = @ForeignKey(name = "historial\_inmueble\_idtipo\_fk"), nullable = **false**)

**private** TipoInmueble tipo;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idorientacion", referencedColumnName = "id", foreignKey = @ForeignKey(name = "historial\_inmueble\_idorientacion\_fk"))

**private** Orientacion orientacion;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "iddireccion", referencedColumnName = "id", foreignKey = @ForeignKey(name = "historial\_inmueble\_iddireccion\_fk"), nullable = **false**)

**private** Direccion direccion;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idpropietario", referencedColumnName = "id", foreignKey = @ForeignKey(name = "historial\_inmueble\_idpropietario\_fk"), nullable = **false**)

**private** Propietario propietario;

@ManyToMany(fetch = FetchType.***EAGER***, cascade = CascadeType.***ALL***)

@JoinTable(name = "historial\_inmueble\_imagen", joinColumns = @JoinColumn(name = "idhistorial\_inmueble"), foreignKey = @ForeignKey(name = "historial\_inmueble\_imagen\_idinmueble\_fk"), inverseJoinColumns = @JoinColumn(name = "idimagen"), inverseForeignKey = @ForeignKey(name = "historial\_inmueble\_imagen\_idimagen\_fk"))

**private** Set<Imagen> fotos;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idestado", referencedColumnName = "id", foreignKey = @ForeignKey(name = "historial\_inmueble\_idestado\_fk"), nullable = **false**)

**private** Estado estado;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idinmueble", referencedColumnName = "id", foreignKey = @ForeignKey(name = "historial\_inmueble\_idinmueble\_fk"), nullable = **false**)

**private** Inmueble inmueble;

@OneToOne(mappedBy = "historialInmueble", cascade = CascadeType.***ALL***, orphanRemoval = **true**, optional = **false**)

**private** HistorialDatosEdificio historialDatosEdificio;

//getters, setters, constructores y otros métodos

(…)

### Taskcard 12 Clases de datos

Código del archivo Direccion.java

/\*

\* Entidad que modela una direccion.

\* Pertenece a la taskcard 12 de la iteración 1 y a la historia de usuario 3

\*/

**public** **class** Direccion {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Integer id; //ID

@Column(name = "numero", length = 30, nullable = **false**)

**private** String numero;

@Column(name = "piso", length = 30)

**private** String piso;

@Column(name = "departamento", length = 30)

**private** String departamento;

@Column(name = "otros", length = 100)

**private** String otros;

//Relaciones

@ManyToOne(fetch = FetchType.***LAZY***, cascade = CascadeType.***ALL***)

@JoinColumn(name = "idcalle", referencedColumnName = "id", foreignKey = @ForeignKey(name = "direccion\_idcalle\_fk"))

**private** Calle calle;

@ManyToOne(fetch = FetchType.***LAZY***, cascade = CascadeType.***ALL***)

@JoinColumn(name = "idbarrio", referencedColumnName = "id", foreignKey = @ForeignKey(name = "direccion\_idbarrio\_fk"))

**private** Barrio barrio;

@ManyToOne(fetch = FetchType.***LAZY***, cascade = CascadeType.***ALL***)

@JoinColumn(name = "idlocalidad", referencedColumnName = "id", foreignKey = @ForeignKey(name = "direccion\_idlocalidad\_fk"))

**private** Localidad localidad;

Código del archivo Barrio.java

/\*\*

\* Entidad que modela un barrio

\* Pertenece a la taskcard 12 de la iteración 1 y a la historia de usuario 3

\*/

**public** **class** Barrio {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Integer id; //ID

@Column(name = "nombre", length = 50, nullable = **false**)

**private** String nombre;

//Relaciones

@ManyToOne(fetch = FetchType.***LAZY***, cascade = CascadeType.***ALL***)

@JoinColumn(name = "idlocalidad", referencedColumnName = "id", foreignKey = @ForeignKey(name = "barrio\_idlocalidad\_fk"), nullable = **false**)

**private** Localidad localidad;

Código del archivo Calle.java

/\*

\* Entidad que modela una calle.

\* Pertenece a la taskcard 12 de la iteración 1 y a la historia de usuario 3

\*/

**public** **class** Calle {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Integer id; //ID

@Column(name = "nombre", length = 50, nullable = **false**)

**private** String nombre;

//Relaciones

@ManyToOne(fetch = FetchType.***LAZY***, cascade = CascadeType.***ALL***)

@JoinColumn(name = "idlocalidad", referencedColumnName = "id", foreignKey = @ForeignKey(name = "calle\_idlocalidad\_fk"), nullable = **false**)

**private** Localidad localidad;

Código del archivo País.java

/\*

\* Entidad que modela un país.

\* Pertenece a la taskcard 12 de la iteración 1 y a la historia de usuario 3

\*/

**public** **class** Pais {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Integer id; //ID

@Column(name = "nombre", length = 50, nullable = **false**)

**private** String nombre;

Código del archivo Provincia.java

/\*

\* Entidad que modela una provincia.

\* Pertenece a la taskcard 12 de la iteración 1 y a la historia de usuario 3

\*/

**public** **class** Provincia {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Integer id; //ID

@Column(name = "nombre", length = 50, nullable = **false**)

**private** String nombre;

//Relaciones

@ManyToOne(fetch = FetchType.***LAZY***, cascade = CascadeType.***ALL***)

@JoinColumn(name = "idpais", referencedColumnName = "id", foreignKey = @ForeignKey(name = "provincia\_idpais\_fk"), nullable = **false**)

**private** Pais pais;

Código del archivo Localidad.java

/\*

\* Entidad que modela una localidad.

\* Pertenece a la taskcard 12 de la iteración 1 y a la historia de usuario 3

\*/

**public** **class** Localidad {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Integer id; //ID

@Column(name = "nombre", length = 50, nullable = **false**)

**private** String nombre;

//Relaciones

@ManyToOne(fetch = FetchType.***LAZY***, cascade = CascadeType.***ALL***)

@JoinColumn(name = "idprovincia", referencedColumnName = "id", foreignKey = @ForeignKey(name = "localidad\_idprovincia\_fk"), nullable = **false**)

**private** Provincia provincia;

Código del archivo TipoDocumento.java

/\*

\* Entidad que modela el tipo de un documento.

\* Pertenece a la taskcard 12 de la iteración 1 y a la historia de usuario 3

\*/

**public** **class** TipoDocumento {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Integer id; //ID

@Column(name = "tipo\_documento", nullable = **false**)

@Enumerated(EnumType.***STRING***)

**private** TipoDocumentoStr tipo;

Código del archivo TipoInmueble.java

/\*

\* Entidad que modela el tipo de un inmueble.

\* Pertenece a la taskcard 12 de la iteración 1 y a la historia de usuario 3

\*/

**public** **class** TipoInmueble {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Integer id; //ID

@Enumerated(EnumType.***STRING***)

@Column(name = "tipo", length = 30)

**private** TipoInmuebleStr tipo;

Código del archivo Orientacion.java

/\*

\* Entidad que modela la orientacion física que tiene un inmueble.

\* Pertenece a la taskcard 12 de la iteración 1 y a la historia de usuario 3

\*/

**public** **class** Orientacion {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Integer id; //ID

@Column(name = "orientacion\_enum", length = 10)

@Enumerated(EnumType.***STRING***)

**private** OrientacionStr orientacion;

### Taskcard 13 Vista alta, modificar y baja inmueble

Código del archivo AdministrarInmuebleController.java

/\*\*

\* Método que se llama al hacer click en el botón agregar.

\*/

@FXML

**public** **void** agregar() {

//Cambia a la pantalla de agregar inmueble

cambiarmeAScene(NMVInmuebleController.***URLVista***, ***URLVista***);

}

/\*\*

\* Método que se llama al hacer click en el botón modificar.

\*/

@FXML

**public** **void** modificar() {

Inmueble inmueble = tablaInmuebles.getSelectionModel().getSelectedItem();

**if**(inmueble == **null** || inmueble.getEstadoInmueble().getEstado().equals(EstadoInmuebleStr.***VENDIDO***)){

return;

}

//Cambia a la pantalla de modificar inmueble

NMVInmuebleController nuevaPantalla = (NMVInmuebleController) cambiarmeAScene(NMVInmuebleController.***URLVista***, ***URLVista***);

//Le seteamos el inmueble que queremos modificar

nuevaPantalla.formatearModificarInmueble(inmueble);

}

/\*\*

\* Método que permite eliminar un inmueble

\* Pertenece a la taskcard 13 de la iteración 1 y a la historia 3

\*

\* **@return** ResultadoControlador que resume lo que hizo el controlador

\*/

@FXML

**public** ResultadoControlador eliminarInmueble() {

//Inicialización de variables

ArrayList<ErrorControlador> erroresControlador = **new** ArrayList<>();

ResultadoEliminarInmueble resultado;

StringBuffer erroresBfr = **new** StringBuffer();

//Toma de datos de la vista

Inmueble inmueble = tablaInmuebles.getSelectionModel().getSelectedItem();

**if**(inmueble == **null**){

**return** **new** ResultadoControlador(ErrorControlador.***Campos\_Vacios***);

}

//Se pregunta si quiere eliminar el inmueble

VentanaConfirmacion ventana = presentador.presentarConfirmacion("Eliminar inmueble", "Está a punto de eliminar a el inmueble.\n ¿Está seguro que desea hacerlo?", **this**.stage);

**if**(!ventana.acepta()){

**return** **new** ResultadoControlador();

}

**try**{

//Se llama a la lógica para eliminar el inmueble y se recibe el resultado de las validaciones y datos extras de ser necesarios

resultado = coordinador.eliminarInmueble(inmueble);

} **catch**(PersistenciaException e){

presentador.presentarExcepcion(e, stage);

**return** **new** ResultadoControlador(ErrorControlador.***Error\_Persistencia***);

} **catch**(Exception e){

presentador.presentarExcepcionInesperada(e, stage);

**return** **new** ResultadoControlador(ErrorControlador.***Error\_Desconocido***);

}

//Procesamiento de errores de la lógica

**if**(resultado.hayErrores()){

**for**(ErrorEliminarInmueble err: resultado.getErrores()){

**switch**(err) {

}

}

//Se muestran los errores

presentador.presentarError("No se pudo crear el inmueble", erroresBfr.toString(), stage);

}

else{

//Se muestra una notificación de que se eliminó correctamente el inmueble

presentador.presentarToast("Se ha eliminado el inmueble con éxito", stage);

//Se quita el inmueble de la vista

tablaInmuebles.getItems().remove(inmueble);

}

**return** **new** ResultadoControlador(erroresControlador.toArray(**new** ErrorControlador[0]));

}

Prueba de unidad del archivo AdministrarInmuebleControllerTest.java

//Casos de prueba //inmueble,acepta,resultadoControlador,resultadoLogica,excepcion

/\* 0 \*/**new** Object[] { inmueble, acepta, resultadoControladorCorrecto, resultadoLogicaCorrecto, **null** }, //test donde el usuario acepta y el inmueble se elimina correctamente

/\* 1 \*/**new** Object[] { inmueble, !acepta, resultadoControladorCorrecto, resultadoLogicaCorrecto, **null** }, //test donde el usuario no acepta, pero de haber aceptado, se hubiese eliminado el inmueble correctamente

/\* 2 \*/**new** Object[] { inmueble, acepta, resultadoControladorErrorPersistencia, **null**, excepcionPersistencia }, //test donde el controlador tira una excepción de persistencia

/\* 3 \*/**new** Object[] { inmueble, acepta, resultadoControladorErrorDesconocido, **null**, excepcionInesperada } //test donde el controlador tira una excepción inesperada

/\*\*

\* Prueba el método eliminarInmueble(), el cual corresponde con la taskcard 13 de la iteración 1 y a la historia 3

\*

\* **@param** inmueble

\* inmueble a crear

\* **@param** acepta

\* si el usuario acepta la eliminacion

\* **@param** resultadoControlador

\* resultado que se espera que devuelva el metodo a probar

\* **@param** resultadoLogica

\* resultado que devuelve el gestor

\* **@param** excepcion

\*/

@Test

@Parameters

**public** **void** testEliminarInmueble(Inmueble inmueble, Boolean acepta, ResultadoControlador resultadoControlador, ResultadoEliminarInmueble resultadoLogica, Throwable excepcion) **throws** Exception {

//Se crean los mocks de la prueba

CoordinadorJavaFX coordinadorMock = **new** CoordinadorJavaFX() {

@Override

**public** ResultadoEliminarInmueble eliminarInmueble(Inmueble inmbueble) **throws** PersistenciaException {

**if**(resultadoLogica != **null**){

**return** resultadoLogica;

}

**if**(excepcion **instanceof** PersistenciaException){

**throw** (PersistenciaException) excepcion;

}

**new** Integer("asd");

**return** **null**;

}

@Override

**public** ArrayList<Inmueble> obtenerInmuebles() **throws** PersistenciaException {

ArrayList<Inmueble> inmuebles = **new** ArrayList<>();

inmuebles.add(inmueble);

**return** inmuebles;

}

};

PresentadorVentanas presentadorMock = **new** PresentadorVentanasMock(acepta);

//se crea el controlador a probar, se sobreescriben algunos métodos para setear los mocks y setear los datos que ingresaría el usuario en la vista

AdministrarInmuebleController administrarInmuebleController = **new** AdministrarInmuebleController() {

@Override

**public** ResultadoControlador eliminarInmueble() {

tablaInmuebles.getSelectionModel().select(inmueble);

**return** **super**.eliminarInmueble();

}

@Override

**protected** **void** inicializar(URL location, ResourceBundle resources) {

}

@Override

**protected** **void** setTitulo(String titulo) {

}

};

administrarInmuebleController.setCoordinador(coordinadorMock);

administrarInmuebleController.setPresentador(presentadorMock);

//Se crea lo necesario para correr la prueba en el hilo de JavaFX porque los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(AdministrarInmuebleController.***URLVista***, administrarInmuebleController);

administrarInmuebleController.setStage(corredorTestEnJavaFXThread.getStagePrueba());

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

//Se hacen las verificaciones pertinentes para comprobar que el controlador se comporte adecuadamente

*assertEquals*(resultadoControlador, administrarInmuebleController.eliminarInmueble());

}

};

**try**{

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

} **catch**(Throwable e){

**throw** **new** Exception(e);

}

}

Código del archivo NMVInmuebleController.java

/\*\*

\* Método que se llama al hacer click en el botón agregar foto.

\*/

@FXML

public void agregarFoto() {

//Se abre un cuadro de diálogo para pedir la ruta del archivo

File imagen = solicitarArchivo();

if(imagen == null){

return;

}

try{

//Se carga la imagen y se la muestra

final ImageView imageView = new ImageView(imagen.toURI().toURL().toExternalForm());

imageView.setPreserveRatio(true);

imageView.setFitHeight(100);

imageView.setOnMouseClicked((event) -> {

seleccionarImagen(imageView);

});

panelFotos.getChildren().add(imageView);

archivosImagenesNuevas.put(imageView, imagen);

} catch(MalformedURLException e){

//Si ocurre algún error se lo muestra en pantalla

presentador.presentarExcepcionInesperada(e, stage);

}

}

/\*\*

\* Método que se llama al hacer click en el botón quitar foto.

\*/

@FXML

**public** **void** quitarFoto() {

//Se quita la imagen de la vista

panelFotos.getChildren().remove(imagenSeleccionada);

**if**(archivosImagenesPreExistentes.get(imagenSeleccionada) != **null**){

archivosImagenesPreExistentes.remove(imagenSeleccionada);

}

imagenSeleccionada = **null**;

btQuitarFoto.setDisable(**true**);

}

/\*\*

\* Método que permite guardar los cambios hechos en la vista

\* Pertenece a la taskcard 13 de la iteración 1 y a la historia 3

\*

\* **@return** ResultadoControlador que resume lo que hizo el controlador

\*/

@FXML

**public** ResultadoControlador aceptar() {

ResultadoControlador resultado;

**if**(inmueble == **null**){

resultado = crearInmueble();

}

else{

resultado = modificarInmueble();

}

**if**(!resultado.hayErrores()){

salir();

}

**return** resultado;

}

/\*\*

\* Método que permite crear un inmueble

\* Pertenece a la taskcard 13 de la iteración 1 y a la historia 3

\*

\* **@return** ResultadoControlador que resume lo que hizo el controlador

\*/

**private** ResultadoControlador crearInmueble() {

//Inicialización de variables

Set<ErrorControlador> erroresControlador = **new** HashSet<>();

ResultadoCrearInmueble resultado;

StringBuffer erroresBfr = **new** StringBuffer();

Inmueble inmueble = **new** Inmueble();

//Toma de datos de la vista

DatosEdificio datos = **new** DatosEdificio()

.setSuperficie((!tfSuperficieEdificio.getText().isEmpty()) ? (Double.*parseDouble*(tfSuperficieEdificio.getText())) : (**null**))

.setAntiguedad((!tfAntiguedad.getText().isEmpty()) ? (Integer.*parseInt*(tfAntiguedad.getText())) : (**null**))

.setDormitorios((!tfDormitorios.getText().isEmpty()) ? (Integer.*parseInt*(tfDormitorios.getText())) : (**null**))

.setBaños((!tfBaños.getText().isEmpty()) ? (Integer.*parseInt*(tfBaños.getText())) : (**null**))

.setPropiedadHorizontal(cbPropiedadHorizontal.isSelected())

.setGaraje(cbGarage.isSelected())

.setPatio(cbPatio.isSelected())

.setPiscina(cbPiscina.isSelected())

.setAguaCorriente(cbAguaCorriente.isSelected())

.setCloacas(cbCloaca.isSelected())

.setGasNatural(cbGasNatural.isSelected())

.setAguaCaliente(cbAguaCaliente.isSelected())

.setTelefono(cbTelefono.isSelected())

.setLavadero(cbLavadero.isSelected())

.setPavimento(cbPavimento.isSelected())

.setInmueble(inmueble);

Localidad localidad = cbLocalidad.getValue();

Barrio barrio = cbBarrio.getValue();

Calle calle = cbCalle.getValue();

Date fechaCarga = **new** Date();

Orientacion orientacion = cbOrientacion.getValue();

Propietario propietario = cbPropietario.getValue();

TipoInmueble tipo = cbTipoInmueble.getValue();

Direccion direccion = **new** Direccion()

.setLocalidad(localidad)

.setCalle(calle)

.setNumero(tfAltura.getText().toLowerCase().trim())

.setBarrio(barrio)

.setDepartamento(tfDepartamento.getText().toLowerCase().trim())

.setOtros(tfOtros.getText().toLowerCase().trim())

.setPiso(tfPiso.getText().toLowerCase().trim());

//Guardar fotos

ArrayList<Imagen> fotos = **new** ArrayList<>();

**for**(Node nodo: panelFotos.getChildren()){

**if**(nodo **instanceof** ImageView){

ImageView imagen = (ImageView) nodo;

File file = archivosImagenesNuevas.get(imagen);

**if**(file != **null**){

**byte**[] bFile = **new** **byte**[(**int**) file.length()];

**try**{

FileInputStream fileInputStream = **new** FileInputStream(file);

//convert file into array of bytes

fileInputStream.read(bFile);

fileInputStream.close();

} **catch**(Exception e){

presentador.presentarExcepcion(e, stage);

**return** **new** ResultadoControlador(ErrorControlador.***Error\_Desconocido***);

}

fotos.add((Imagen) **new** Imagen().setArchivo(bFile));

}

}

}

//Se cargan los datos de la vista al inmueble a guardar

inmueble.setDatosEdificio(datos)

.setFechaCarga(fechaCarga)

.setEstado(**new** Estado(EstadoStr.***ALTA***))

.setDireccion(direccion)

.setTipo(tipo)

.setOrientacion(orientacion)

.setPropietario(propietario)

.setPrecio((!tfPrecioVenta.getText().isEmpty()) ? (Double.*parseDouble*(tfPrecioVenta.getText())) : (**null**))

.setFrente((!tfFrente.getText().isEmpty()) ? (Double.*parseDouble*(tfFrente.getText())) : (**null**))

.setFondo((!tfFondo.getText().isEmpty()) ? (Double.*parseDouble*(tfFondo.getText())) : (**null**))

.setSuperficie((!tfSuperficie.getText().isEmpty()) ? (Double.*parseDouble*(tfSuperficie.getText())) : (**null**))

.setObservaciones(taObservaciones.getText())

.getFotos().addAll(fotos);

**try**{

//Se llama a la lógica para persistir el inmueble y se recibe el resultado de las validaciones y datos extras de ser necesarios

resultado = coordinador.crearInmueble(inmueble);

} **catch**(PersistenciaException e){

presentador.presentarExcepcion(e, stage);

**return** **new** ResultadoControlador(ErrorControlador.***Error\_Persistencia***);

} **catch**(Exception e){

presentador.presentarExcepcionInesperada(e, stage);

**return** **new** ResultadoControlador(ErrorControlador.***Error\_Desconocido***);

}

//Procesamiento de errores de la lógica

**if**(resultado.hayErrores()){

**for**(ErrorCrearInmueble err: resultado.getErrores()){

**switch**(err) {

case Fecha\_Vacia:

erroresBfr.append("Fecha no ingresada.\n");

erroresControlador.add(ErrorControlador.***Campos\_Vacios***);

**break**;

case Fondo\_Incorrecto:

erroresBfr.append("Formato del campo Fondo incorrecto.\n");

erroresControlador.add(ErrorControlador.***Datos\_Incorrectos***);

**break**;

case Formato\_Direccion\_Incorrecto:

erroresBfr.append("Formato de dirección incorrecto.\n");

erroresControlador.add(ErrorControlador.***Datos\_Incorrectos***);

**break**;

case Frente\_Incorrecto:

erroresBfr.append("Formato del campo Frente incorrecto.\n");

erroresControlador.add(ErrorControlador.***Datos\_Incorrectos***);

**break**;

case Precio\_Vacio:

erroresBfr.append("Precio no ingresado.\n");

erroresControlador.add(ErrorControlador.***Campos\_Vacios***);

**break**;

case Precio\_Incorrecto:

erroresBfr.append("Formato de precio incorrecto.\n");

erroresControlador.add(ErrorControlador.***Datos\_Incorrectos***);

**break**;

case Propietario\_Inexistente:

erroresBfr.append("El propietario seleccionado no existe en el sistema.\n");

erroresControlador.add(ErrorControlador.***Entidad\_No\_Encontrada***);

**break**;

case Propietario\_Vacio:

erroresBfr.append("Elija el propietario.\n");

erroresControlador.add(ErrorControlador.***Campos\_Vacios***);

**break**;

case Superficie\_Incorrecta:

erroresBfr.append("Formato superficie de Inmueble incorrecto.\n");

erroresControlador.add(ErrorControlador.***Datos\_Incorrectos***);

**break**;

case *Tipo\_Vacio*:

erroresBfr.append("Elija el tipo de Inmueble.\n");

erroresControlador.add(ErrorControlador.***Campos\_Vacios***);

**break**;

case Datos\_Edificio\_Incorrectos:

erroresBfr.append("Formato de los datos de edificio incorrectos.\n");

erroresControlador.add(ErrorControlador.***Datos\_Incorrectos***);

**break**;

}

}

//Se muestran los errores

presentador.presentarError("No se pudo crear el inmueble", erroresBfr.toString(), stage);

}

else{

//Se muestra una notificación de que se creó correctamente el inmueble

presentador.presentarToast("Se ha creado el inmueble con éxito", stage);

}

**return** **new** ResultadoControlador(erroresControlador.toArray(**new** ErrorControlador[0]));

}

/\*\*

\* Método que permite modificar un inmueble

\* Pertenece a la taskcard 13 de la iteración 1 y a la historia 3

\*

\* @return ResultadoControlador que resume lo que hizo el controlador

\*/

private ResultadoControlador modificarInmueble() {

//Inicialización de variables

ArrayList<ErrorControlador> erroresControlador = new ArrayList<>();

ResultadoModificarInmueble resultado;

StringBuffer erroresBfr = new StringBuffer();

//Toma de datos de la vista

DatosEdificio datos = new DatosEdificio()

.setSuperficie((!tfSuperficieEdificio.getText().isEmpty()) ? (Double.parseDouble(tfSuperficieEdificio.getText())) : (null))

.setAntiguedad((!tfAntiguedad.getText().isEmpty()) ? (Integer.parseInt(tfAntiguedad.getText())) : (null))

.setDormitorios((!tfDormitorios.getText().isEmpty()) ? (Integer.parseInt(tfDormitorios.getText())) : (null))

.setBaños((!tfBaños.getText().isEmpty()) ? (Integer.parseInt(tfBaños.getText())) : (null))

.setPropiedadHorizontal(cbPropiedadHorizontal.isSelected())

.setGaraje(cbGarage.isSelected())

.setPatio(cbPatio.isSelected())

.setPiscina(cbPiscina.isSelected())

.setAguaCorriente(cbAguaCorriente.isSelected())

.setCloacas(cbCloaca.isSelected())

.setGasNatural(cbGasNatural.isSelected())

.setAguaCaliente(cbAguaCaliente.isSelected())

.setTelefono(cbTelefono.isSelected())

.setLavadero(cbLavadero.isSelected())

.setPavimento(cbPavimento.isSelected())

.setInmueble(inmueble);

Localidad localidad = cbLocalidad.getValue();

Barrio barrio = cbBarrio.getValue();

Calle calle = cbCalle.getValue();

Orientacion orientacion = cbOrientacion.getValue();

Propietario propietario = cbPropietario.getValue();

TipoInmueble tipo = cbTipoInmueble.getValue();

Direccion direccion = new Direccion()

.setLocalidad(localidad)

.setCalle(calle)

.setNumero(tfAltura.getText().toLowerCase().trim())

.setBarrio(barrio)

.setDepartamento(tfDepartamento.getText().toLowerCase().trim())

.setOtros(tfOtros.getText().toLowerCase().trim())

.setPiso(tfPiso.getText().toLowerCase().trim());

//Fotos eliminadas

ArrayList<Imagen> imagenesEliminadas = new ArrayList<>(inmueble.getFotos());

imagenesEliminadas.removeAll(archivosImagenesPreExistentes.values());

//Guardar fotos

ArrayList<Imagen> fotos = new ArrayList<>();

for(Node nodo: panelFotos.getChildren()){

if(nodo instanceof ImageView){

ImageView imagen = (ImageView) nodo;

File file = archivosImagenesNuevas.get(imagen);

if(file != null){

byte[] bFile = new byte[(int) file.length()];

try{

FileInputStream fileInputStream = new FileInputStream(file);

//convert file into array of bytes

fileInputStream.read(bFile);

fileInputStream.close();

} catch(Exception e){

presentador.presentarExcepcion(e, stage);

return new ResultadoControlador(ErrorControlador.Error\_Desconocido);

}

fotos.add((Imagen) new Imagen().setArchivo(bFile));

}

}

}

//Se cargan los datos de la vista al inmueble a modificar

inmueble.getFotos().removeAll(imagenesEliminadas);

inmueble.setDatosEdificio(datos)

.setDireccion(direccion)

.setTipo(tipo)

.setOrientacion(orientacion)

.setPropietario(propietario)

.setPrecio((!tfPrecioVenta.getText().isEmpty()) ? (Double.parseDouble(tfPrecioVenta.getText())) : (null))

.setFrente((!tfFrente.getText().isEmpty()) ? (Double.parseDouble(tfFrente.getText())) : (null))

.setFondo((!tfFondo.getText().isEmpty()) ? (Double.parseDouble(tfFondo.getText())) : (null))

.setSuperficie((!tfSuperficie.getText().isEmpty()) ? (Double.parseDouble(tfSuperficie.getText())) : (null))

.setObservaciones(taObservaciones.getText())

.getFotos().addAll(fotos);

try{

//Se llama a la lógica para persistir el inmueble modificado y se recibe el resultado de las validaciones y datos extras de ser necesarios

resultado = coordinador.modificarInmueble(inmueble);

} catch(PersistenciaException e){

presentador.presentarExcepcion(e, stage);

return new ResultadoControlador(ErrorControlador.Error\_Persistencia);

} catch(Exception e){

presentador.presentarExcepcionInesperada(e, stage);

return new ResultadoControlador(ErrorControlador.Error\_Desconocido);

}

//Procesamiento de errores de la lógica

if(resultado.hayErrores()){

for(ErrorModificarInmueble err: resultado.getErrores()){

switch(err) {

case Fecha\_Vacia:

erroresBfr.append("Fecha no ingresada.\n");

erroresControlador.add(ErrorControlador.Campos\_Vacios);

break;

case Fondo\_Incorrecto:

erroresBfr.append("Formato del campo Fondo incorrecto.\n");

erroresControlador.add(ErrorControlador.Datos\_Incorrectos);

break;

case Formato\_Direccion\_Incorrecto:

erroresBfr.append("Formato de dirección incorrecto.\n");

erroresControlador.add(ErrorControlador.Datos\_Incorrectos);

break;

case Frente\_Incorrecto:

erroresBfr.append("Formato del campo Frente incorrecto.\n");

erroresControlador.add(ErrorControlador.Datos\_Incorrectos);

break;

case Precio\_Vacio:

erroresBfr.append("Precio no ingresado.\n");

erroresControlador.add(ErrorControlador.Campos\_Vacios);

break;

case Precio\_Incorrecto:

erroresBfr.append("Formato de precio incorrecto.\n");

erroresControlador.add(ErrorControlador.Datos\_Incorrectos);

break;

case Propietario\_Inexistente:

erroresBfr.append("El propietario seleccionado no existe en el sistema.\n");

erroresControlador.add(ErrorControlador.Entidad\_No\_Encontrada);

break;

case Propietario\_Vacio:

erroresBfr.append("Elija el propietario.\n");

erroresControlador.add(ErrorControlador.Campos\_Vacios);

break;

case Superficie\_Incorrecta:

erroresBfr.append("Formato superficie de Inmueble incorrecto.\n");

erroresControlador.add(ErrorControlador.Datos\_Incorrectos);

break;

case Tipo\_Vacio:

erroresBfr.append("Elija el tipo de Inmueble.\n");

erroresControlador.add(ErrorControlador.Campos\_Vacios);

break;

case Datos\_Edificio\_Incorrectos:

erroresBfr.append("Formato de los datos de edificio incorrectos.\n");

erroresControlador.add(ErrorControlador.Datos\_Incorrectos);

break;

case Inmueble\_Inexistente:

erroresBfr.append("El inmueble ya no existe en el sistema");

erroresControlador.add(ErrorControlador.Entidad\_No\_Encontrada);

break;

}

}

//Se muestran los errores

presentador.presentarError("No se pudo modificar el inmueble", erroresBfr.toString(), stage);

}

else{

//Se muestra una notificación de que se modificó correctamente el inmueble

presentador.presentarToast("Se ha modificado el inmueble con éxito", stage);

}

return new ResultadoControlador(erroresControlador.toArray(new ErrorControlador[0]));

}

Prueba de unidad del archivo NMVInmuebleControllerTest.java

//Casos de prueba

//propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControlador, resultadoLogica, excepcion

/\* 0 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorCorrecto, resultadoLogicaCorrecto, **null** }, //test Todo correcto

/\* 1 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectos, resultadoLogicaDatosEdificioIncorrectos, **null** }, //test Datos de edificio incorrectos

/\* 2 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorCamposVacios, resultadoLogicaFechaVacia, **null** }, //test fecha vacía

/\* 3 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectos, resultadoLogicaFondoIncorrecto, **null** }, //test formato de fondo incorrecto

/\* 4 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectos, resultadoLogicaFormatoDireccionIncorrecto, **null** }, //test formato de dirección incorrecto

/\* 5 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectos, resultadoLogicaFrenteIncorrecto, **null** }, //test formato de frente incorrecto

/\* 6 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectos, resultadoLogicaPrecioIncorrecto, **null** }, //test formato de precio incorrecto

/\* 7 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorCamposVacios, resultadoLogicaPrecioVacio, **null** }, //test precio vacío

/\* 8 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorEntidadNoEncontrada, resultadoLogicaPropietarioInexistente, **null** }, //test Propietario seleccionado inexistente en el sistema

/\* 9 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorCamposVacios, resultadoLogicaPropietarioVacio, **null** }, //test propietario vacío

/\* 10 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectos, resultadoLogicaSuperficieIncorrecta, **null** }, //test formato de superficie de inmueble incorrecto

/\* 11 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorCamposVacios, resultadoLogicaTipoVacio, **null** }, //test tipo de inmueble vacío

/\* 12 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectosYCamposVacios, resultadoLogicaTipoVacioYSuperficieIncorrecta, **null** }, //test tipo de inmueble vacío y formato de superficie de inmueble incorrecto

/\* 13 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorErrorPersistencia, **null**, excepcionPersistencia }, //test excepción de persistencia

/\* 14 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorErrorDesconocido, **null**, excepcionInesperada } //test escepción inesperada

/\*\*

\* Prueba el método crearInmueble(), el cual corresponde con la taskcard 13 de la iteración 1 y a la historia 3

\*

\* **@param** propietario

\* que se usará en el test

\* **@param** direccion

\* que se usará en el test

\* **@param** tipoInmueble

\* que se usará en el test

\* **@param** precio

\* que se usará en el test

\* **@param** orientacion

\* que se usará en el test

\* **@param** frente

\* que se usará en el test

\* **@param** fondo

\* que se usará en el test

\* **@param** superficie

\* que se usará en el test

\* **@param** propiedadHorizontal

\* que se usará en el test

\* **@param** superficieEdificio

\* que se usará en el test

\* **@param** antigüedadEdificio

\* que se usará en el test

\* **@param** dormitorios

\* que se usarán en el test

\* **@param** baños

\* que se usarán en el test

\* **@param** garaje

\* que se usará en el test

\* **@param** patio

\* que se usará en el test

\* **@param** piscina

\* que se usará en el test

\* **@param** aguaCorriente

\* que se usará en el test

\* **@param** cloacas

\* que se usarán en el test

\* **@param** gasNatural

\* que se usará en el test

\* **@param** aguaCaliente

\* que se usará en el test

\* **@param** teléfono

\* que se usará en el test

\* **@param** lavadero

\* que se usará en el test

\* **@param** pavimento

\* que se usará en el test

\* **@param** observaciones

\* que se usarán en el test

\* **@param** resultadoControlador

\* es lo que se espera que devuelva el metodo

\* **@param** resultadoLogica

\* es lo que el mock de la lógica debe devolver en el test y que el controlador recibe

\* **@param** excepcion

\* es la excepcion que debe lanzar el mock de la lógica, si la prueba involucra procesar una excepcion de dicha lógica, debe ser nulo resultadoLogica para que se use

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testCrearInmueble(Propietario propietario,

Direccion direccion,

TipoInmueble tipoInmueble,

Double precio,

Orientacion orientacion,

Double frente,

Double fondo,

Double superficie,

Boolean propiedadHorizontal,

Double superficieEdificio,

Integer antigüedadEdificio,

Integer dormitorios,

Integer baños,

Boolean garaje,

Boolean patio,

Boolean piscina,

Boolean aguaCorriente,

Boolean cloacas,

Boolean gasNatural,

Boolean aguaCaliente,

Boolean teléfono,

Boolean lavadero,

Boolean pavimento,

String observaciones,

ResultadoControlador resultadoControlador,

ResultadoCrearInmueble resultadoLogica,

Throwable excepcion) **throws** Exception {

//Se crean los mocks de la prueba

CoordinadorJavaFX coordinadorMock = **new** CoordinadorJavaFX() {

@Override

**public** ResultadoCrearInmueble crearInmueble(Inmueble inmueble) **throws** PersistenciaException {

**if**(resultadoLogica != **null**){

**return** resultadoLogica;

}

**if**(excepcion **instanceof** PersistenciaException){

**throw** (PersistenciaException) excepcion;

}

**new** Integer("asd");

**return** **null**;

}

@Override

**public** ArrayList<Pais> obtenerPaises() **throws** PersistenciaException {

ArrayList<Pais> objetos = **new** ArrayList<>();

objetos.add(direccion.getLocalidad().getProvincia().getPais());

**return** objetos;

}

@Override

**public** ArrayList<Provincia> obtenerProvinciasDe(Pais pais) **throws** PersistenciaException {

ArrayList<Provincia> objetos = **new** ArrayList<>();

objetos.add(direccion.getLocalidad().getProvincia());

**return** objetos;

}

@Override

**public** ArrayList<Localidad> obtenerLocalidadesDe(Provincia prov) **throws** PersistenciaException {

ArrayList<Localidad> objetos = **new** ArrayList<>();

objetos.add(direccion.getLocalidad());

**return** objetos;

}

@Override

**public** ArrayList<Calle> obtenerCallesDe(Localidad localidad) **throws** PersistenciaException {

ArrayList<Calle> objetos = **new** ArrayList<>();

objetos.add(direccion.getCalle());

**return** objetos;

}

@Override

**public** ArrayList<Barrio> obtenerBarriosDe(Localidad localidad) **throws** PersistenciaException {

ArrayList<Barrio> objetos = **new** ArrayList<>();

objetos.add(direccion.getBarrio());

**return** objetos;

}

@Override

**public** ArrayList<Propietario> obtenerPropietarios() **throws** PersistenciaException {

ArrayList<Propietario> objetos = **new** ArrayList<>();

objetos.add(propietario);

**return** objetos;

}

@Override

**public** ArrayList<TipoInmueble> obtenerTiposInmueble() **throws** PersistenciaException {

ArrayList<TipoInmueble> objetos = **new** ArrayList<>();

objetos.add(tipoInmueble);

**return** objetos;

}

@Override

**public** ArrayList<Orientacion> obtenerOrientaciones() **throws** PersistenciaException {

ArrayList<Orientacion> objetos = **new** ArrayList<>();

objetos.add(orientacion);

**return** objetos;

}

};

PresentadorVentanas presentadorMock = **new** PresentadorVentanasMock();

//se crea el controlador a probar, se sobreescriben algunos métodos para setear los mocks y setear los datos que ingresaría el usuario en la vista

NMVInmuebleController nMVInmuebleController = **new** NMVInmuebleController() {

@Override

**public** ResultadoControlador aceptar() {

cbAguaCaliente.setSelected(aguaCaliente);

cbAguaCorriente.setSelected(aguaCorriente);

cbCloaca.setSelected(cloacas);

cbGarage.setSelected(garaje);

cbGasNatural.setSelected(gasNatural);

cbLavadero.setSelected(lavadero);

cbPatio.setSelected(patio);

cbPavimento.setSelected(pavimento);

cbPiscina.setSelected(piscina);

cbPropiedadHorizontal.setSelected(propiedadHorizontal);

cbTelefono.setSelected(teléfono);

cbPais.getSelectionModel().select(**null**);

cbPais.getSelectionModel().select(direccion.getLocalidad().getProvincia().getPais());

cbProvincia.getSelectionModel().select(direccion.getLocalidad().getProvincia());

cbLocalidad.getSelectionModel().select(direccion.getLocalidad());

cbBarrio.getSelectionModel().select(direccion.getBarrio());

cbCalle.getSelectionModel().select(direccion.getCalle());

cbOrientacion.getSelectionModel().select(orientacion);

cbPropietario.getSelectionModel().select(propietario);

cbTipoInmueble.getSelectionModel().select(tipoInmueble);

taObservaciones.setText(observaciones);

tfAltura.setText(direccion.getNumero());

tfAntiguedad.setText(antigüedadEdificio.toString());

tfBaños.setText(baños.toString());

tfCodigo.setText(**new** Integer(1).toString());

tfDepartamento.setText(direccion.getDepartamento());

tfDormitorios.setText(dormitorios.toString());

tfFechaCarga.setText(**new** Date().toString());

tfFondo.setText(fondo.toString());

tfFrente.setText(frente.toString());

tfOtros.setText(direccion.getOtros());

tfPiso.setText(direccion.getPiso());

tfPrecioVenta.setText(precio.toString());

tfSuperficie.setText(superficie.toString());

tfSuperficieEdificio.setText(superficieEdificio.toString());

**return** **super**.aceptar();

}

@Override

**protected** **void** inicializar(URL location, ResourceBundle resources) {

}

@Override

**protected** **void** setTitulo(String titulo) {

}

@Override

**public** **void** salir() {

}

};

nMVInmuebleController.setCoordinador(coordinadorMock);

nMVInmuebleController.setPresentador(presentadorMock);

//Se crea lo necesario para correr la prueba en el hilo de JavaFX porque los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(NMVInmuebleController.***URLVista***, nMVInmuebleController);

nMVInmuebleController.setStage(corredorTestEnJavaFXThread.getStagePrueba());

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

//Se hacen las verificaciones pertinentes para comprobar que el controlador se comporte adecuadamente

*assertEquals*(resultadoControlador, nMVInmuebleController.aceptar());

}

};

**try**{

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

} **catch**(Throwable e){

**throw** **new** Exception(e);

}

}

//Casos de prueba

//propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControlador, resultadoLogica, excepcion

/\* 0 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorCorrecto, resultadoLogicaCorrecto, **null** }, //test Todo correcto

/\* 1 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectos, resultadoLogicaDatosEdificioIncorrectos, **null** }, //test Datos de edificio incorrectos

/\* 2 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorCamposVacios, resultadoLogicaFechaVacia, **null** }, //test fecha vacía

/\* 3 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectos, resultadoLogicaFondoIncorrecto, **null** }, //test formato de fondo incorrecto

/\* 4 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectos, resultadoLogicaFormatoDireccionIncorrecto, **null** }, //test formato de dirección incorrecto

/\* 5 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectos, resultadoLogicaFrenteIncorrecto, **null** }, //test formato de frente incorrecto

/\* 6 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectos, resultadoLogicaPrecioIncorrecto, **null** }, //test formato de precio incorrecto

/\* 7 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorCamposVacios, resultadoLogicaPrecioVacio, **null** }, //test precio vacío

/\* 8 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorEntidadNoEncontrada, resultadoLogicaPropietarioInexistente, **null** }, //test Propietario seleccionado inexistente en el sistema

/\* 9 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorCamposVacios, resultadoLogicaPropietarioVacio, **null** }, //test propietario vacío

/\* 10 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectos, resultadoLogicaSuperficieIncorrecta, **null** }, //test formato de superficie de inmueble incorrecto

/\* 11 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorCamposVacios, resultadoLogicaTipoVacio, **null** }, //test tipo de inmueble vacío

/\* 12 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorEntidadNoEncontrada, resultadoLogicaInmuebleInexistente, **null** }, //test inmueble eleccionado inexistente en el sistema

/\* 13 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorDatosIncorrectosYCamposVacios, resultadoLogicaTipoVacioYSuperficieIncorrecta, **null** }, //test tipo de inmueble vacío y formato de superficie de inmueble incorrecto

/\* 14 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorErrorPersistencia, **null**, excepcionPersistencia }, //test excepción de persistencia

/\* 15 \*/**new** Object[] { propietario, direccion, tipoInmueble, precio, orientacion, frente, fondo, superficie, propiedadHorizontal, superficieEdificio, antigüedadEdificio, dormitorios, baños, garaje, patio, piscina, aguaCorriente, cloacas, gasNatural, aguaCaliente, teléfono, lavadero, pavimento, observaciones, resultadoControladorErrorDesconocido, **null**, excepcionInesperada } //test escepción inesperada

/\*\*

\* Prueba el método modificarInmueble(), el cual corresponde con la taskcard 13 de la iteración 1 y a la historia 3

\*

\* **@param** propietario

\* que se usará en el test

\* **@param** direccion

\* que se usará en el test

\* **@param** tipoInmueble

\* que se usará en el test

\* **@param** precio

\* que se usará en el test

\* **@param** orientacion

\* que se usará en el test

\* **@param** frente

\* que se usará en el test

\* **@param** fondo

\* que se usará en el test

\* **@param** superficie

\* que se usará en el test

\* **@param** propiedadHorizontal

\* que se usará en el test

\* **@param** superficieEdificio

\* que se usará en el test

\* **@param** antigüedadEdificio

\* que se usará en el test

\* **@param** dormitorios

\* que se usarán en el test

\* **@param** baños

\* que se usarán en el test

\* **@param** garaje

\* que se usará en el test

\* **@param** patio

\* que se usará en el test

\* **@param** piscina

\* que se usará en el test

\* **@param** aguaCorriente

\* que se usará en el test

\* **@param** cloacas

\* que se usarán en el test

\* **@param** gasNatural

\* que se usará en el test

\* **@param** aguaCaliente

\* que se usará en el test

\* **@param** teléfono

\* que se usará en el test

\* **@param** lavadero

\* que se usará en el test

\* **@param** pavimento

\* que se usará en el test

\* **@param** observaciones

\* que se usarán en el test

\* **@param** resultadoControlador

\* es lo que se espera que devuelva el metodo

\* **@param** resultadoLogica

\* es lo que el mock de la lógica debe devolver en el test y que el controlador recibe

\* **@param** excepcion

\* es la excepcion que debe lanzar el mock de la lógica, si la prueba involucra procesar una excepcion de dicha lógica, debe ser nulo resultadoLogica para que se use

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testModificarInmueble(Propietario propietario,

Direccion direccion,

TipoInmueble tipoInmueble,

Double precio,

Orientacion orientacion,

Double frente,

Double fondo,

Double superficie,

Boolean propiedadHorizontal,

Double superficieEdificio,

Integer antigüedadEdificio,

Integer dormitorios,

Integer baños,

Boolean garaje,

Boolean patio,

Boolean piscina,

Boolean aguaCorriente,

Boolean cloacas,

Boolean gasNatural,

Boolean aguaCaliente,

Boolean teléfono,

Boolean lavadero,

Boolean pavimento,

String observaciones,

ResultadoControlador resultadoControlador,

ResultadoModificarInmueble resultadoLogica,

Throwable excepcion) **throws** Exception {

//Se crean los mocks de la prueba

CoordinadorJavaFX coordinadorMock = **new** CoordinadorJavaFX() {

@Override

**public** ResultadoModificarInmueble modificarInmueble(Inmueble inmueble) **throws** PersistenciaException {

**if**(resultadoLogica != **null**){

**return** resultadoLogica;

}

**if**(excepcion **instanceof** PersistenciaException){

**throw** (PersistenciaException) excepcion;

}

**new** Integer("asd");

**return** **null**;

}

@Override

**public** ArrayList<Pais> obtenerPaises() **throws** PersistenciaException {

ArrayList<Pais> objetos = **new** ArrayList<>();

objetos.add(direccion.getLocalidad().getProvincia().getPais());

**return** objetos;

}

@Override

**public** ArrayList<Provincia> obtenerProvinciasDe(Pais pais) **throws** PersistenciaException {

ArrayList<Provincia> objetos = **new** ArrayList<>();

objetos.add(direccion.getLocalidad().getProvincia());

**return** objetos;

}

@Override

**public** ArrayList<Localidad> obtenerLocalidadesDe(Provincia prov) **throws** PersistenciaException {

ArrayList<Localidad> objetos = **new** ArrayList<>();

objetos.add(direccion.getLocalidad());

**return** objetos;

}

@Override

**public** ArrayList<Calle> obtenerCallesDe(Localidad localidad) **throws** PersistenciaException {

ArrayList<Calle> objetos = **new** ArrayList<>();

objetos.add(direccion.getCalle());

**return** objetos;

}

@Override

**public** ArrayList<Barrio> obtenerBarriosDe(Localidad localidad) **throws** PersistenciaException {

ArrayList<Barrio> objetos = **new** ArrayList<>();

objetos.add(direccion.getBarrio());

**return** objetos;

}

@Override

**public** ArrayList<Propietario> obtenerPropietarios() **throws** PersistenciaException {

ArrayList<Propietario> objetos = **new** ArrayList<>();

objetos.add(propietario);

**return** objetos;

}

@Override

**public** ArrayList<TipoInmueble> obtenerTiposInmueble() **throws** PersistenciaException {

ArrayList<TipoInmueble> objetos = **new** ArrayList<>();

objetos.add(tipoInmueble);

**return** objetos;

}

@Override

**public** ArrayList<Orientacion> obtenerOrientaciones() **throws** PersistenciaException {

ArrayList<Orientacion> objetos = **new** ArrayList<>();

objetos.add(orientacion);

**return** objetos;

}

};

PresentadorVentanas presentadorMock = **new** PresentadorVentanasMock();

//Se crea el controlador a probar, se sobreescriben algunos métodos para setear los mocks y setear los datos que ingresaría el usuario en la vista

NMVInmuebleController nMVInmuebleController = **new** NMVInmuebleController() {

{

**this**.inmueble = **new** Inmueble();

}

@Override

**public** ResultadoControlador aceptar() {

cbAguaCaliente.setSelected(aguaCaliente);

cbAguaCorriente.setSelected(aguaCorriente);

cbCloaca.setSelected(cloacas);

cbGarage.setSelected(garaje);

cbGasNatural.setSelected(gasNatural);

cbLavadero.setSelected(lavadero);

cbPatio.setSelected(patio);

cbPavimento.setSelected(pavimento);

cbPiscina.setSelected(piscina);

cbPropiedadHorizontal.setSelected(propiedadHorizontal);

cbTelefono.setSelected(teléfono);

cbPais.getSelectionModel().select(**null**);

cbPais.getSelectionModel().select(direccion.getLocalidad().getProvincia().getPais());

cbProvincia.getSelectionModel().select(direccion.getLocalidad().getProvincia());

cbLocalidad.getSelectionModel().select(direccion.getLocalidad());

cbBarrio.getSelectionModel().select(direccion.getBarrio());

cbCalle.getSelectionModel().select(direccion.getCalle());

cbOrientacion.getSelectionModel().select(orientacion);

cbPropietario.getSelectionModel().select(propietario);

cbTipoInmueble.getSelectionModel().select(tipoInmueble);

taObservaciones.setText(observaciones);

tfAltura.setText(direccion.getNumero());

tfAntiguedad.setText(antigüedadEdificio.toString());

tfBaños.setText(baños.toString());

tfCodigo.setText(**new** Integer(1).toString());

tfDepartamento.setText(direccion.getDepartamento());

tfDormitorios.setText(dormitorios.toString());

tfFechaCarga.setText(**new** Date().toString());

tfFondo.setText(fondo.toString());

tfFrente.setText(frente.toString());

tfOtros.setText(direccion.getOtros());

tfPiso.setText(direccion.getPiso());

tfPrecioVenta.setText(precio.toString());

tfSuperficie.setText(superficie.toString());

tfSuperficieEdificio.setText(superficieEdificio.toString());

**return** **super**.aceptar();

}

@Override

**protected** **void** inicializar(URL location, ResourceBundle resources) {

}

@Override

**protected** **void** setTitulo(String titulo) {

}

@Override

**public** **void** salir() {

}

};

nMVInmuebleController.setCoordinador(coordinadorMock);

nMVInmuebleController.setPresentador(presentadorMock);

//Se crea lo necesario para correr la prueba en el hilo de JavaFX porque los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(NMVInmuebleController.***URLVista***, nMVInmuebleController);

nMVInmuebleController.setStage(corredorTestEnJavaFXThread.getStagePrueba());

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

*assertEquals*(resultadoControlador, nMVInmuebleController.aceptar());

}

};

**try**{

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

} **catch**(Throwable e){

**throw** **new** Exception(e);

}

}

### Taskcard 14 Lógica alta, modificación y baja inmueble

Código del archivo PropietarioServiceImpl.java

/\*\*

\* Método para crear un inmueble. Primero se validan las reglas de negocia y luego se persiste.

\* Pertenece a la taskcard 14 de la iteración 1 y a la historia 3

\*

\* **@param** inmueble

\* a guardar

\* **@return** resultado de la operación

\* **@throws** PersistenciaException

\* si falló al persistir

\*/

**public** ResultadoCrearInmueble crearInmueble(Inmueble inmueble) **throws** PersistenciaException {

Set<ErrorCrearInmueble> errores = **new** HashSet<>();

validarInmuebleAlta(inmueble, errores);

**if**(errores.isEmpty()){

ArrayList<Estado> estados = gestorDatos.obtenerEstados();

**for**(Estado e: estados){

**if**(e.getEstado().equals(EstadoStr.***ALTA***)){

inmueble.setEstado(e);

**break**;

}

}

persistidorInmueble.guardarInmueble(inmueble);

}

**return** **new** ResultadoCrearInmueble(errores.toArray(**new** ErrorCrearInmueble[0]));

}

/\*\*

\* Método auxiliar que encapsula la validación de los atributos del inmueble a crear

\*

\* **@param** inmueble

\* inmueble a validar

\* **@param** errores

\* lista de errores encontrados

\*/

**private** **void** validarInmuebleAlta(Inmueble inmueble, Set<ErrorCrearInmueble> errores) **throws** PersistenciaException {

**if**(inmueble.getFechaCarga() == **null**){

errores.add(ErrorCrearInmueble.***Fecha\_Vacia***);

}

**if**(inmueble.getPropietario() != **null**){

Propietario propietario = gestorPropietario.obtenerPropietario(**new** FiltroPropietario(inmueble.getPropietario().getTipoDocumento().getTipo(), inmueble.getPropietario().getNumeroDocumento()));

**if**(propietario == **null**){

errores.add(ErrorCrearInmueble.***Propietario\_Inexistente***);

}

}

**else**{

errores.add(ErrorCrearInmueble.***Propietario\_Vacio***);

}

**if**(inmueble.getPrecio() == **null**){

errores.add(ErrorCrearInmueble.***Precio\_Vacio***);

}

**else** **if**(!validador.validarDoublePositivo(inmueble.getPrecio())){

errores.add(ErrorCrearInmueble.***Precio\_Incorrecto***);

}

**if**(inmueble.getFondo() != **null** && !validador.validarDoublePositivo(inmueble.getFondo())){

errores.add(ErrorCrearInmueble.***Fondo\_Incorrecto***);

}

**if**(inmueble.getFrente() != **null** && !validador.validarDoublePositivo(inmueble.getFrente())){

errores.add(ErrorCrearInmueble.***Frente\_Incorrecto***);

}

**if**(inmueble.getSuperficie() != **null** && !validador.validarDoublePositivo(inmueble.getSuperficie())){

errores.add(ErrorCrearInmueble.***Superficie\_Incorrecta***);

}

**if**(inmueble.getTipo() == **null**){

errores.add(ErrorCrearInmueble.***Tipo\_Vacio***);

}

**if**(!validador.validarDireccion(inmueble.getDireccion())){

errores.add(ErrorCrearInmueble.***Formato\_Direccion\_Incorrecto***);

}

**if**(inmueble.getDireccion() == **null** || inmueble.getDireccion().getBarrio() == **null** || inmueble.getDireccion().getBarrio().getLocalidad() == **null** || inmueble.getDireccion().getLocalidad() == **null** || inmueble.getDireccion().getLocalidad().getProvincia() == **null** || inmueble.getDireccion().getLocalidad().getProvincia().getPais() == **null** || inmueble.getDireccion().getCalle() == **null** || inmueble.getDireccion().getCalle().getLocalidad() == **null**){

errores.add(ErrorCrearInmueble.***Formato\_Direccion\_Incorrecto***);

}

**if**(!validarDatosEdificio(inmueble.getDatosEdificio())){

errores.add(ErrorCrearInmueble.***Datos\_Edificio\_Incorrectos***);

}

}

/\*\*

\* Método que se encarga de la modificación de los datos de un inmueble.

\* Se validan todos los datos correspondientes al inmueble, corroborando los que son obligatorios.

\* Se valida que exista el inmueble en la base de datos y en caso de que no haya errores, delega el guardado del objeto a la capa de acceso a datos.

\*

\* **@param** inmueble

\* inmueble a modificar.

\*

\* **@return** un resultado informando errores correspondientes en caso de que los haya.

\*

\* **@throws** PersistenciaException

\* Se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos.

\*/

**public** ResultadoModificarInmueble modificarInmueble(Inmueble inmueble) **throws** PersistenciaException {

ArrayList<ErrorModificarInmueble> errores = **new** ArrayList<>();

validarInmuebleModificar(inmueble, errores);

Inmueble inmuebleAuxiliar = persistidorInmueble.obtenerInmueble(inmueble.getId());

**if**(inmuebleAuxiliar == **null**){

errores.add(ErrorModificarInmueble.***Inmueble\_Inexistente***);

}

**if**(errores.isEmpty()){

HistorialInmueble historialInmuebleAuxiliar = **new** HistorialInmueble();

DatosEdificio datosEdificioAuxiliar = inmuebleAuxiliar.getDatosEdificio();

HistorialDatosEdificio historialDatosEdificioAuxiliar = **new** HistorialDatosEdificio()

.setAguaCaliente(datosEdificioAuxiliar.getAguaCaliente())

.setAguaCorriente(datosEdificioAuxiliar.getAguaCaliente())

.setAntiguedad(datosEdificioAuxiliar.getAntiguedad())

.setBaños(datosEdificioAuxiliar.getBaños())

.setCloacas(datosEdificioAuxiliar.getCloacas())

.setDormitorios(datosEdificioAuxiliar.getDormitorios())

.setGaraje(datosEdificioAuxiliar.getGaraje())

.setGasNatural(datosEdificioAuxiliar.getGasNatural())

.setLavadero(datosEdificioAuxiliar.getLavadero())

.setPatio(datosEdificioAuxiliar.getPatio())

.setPavimento(datosEdificioAuxiliar.getPavimento())

.setPiscina(datosEdificioAuxiliar.getPiscina())

.setPropiedadHorizontal(datosEdificioAuxiliar.getPropiedadHorizontal())

.setSuperficie(datosEdificioAuxiliar.getSuperficie())

.setTelefono(datosEdificioAuxiliar.getTelefono())

.setDatosEdificio(datosEdificioAuxiliar)

.setHistorialInmueble(historialInmuebleAuxiliar);

historialInmuebleAuxiliar

.setDireccion(inmuebleAuxiliar.getDireccion())

.setEstado(inmuebleAuxiliar.getEstado())

.setFechaCarga(inmuebleAuxiliar.getFechaCarga())

.setFechaYHoraCambio(**new** Date())

.setFondo(inmuebleAuxiliar.getFondo())

.setFrente(inmuebleAuxiliar.getFrente())

.setObservaciones(inmuebleAuxiliar.getObservaciones())

.setOrientacion(inmuebleAuxiliar.getOrientacion())

.setPrecio(inmuebleAuxiliar.getPrecio())

.setPropietario(inmuebleAuxiliar.getPropietario())

.setSuperficie(inmuebleAuxiliar.getSuperficie())

.setTipo(inmuebleAuxiliar.getTipo())

.setInmueble(inmuebleAuxiliar)

.setHistorialDatosEdificio(historialDatosEdificioAuxiliar)

.getFotos().addAll(inmuebleAuxiliar.getFotos());

persistidorHistorial.guardarHistorialInmueble(historialInmuebleAuxiliar);

persistidorInmueble.modificarInmueble(inmueble);

}

**return** **new** ResultadoModificarInmueble(errores.toArray(**new** ErrorModificarInmueble[0]));

}

/\*\*

\* Método auxiliar que encapsula la validación de los atributos del inmueble a modificar

\*

\* **@param** inmueble

\* inmueble a validar

\* **@param** errores

\* lista de errores encontrados

\*/

**private** **void** validarInmuebleModificar(Inmueble inmueble, ArrayList<ErrorModificarInmueble> errores)

**throws** PersistenciaException {

**if**(inmueble.getFechaCarga() == **null**){

errores.add(ErrorModificarInmueble.***Fecha\_Vacia***);

}

**if**(inmueble.getPropietario() != **null**){

Propietario propietario = gestorPropietario.obtenerPropietario(**new** FiltroPropietario(inmueble.getPropietario().getTipoDocumento().getTipo(), inmueble.getPropietario().getNumeroDocumento()));

**if**(propietario == **null**){

errores.add(ErrorModificarInmueble.***Propietario\_Inexistente***);

}

}

**else**{

errores.add(ErrorModificarInmueble.***Propietario\_Vacio***);

}

**if**(inmueble.getPrecio() == **null**){

errores.add(ErrorModificarInmueble.***Precio\_Vacio***);

}

**if**(!validador.validarDoublePositivo(inmueble.getPrecio())){

errores.add(ErrorModificarInmueble.***Precio\_Incorrecto***);

}

**if**(inmueble.getFondo() != **null** && !validador.validarDoublePositivo(inmueble.getFondo())){

errores.add(ErrorModificarInmueble.***Fondo\_Incorrecto***);

}

**if**(inmueble.getFrente() != **null** && !validador.validarDoublePositivo(inmueble.getFrente())){

errores.add(ErrorModificarInmueble.***Frente\_Incorrecto***);

}

**if**(inmueble.getSuperficie() != **null** && !validador.validarDoublePositivo(inmueble.getSuperficie())){

errores.add(ErrorModificarInmueble.***Superficie\_Incorrecta***);

}

**if**(inmueble.getTipo() == **null**){

errores.add(ErrorModificarInmueble.***Tipo\_Vacio***);

}

**if**(!validador.validarDireccion(inmueble.getDireccion())){

errores.add(ErrorModificarInmueble.***Formato\_Direccion\_Incorrecto***);

}

**if**(!validarDatosEdificio(inmueble.getDatosEdificio())){

errores.add(ErrorModificarInmueble.***Datos\_Edificio\_Incorrectos***);

}

}

/\*\*

\* Se encarga de validar que exista el inmueble a eliminar, se setea el estado en BAJA y,

\* en caso de que no haya errores, delegar el guardado del objeto a la capa de acceso a datos.

\*

\* **@param** inmueble

\* inmueble a eliminar

\* **@return** un resultado informando errores correspondientes en caso de que los haya

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\*/

**public** ResultadoEliminarInmueble eliminarInmueble(Inmueble inmueble) **throws** PersistenciaException {

ArrayList<Estado> estados = gestorDatos.obtenerEstados();

**for**(Estado e: estados){

**if**(e.getEstado().equals(EstadoStr.***BAJA***)){

inmueble.setEstado(e);

}

}

persistidorInmueble.modificarInmueble(inmueble);

**return** **new** ResultadoEliminarInmueble();

}

/\*\*

\* Obtiene el listado de inmuebles solicitándola a la capa de acceso a datos

\*

\* **@return** el listado de inmuebles solicitados

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\*/

**public** ArrayList<Inmueble> obtenerInmuebles() **throws** PersistenciaException {

**return** persistidorInmueble.listarInmuebles();

}

/\*\*

\* Método auxiliar que encapsula la validación de los atributos del edificio

\*

\* **@param** datosEdificio

\* datos del edificio a validar

\*

\* **@return** True si los datos son correctos

\* False si no son correctos

\*/

**protected** Boolean validarDatosEdificio(DatosEdificio datosEdificio) {

**if**(datosEdificio == **null**){

**return** **false**;

}

**if**(datosEdificio.getAguaCaliente() == **null**){

**return** **false**;

}

**if**(datosEdificio.getAguaCorriente() == **null**){

**return** **false**;

}

**if**(datosEdificio.getCloacas() == **null**){

**return** **false**;

}

**if**(datosEdificio.getGaraje() == **null**){

**return** **false**;

}

**if**(datosEdificio.getGasNatural() == **null**){

**return** **false**;

}

**if**(datosEdificio.getLavadero() == **null**){

**return** **false**;

}

**if**(datosEdificio.getPatio() == **null**){

**return** **false**;

}

**if**(datosEdificio.getPavimento() == **null**){

**return** **false**;

}

**if**(datosEdificio.getPiscina() == **null**){

**return** **false**;

}

**if**(datosEdificio.getPropiedadHorizontal() == **null**){

**return** **false**;

}

**if**(datosEdificio.getTelefono() == **null**){

**return** **false**;

}

**if**(datosEdificio.getAntiguedad() != **null** && !validador.validarEnteroPositivo(datosEdificio.getAntiguedad())){

**return** **false**;

}

**if**(datosEdificio.getBaños() != **null** && !validador.validarEnteroPositivo(datosEdificio.getBaños())){

**return** **false**;

}

**if**(datosEdificio.getDormitorios() != **null** && !validador.validarEnteroPositivo(datosEdificio.getDormitorios())){

**return** **false**;

}

**if**(datosEdificio.getSuperficie() != **null** && !validador.validarDoublePositivo(datosEdificio.getSuperficie())){

**return** **false**;

}

**return** **true**;

}

Prueba de unidad del archivo GetorInmueble.java

//Casos de prueba

//inmueble, resultado, validadorMock, propietario, excepcion

/\* 0 \*/ **new** Object[] { inmuebleCorrecto, **new** ResultadoCrearInmueble(), validadorCorrecto, propietario, **null** }, //inmueble correcto

/\* 1 \*/ **new** Object[] { inmuebleSinFecha, **new** ResultadoCrearInmueble(ErrorCrearInmueble.***Fecha\_Vacia***), validadorCorrecto, propietario, **null** }, //inmueble sin fecha de carga

/\* 2 \*/ **new** Object[] { inmuebleSinPropietario, **new** ResultadoCrearInmueble(ErrorCrearInmueble.***Propietario\_Vacio***), validadorCorrecto, propietario, **null** }, //inmueble sin propietario

/\* 3 \*/ **new** Object[] { inmuebleSinTipo, **new** ResultadoCrearInmueble(ErrorCrearInmueble.***Tipo\_Vacio***), validadorCorrecto, propietario, **null** }, //inmueble sin TipoInmueble

/\* 4 \*/ **new** Object[] { inmuebleSinPrecio, **new** ResultadoCrearInmueble(ErrorCrearInmueble.***Precio\_Vacio***), validadorCorrecto, propietario, **null** }, //inmueble sin precio

/\* 5 \*/ **new** Object[] { inmuebleCorrecto, **new** ResultadoCrearInmueble(ErrorCrearInmueble.***Formato\_Direccion\_Incorrecto***), validadorFormatoDireccionIncorrecto, propietario, **null** }, //inmueble con formato de direccion incorrecta

/\* 6 \*/ **new** Object[] { inmueblePrecioIncorrecto, **new** ResultadoCrearInmueble(ErrorCrearInmueble.***Precio\_Incorrecto***), validadorDoubleIncorrecto, propietario, **null** }, //inmueble con formato de precio incorrecto

/\* 7 \*/ **new** Object[] { inmuebleFrenteIncorrecto, **new** ResultadoCrearInmueble(ErrorCrearInmueble.***Frente\_Incorrecto***), validadorDoubleIncorrecto, propietario, **null** }, //inmueble con formato de frente incorrecto

/\* 8 \*/ **new** Object[] { inmuebleFondoIncorrecto, **new** ResultadoCrearInmueble(ErrorCrearInmueble.***Fondo\_Incorrecto***), validadorDoubleIncorrecto, propietario, **null** }, //inmueble con formato de fondo incorrecto

/\* 9 \*/ **new** Object[] { inmuebleSuperficieIncorrecta, **new** ResultadoCrearInmueble(ErrorCrearInmueble.***Superficie\_Incorrecta***), validadorDoubleIncorrecto, propietario, **null** }, //inmueble con formato de superficie incorrecto

/\* 10 \*/ **new** Object[] { inmuebleDatosEdificioIncorrectos, **new** ResultadoCrearInmueble(ErrorCrearInmueble.***Datos\_Edificio\_Incorrectos***), validadorCorrecto, propietario, **null** }, //inmueble con datosEdificio Incorrectos

/\* 11 \*/ **new** Object[] { inmuebleCorrecto, **new** ResultadoCrearInmueble(ErrorCrearInmueble.***Propietario\_Inexistente***), validadorCorrecto, **null**, **null** }, //propietario del inmueble no está persistido

/\* 12 \*/ **new** Object[] { inmuebleCorrecto, **null**, validadorCorrecto, **null**, **new** ObjNotFoundException("", **new** Exception()) }, //el persistidor tira una PersistenciaException

/\* 13 \*/ **new** Object[] { inmuebleCorrecto, **null**, validadorCorrecto, **null**, **new** Exception() } //el persistidor tira una excepción inesperada

/\*\*

\* Prueba el método crearInmueble(), el cual corresponde con la taskcard 14 de la iteración 1 y a la historia 3

\*

\* **@param** inmueble

\* inmueble a crear

\* **@param** resultado

\* resultado que se espera que devuelva el gestor

\* **@param** validadorMock

\* clase vacía que utiliza el gestor para validar

\* **@param** propietario

\* propietario "en la base de datos" a comparar con el propietario del inmueble a guardar para verificar que exista en la base de datos

\* **@param** excepcion

\* es la excepcion que debe lanzar el mock del persistidor, si la prueba involucra procesar una excepcion de dicho persistidor, debe ser nulo propietario para que se use

\* **@throws** Exception

\*/

**public** **void** testCrearInmueble(Inmueble inmueble, ResultadoCrearInmueble resultado, ValidadorFormato validadorMock, Propietario propietario, Throwable excepcion) **throws** Exception {

GestorDatos gestorDatosMock = **new** GestorDatos() {

@Override

**public** ArrayList<Estado> obtenerEstados() **throws** PersistenciaException {

**return** **new** ArrayList<>();

}

@Override

**public** ArrayList<EstadoInmueble> obtenerEstadosInmueble() **throws** PersistenciaException {

**return** **new** ArrayList<>();

}

};

GestorPropietario gestorPropietarioMock = **new** GestorPropietario() {

@Override

**public** Propietario obtenerPropietario(FiltroPropietario filtro) **throws** PersistenciaException {

**if**(propietario != **null**){

**return** propietario;

}

**if**(excepcion == **null**){

**return** **null**;

}

**if**(excepcion **instanceof** PersistenciaException){

**throw** (PersistenciaException) excepcion;

}

**new** Integer("asd");

**return** **null**;

}

};

InmuebleService persistidorInmuebleMock = **new** InmuebleService() {

@Override

**public** Inmueble obtenerInmueble(Integer id) **throws** PersistenciaException {

**return** **null**;

}

@Override

**public** **void** modificarInmueble(Inmueble inmueble) **throws** PersistenciaException {

}

@Override

**public** ArrayList<Inmueble> listarInmuebles() **throws** PersistenciaException {

**return** **null**;

}

@Override

**public** **void** guardarInmueble(Inmueble inmueble) **throws** PersistenciaException {

}

@Override

**public** ArrayList<Inmueble> listarInmuebles(FiltroInmueble filtro) **throws** PersistenciaException {

**return** **null**;

}

};

GestorInmueble gestorInmueble = **new** GestorInmueble() {

{

**this**.gestorPropietario = gestorPropietarioMock;

**this**.persistidorInmueble = persistidorInmuebleMock;

**this**.gestorDatos = gestorDatosMock;

**this**.validador = validadorMock;

}

};

//creamos la prueba

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

**if**(resultado != **null**){

*assertEquals*(resultado, gestorInmueble.crearInmueble(inmueble));

}

**else**{

**try**{

gestorInmueble.crearInmueble(inmueble);

Assert.*fail*("Debería haber fallado!");

} **catch**(PersistenciaException e){

Assert.*assertEquals*((excepcion), e);

} **catch**(Exception e){

**if**(excepcion **instanceof** PersistenciaException){

Assert.*fail*("Debería haber tirado una PersistenciaException y tiro otra Exception!");

}

}

}

}

};

//Ejecutamos la prueba

**try**{

test.evaluate();

} **catch**(Throwable e){

**throw** **new** Exception(e);

}

}

//Casos de prueba

// inmueble, resultadoValidarFondo, resultadoValidarFrente, resultadoValidarSuperficie, resultadoValidarDireccion, resultadoValidarDatosEdificio, resultadoValidarPrecio, retornaInmueble, retornaPropietario, resultado, excepcion

/\* 0 \*/ **new** Object[] { inmuebleCorrecto, **true**, **true**, **true**, **true**, **true**, **true**, **true**, **true**, ***resultadoModificarCorrecto***, **null** }, //inmueble correcto

/\* 1 \*/ **new** Object[] { inmuebleSinFecha, **true**, **true**, **true**, **true**, **true**, **true**, **true**, **true**, ***resultadoModificarFecha\_Vacia***, **null** }, //inmueble sin fecha de carga

/\* 2 \*/ **new** Object[] { inmuebleSinPropietario, **true**, **true**, **true**, **true**, **true**, **true**, **true**, **true**, ***resultadoModificarPropietario\_Vacio***, **null** }, //inmueble sin propietario

/\* 3 \*/ **new** Object[] { inmuebleSinTipo, **true**, **true**, **true**, **true**, **true**, **true**, **true**, **true**, ***resultadoModificarTipo\_Vacio***, **null** }, //inmueble sin TipoInmueble

/\* 4 \*/ **new** Object[] { inmuebleSinPrecio, **true**, **true**, **true**, **true**, **true**, **true**, **true**, **true**, ***resultadoModificarPrecio\_Vacio***, **null** }, //inmueble sin precio

/\* 5 \*/ **new** Object[] { inmuebleFondoIncorrecto, **false**, **true**, **true**, **true**, **true**, **true**, **true**, **true**, ***resultadoModificarFondo\_Incorrecto***, **null** }, //inmueble con formato de fondo incorrecto

/\* 6 \*/ **new** Object[] { inmuebleFrenteIncorrecto, **true**, **false**, **true**, **true**, **true**, **true**, **true**, **true**, ***resultadoModificarFrente\_Incorrecto***, **null** }, //inmueble con formato de frente incorrecto

/\* 7 \*/ **new** Object[] { inmuebleSuperficieIncorrecta, **true**, **true**, **false**, **true**, **true**, **true**, **true**, **true**, ***resultadoModificarSuperficie\_Incorrecta***, **null** }, //inmueble con formato de superficie incorrecto

/\* 8 \*/ **new** Object[] { inmuebleCorrecto, **true**, **true**, **true**, **false**, **true**, **true**, **true**, **true**, ***resultadoModificarFormato\_Direccion\_Incorrecto***, **null** }, //inmueble con formato de direccion incorrecta

/\* 9 \*/ **new** Object[] { inmuebleDatosEdificioIncorrectos, **true**, **true**, **true**, **true**, **false**, **true**, **true**, **true**, ***resultadoModificarDatos\_Edificio\_Incorrectos***, **null** }, //inmueble con datosEdificio Incorrectos

/\* 10 \*/ **new** Object[] { inmuebleCorrecto, **true**, **true**, **true**, **true**, **true**, **false**, **true**, **true**, ***resultadoModificarPrecio\_Incorrecto***, **null** }, //inmueble con formato de precio incorrecto

/\* 11 \*/ **new** Object[] { inmuebleCorrecto, **true**, **true**, **true**, **true**, **true**, **true**, **true**, **false**, ***resultadoModificarPropietario\_Inexistente***, **null** }, //propietario del inmueble no está persistido

/\* 12 \*/ **new** Object[] { inmuebleCorrecto, **true**, **true**, **true**, **true**, **true**, **true**, **false**, **true**, ***resultadoModificarInmueble\_Inexistente***, **null** }, //Inmueble no está persistido

/\* 13 \*/ **new** Object[] { inmuebleCorrecto, **true**, **true**, **true**, **true**, **true**, **true**, **true**, **true**, **null**, **new** ObjNotFoundException("", **new** Exception()) }, //el persistidor tira una PersistenciaException

/\* 14 \*/ **new** Object[] { inmuebleCorrecto, **true**, **true**, **true**, **true**, **true**, **true**, **true**, **true**, **null**, **new** SaveUpdateException(**new** Exception()) }, //el persistidor tira una SaveUpdateException

/\*\*

\* Prueba el método modificarInmueble(), el cual corresponde con la taskcard 14 de la iteración 1 y a la historia 3

\*

\* **@param** inmueble

\* inmueble a modificar

\* **@param** resultadoValidarFondo

\* resultado devuelto por el mock validador al validar el fondo del inmueble

\* **@param** resultadoValidarFrente

\* resultado devuelto por el mock validador al validar el frente del inmueble

\* **@param** resultadoValidarSuperficie

\* resultado devuelto por el mock validador al validar la superficie del inmueble

\* **@param** resultadoValidarDireccion

\* resultado devuelto por el mock validador al validar la dirección del inmueble

\* **@param** resultadoValidarDatosEdificioEsperado

\* resultado devuelto por el mock validador al validar el fondo del inmueble

\* **@param** resultadoValidarPrecio

\* resultado devuelto por el mock validador al validar el precio del inmueble

\* **@param** retornaInmueble

\* indica si el persistidor devuelve un inmueble

\* **@param** retornaPropietario

\* indica si el persistidor devuelve un propietario

\* **@param** resultadoEsperado

\* resultado que se espera que devuelva el gestor

\* **@param** propietario

\* propietario "en la base de datos" a comparar con el propietario del inmueble a guardar para verificar que exista en la base de datos

\* **@param** excepcion

\* es la excepcion que debe lanzar el mock del persistidor, si la prueba involucra procesar una excepcion de dicho persistidor, debe ser nulo propietario para que se use

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testModificarInmueble(Inmueble inmueble, Boolean resultadoValidarFondo, Boolean resultadoValidarFrente, Boolean resultadoValidarSuperficie, Boolean resultadoValidarDireccion, Boolean resultadoValidarDatosEdificioEsperado, Boolean resultadoValidarPrecio, Boolean retornaInmueble, Boolean retornaPropietario, ResultadoModificarInmueble resultadoEsperado, Throwable excepcion) **throws** Exception {

GestorPropietario gestorPropietarioMock = Mockito.*mock*(GestorPropietario.**class**);

InmuebleService persistidorInmuebleMock = Mockito.*mock*(InmuebleService.**class**);

HistorialService persistidorHistorialMock = Mockito.*mock*(HistorialService.**class**);

ValidadorFormato validadorFormatoMock = Mockito.*mock*(ValidadorFormato.**class**);

Mockito.*when*(validadorFormatoMock.validarDoublePositivo(inmueble.getFondo())).thenReturn(resultadoValidarFondo);

Mockito.*when*(validadorFormatoMock.validarDoublePositivo(inmueble.getFrente())).thenReturn(resultadoValidarFrente);

Mockito.*when*(validadorFormatoMock.validarDoublePositivo(inmueble.getSuperficie())).thenReturn(resultadoValidarSuperficie);

Mockito.*when*(validadorFormatoMock.validarDireccion(inmueble.getDireccion())).thenReturn(resultadoValidarDireccion);

Mockito.*when*(validadorFormatoMock.validarDoublePositivo(inmueble.getPrecio())).thenReturn(resultadoValidarPrecio);

**if**(retornaPropietario){

Mockito.*when*(gestorPropietarioMock.obtenerPropietario(*any*())).thenReturn(inmueble.getPropietario());

}

**else**{

Mockito.*when*(gestorPropietarioMock.obtenerPropietario(*any*())).thenReturn(**null**);

}

**if**(retornaInmueble){

Mockito.*when*(persistidorInmuebleMock.obtenerInmueble(inmueble.getId())).thenReturn(inmueble);

}

**else**{

Mockito.*when*(persistidorInmuebleMock.obtenerInmueble(inmueble.getId())).thenReturn(**null**);

}

**if**(excepcion != **null**){

Mockito.*doThrow*(excepcion).when(persistidorInmuebleMock).modificarInmueble(inmueble);

}

GestorInmueble gestorInmueble = **new** GestorInmueble() {

{

**this**.validador = validadorFormatoMock;

**this**.gestorPropietario = gestorPropietarioMock;

**this**.persistidorInmueble = persistidorInmuebleMock;

**this**.persistidorHistorial = persistidorHistorialMock;

}

};

//creamos la prueba

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

**if**(excepcion == **null**){

*assertEquals*(resultadoEsperado, gestorInmueble.modificarInmueble(inmueble));

*assertEquals*(resultadoValidarDatosEdificioEsperado, gestorInmueble.validarDatosEdificio(inmueble.getDatosEdificio()));

**if**(!resultadoEsperado.hayErrores()){

Mockito.*verify*(persistidorInmuebleMock).modificarInmueble(*any*());

Mockito.*verify*(persistidorHistorialMock).guardarHistorialInmueble(*any*());

}

}

**else**{

**try**{

gestorInmueble.modificarInmueble(inmueble);

Assert.*fail*("Debería haber fallado!");

} **catch**(PersistenciaException e){

Assert.*assertEquals*((excepcion), e);

} **catch**(Exception e){

**if**(excepcion **instanceof** PersistenciaException){

Assert.*fail*("Debería haber tirado una PersistenciaException y tiro otra Exception!");

}

}

}

}

};

//Ejecutamos la prueba

**try**{

test.evaluate();

} **catch**(Throwable e){

**throw** **new** Exception(e);

}

}

### Taskcard 15 Persistidor inmueble

Código del archivo InmuebleServiceImpl.java

/\*

\* Método para guardar en la base de datos un inmueble

\*/

@Override

@Transactional(rollbackFor = PersistenciaException.**class**)

**public** **void** guardarInmueble(Inmueble inmueble) **throws** PersistenciaException {

Session session = getSessionFactory().getCurrentSession();

**try**{

session.save(inmueble);

} **catch**(Exception e){

**throw** **new** SaveUpdateException(e);

}

}

/\*

\* Método para modificar en la base de datos un inmueble

\*/

@Override

@Transactional(rollbackFor = PersistenciaException.**class**)

**public** **void** modificarInmueble(Inmueble inmueble) **throws** PersistenciaException {

Session session = getSessionFactory().getCurrentSession();

**try**{

session.update(inmueble);

} **catch**(Exception e){

**throw** **new** SaveUpdateException(e);

}

}

/\*

\* Método para listar todos los inmuebles en la base de datos con estado ALTA

\*/

@Override

@Transactional(readOnly = **true**, rollbackFor = PersistenciaException.**class**)

**public** ArrayList<Inmueble> listarInmuebles() **throws** PersistenciaException {

ArrayList<Inmueble> inmuebles = **new** ArrayList<>();

Session session = getSessionFactory().getCurrentSession();

**try**{

//named query ubicada en entidad inmueble

**for**(Object o: session.getNamedQuery("obtenerInmuebles").list()){

**if**(o **instanceof** Inmueble){

inmuebles.add((Inmueble) o);

}

}

} **catch**(Exception e){

**throw** **new** ConsultaException(e);

}

**return** inmuebles;

}

/\*

\* Método para obtener un inmueble de la base de datos según el id

\*/

@Override

@Transactional(rollbackFor = PersistenciaException.**class**)

**public** Inmueble obtenerInmueble(Integer id) **throws** PersistenciaException {

Inmueble inmueble = **null**;

Session session = getSessionFactory().getCurrentSession();

**try**{

inmueble = session.get(Inmueble.**class**, id);

} **catch**(EntityNotFoundException e){

**throw** **new** ObjNotFoundException("obtener", e);

} **catch**(Exception e){

**throw** **new** ConsultaException(e);

}

**return** inmueble;

}

### Taskcard 16 Entidad cliente

Código del archivo Cliente.java

@NamedQueries(value = { @NamedQuery(name = "obtenerClientes", query = "SELECT c FROM Cliente c WHERE c.estado.estado = 'ALTA'"), @NamedQuery(name = "obtenerCliente", query = "SELECT c FROM Cliente c WHERE c.numeroDocumento = :documento AND c.tipoDocumento.tipo = :tipoDocumento") })

@Entity

@Table(name = "cliente", uniqueConstraints = @UniqueConstraint(name = "cliente\_numerodocumento\_idtipodocumento\_uk", columnNames = { "numerodocumento", "idtipodocumento" }))

/\*\*

\* Entidad que modela un cliente

\* Pertenece a la taskcard 16 de la iteración 1 y a la historia 6

\*

\* Modificada en TaskCard 27 de la iteración 2

\*

\*/

**public** **class** Cliente {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

@Column(name = "id")

**protected** Integer id; //ID

@Column(name = "nombre", length = 100, nullable = **true**)

**private** String nombre;

@Column(name = "apellido", length = 100, nullable = **true**)

**private** String apellido;

@Column(name = "numerodocumento", length = 30, nullable = **true**)

**private** String numeroDocumento;

@Column(name = "telefono", length = 30)

**private** String telefono;

//Relaciones

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idtipodocumento", referencedColumnName = "id", foreignKey = @ForeignKey(name = "cliente\_idtipodocumento\_fk"), nullable = **true**)

**private** TipoDocumento tipoDocumento;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idestado", referencedColumnName = "id", foreignKey = @ForeignKey(name = "cliente\_idestado\_fk"), nullable = **false**)

**private** Estado estado;

@OneToOne(mappedBy = "cliente", cascade = CascadeType.***ALL***, orphanRemoval = **true**, optional = **false**)

**private** InmuebleBuscado inmuebleBuscado;

//getters, setters, constructores y otros métodos

(…)

Código del archivo InmuebleBuscado.java

@Entity

@Table(name = "inmueble\_buscado")

/\*

\* Entidad que modela la busqueda de un inmueble, según las características que posee.

\* Pertenece a la taskcard 12 de la iteración 1 y a la historia de usuario 3

\*/

**public** **class** InmuebleBuscado **implements** Serializable {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

@Column(name = "id")

**private** Integer id; //ID

@OneToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idcliente", referencedColumnName = "id", foreignKey = @ForeignKey(name = "inmueble\_buscado\_idcliente\_fk"), nullable = **false**)

**private** Cliente cliente;

@Column(name = "precio\_max")

**private** Double precioMax;

@Column(name = "superficie\_min")

**private** Double superficieMin; // en metros cuadrados

@Column(name = "antiguedad\_max")

**private** Integer antiguedadMax; // en años

@Column(name = "dormitorios\_min")

**private** Integer dormitoriosMin;

@Column(name = "baños\_min")

**private** Integer bañosMin;

@Column(name = "garaje")

**private** Boolean garaje;

@Column(name = "patio")

**private** Boolean patio;

@Column(name = "piscina")

**private** Boolean piscina;

@Column(name = "propiedad\_horizonal")

**private** Boolean propiedadHorizontal;

@Column(name = "agua\_corriente")

**private** Boolean aguaCorriente;

@Column(name = "cloacas")

**private** Boolean cloacas;

@Column(name = "gas\_natural")

**private** Boolean gasNatural;

@Column(name = "agua\_caliente")

**private** Boolean aguaCaliente;

@Column(name = "lavadero")

**private** Boolean lavadero;

@Column(name = "pavimento")

**private** Boolean pavimento;

@Column(name = "telefono")

**private** Boolean telefono;

//Relaciones

@ManyToMany(fetch = FetchType.***LAZY***)

@JoinTable(name = "inmueble\_buscado\_localidad", joinColumns = @JoinColumn(name = "idlocalidad"), foreignKey = @ForeignKey(name = "inmueble\_buscado\_localidad\_idlocalidadfk"), inverseJoinColumns = @JoinColumn(name = "idinmueblebuscado"), inverseForeignKey = @ForeignKey(name = "inmueble\_buscado\_inmueble\_idinmueblefk"))

**private** Set<Localidad> localidades;

@ManyToMany(fetch = FetchType.***LAZY***)

@JoinTable(name = "inmueble\_buscado\_barrio", joinColumns = @JoinColumn(name = "idbarrio"), foreignKey = @ForeignKey(name = "inmueble\_buscado\_barrio\_idbarriofk"), inverseJoinColumns = @JoinColumn(name = "idinmueblebuscado"), inverseForeignKey = @ForeignKey(name = "inmueble\_buscado\_barrio\_idinmueblefk"))

**private** Set<Barrio> barrios;

@ManyToMany(fetch = FetchType.***LAZY***)

@JoinTable(name = "inmueble\_buscado\_tipo\_inmueble", joinColumns = @JoinColumn(name = "idtipoinmueble"), foreignKey = @ForeignKey(name = "inmueble\_buscado\_tipo\_idtipofk"), inverseJoinColumns = @JoinColumn(name = "idinmueblebuscado"), inverseForeignKey = @ForeignKey(name = "inmueble\_buscado\_inmueble\_idinmueblefk"))

**private** Set<TipoInmueble> tiposInmueblesBuscados;

//getters, setters, constructores y otros métodos

(…)

### Taskcard 17 Vista alta, modificar y baja cliente

Código del alta en AltaClienteControllerTest.java

/\*\*

\* Acción que se ejecuta al apretar el botón aceptar.

\*

\* Valida que se hayan insertado datos, los carga al cliente y deriva la operación a capa lógica.

\* Si la capa lógica retorna errores, se muestran al usuario.

\*/

@FXML

**public** **void** acceptAction() {

StringBuilder error = **new** StringBuilder("");

//obtengo datos introducidos por el usuario

String nombre = textFieldNombre.getText().trim();

String apellido = textFieldApellido.getText().trim();

String numeroDocumento = textFieldNumeroDocumento.getText().trim();

String telefono = textFieldTelefono.getText().trim();

String correo = textFieldCorreo.getText().trim();

TipoDocumento tipoDoc = comboBoxTipoDocumento.getValue();

//verifico que no estén vacíos

**if**(nombre.isEmpty()){

error.append("Inserte un nombre").append("\n");

}

**if**(apellido.isEmpty()){

error.append("Inserte un apellido").append("\n");

}

**if**(tipoDoc == **null**){

error.append("Elija un tipo de documento").append("\n");

}

**if**(numeroDocumento.isEmpty()){

error.append("Inserte un numero de documento").append("\n");

}

**if**(telefono.isEmpty()){

error.append("Inserte un telefono").append("\n");

}

**if**(correo.isEmpty()){

error.append("Inserte una dirección de correo electrónico").append("\n");

}

**if**(cliente.getInmuebleBuscado() == **null**){

error.append("Debe cargar un inmueble buscado al cliente").append("\n");

}

**if**(!error.toString().isEmpty()){ //si hay algún error lo muestro al usuario

presentador.presentarError("Revise sus campos", error.toString(), stage);

}

**else**{

//Si no hay errores se crean las entidades con los datos introducidos

cliente.setNombre(nombre)

.setApellido(apellido)

.setTipoDocumento(tipoDoc)

.setNumeroDocumento(numeroDocumento)

.setTelefono(telefono)

.setCorreo(correo);

**try**{

//relevo la operación a capa lógica

ResultadoCrearCliente resultado = coordinador.crearCliente(cliente);

**if**(resultado.hayErrores()){

// si hay algún error se muestra al usuario

StringBuilder stringErrores = **new** StringBuilder();

**for**(ErrorCrearCliente err: resultado.getErrores()){

**switch**(err) {

**case** ***Formato\_Nombre\_Incorrecto***:

stringErrores.append("Formato de nombre incorrecto.\n");

**break**;

**case** ***Formato\_Apellido\_Incorrecto***:

stringErrores.append("Formato de apellido incorrecto.\n");

**break**;

**case** ***Formato\_Telefono\_Incorrecto***:

stringErrores.append("Formato de teléfono incorrecto.\n");

**break**;

**case** ***Formato\_Correo\_Incorrecto***:

stringErrores.append("Formato de correo electrónico incorrecto.\n");

**break**;

**case** ***Formato\_Documento\_Incorrecto***:

stringErrores.append("Tipo y formato de documento incorrecto.\n");

**break**;

**case** ***Ya\_Existe\_Cliente***:

stringErrores.append("Ya existe un cliente con ese tipo y número de documento.\n");

**break**;

}

}

presentador.presentarError("Revise sus campos", stringErrores.toString(), stage);

}

**else**{

//si no hay errores se muestra notificación y se vuelve a la pantalla de listar clientes

presentador.presentarToast("Se ha creado el cliente con éxito", stage);

cambiarmeAScene(AdministrarClienteController.***URLVista***);

}

} **catch**(GestionException e){ //excepción originada en gestor

**if**(e.getClass().equals(EntidadExistenteConEstadoBajaException.**class**)){

//el cliente existe pero fué dado de baja

VentanaConfirmacion ventana = presentador.presentarConfirmacion("El cliente ya existe", "El cliente ya existía anteriormente pero fué dado de baja.\n ¿Desea volver a darle de alta?", stage);

**if**(ventana.acepta()){

//usuario acepta volver a darle de alta. Se pasa a la pantalla de modificar cliente

ModificarClienteController controlador = (ModificarClienteController) cambiarmeAScene(ModificarClienteController.***URLVista***);

controlador.setClienteEnModificacion(cliente);

}

}

} **catch**(PersistenciaException e){//excepción originada en la capa de persistencia

presentador.presentarExcepcion(e, stage);

}

}

}

/\*\*

\* Acción que se ejecuta al presionar el botón cargar inmueble.

\* Se pasa a la pantalla de inmueble buscado

\*/

@FXML

**private** **void** cargarInmueble() {

//se guardan en el cliente los datos introducidos por el usuario

cliente.setNombre(textFieldNombre.getText().trim())

.setApellido(textFieldApellido.getText().trim())

.setTipoDocumento(comboBoxTipoDocumento.getValue())

.setNumeroDocumento(textFieldNumeroDocumento.getText().trim())

.setTelefono(textFieldTelefono.getText().trim())

.setCorreo(textFieldCorreo.getText().trim());

//se pasa a la pantalla de cargar inmueble

InmuebleBuscadoController controlador = (InmuebleBuscadoController) cambiarmeAScene(InmuebleBuscadoController.***URLVista***);

controlador.setCliente(cliente);

}

Código del test del alta en AltaClienteControllerTest.java

**protected** Object[] parametersForTestCrearCliente() {

TipoDocumento doc = **new** TipoDocumento(TipoDocumentoStr.***DNI***);

InmuebleBuscado inm = **new** InmuebleBuscado(**null**, 1000000.00, 10.0, 10, 1, 1, **true**, **true**, **false**, **false**, **true**, **true**, **true**, **true**, **true**, **true**, **false**);

**return** **new** Object[] {

//nombre,apellido,tipoDocumento,numeroDocumento,telefono,correo,inmueble,resultadoCrearClienteEsperado,llamaAPresentadorVentanasPresentarError,llamaAPresentadorVentanasPresentarExcepcion,llamaACrearCliente,excepcion,aceptarVentanaConfirmacion,llamaACambiarScene

//prueba correcta

/\*0\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoCorrecto***, 0, 0, 1, **null**, **true**, 0 },

//prueba nombre incorrecto

/\*1\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoCrearNombreIncorrecto***, 1, 0, 1, **null**, **true**, 0 },

//prueba apellido incorrecto

/\*2\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoCrearApellidoIncorrecto***, 1, 0, 1, **null**, **true**, 0 },

//prueba documento incorrecto

/\*3\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoCrearDocumentoIncorrecto***, 1, 0, 1, **null**, **true**, 0 },

//prueba teléfono incorrecto

/\*4\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoCrearTelefonoIncorrecto***, 1, 0, 1, **null**, **true**, 0 },

//prueba correo incorrecto

/\*5\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoCrearCorreoIncorrecto***, 1, 0, 1, **null**, **true**, 0 },

//prueba ya existe cliente

/\*6\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoCrearYaExiste***, 1, 0, 1, **null**, **true**, 0 },

//prueba ya existe cliente

/\*7\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, **new** ResultadoCrearCliente(ErrorCrearCliente.***Formato\_Nombre\_Incorrecto***, ErrorCrearCliente.***Formato\_Apellido\_Incorrecto***), 1, 0, 1, **null**, **true**, 0 },

//prueba nombre vacio

/\*8\*/ **new** Object[] { "", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, **null**, 1, 0, 0, **null**, **true**, 0 },

//prueba cliente Existente y acepta

/\*9\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoCorrecto***, 0, 0, 1, **new** EntidadExistenteConEstadoBajaException(), **true**, 1 },

//prueba cliente Existente y cancela

/\*10\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoCorrecto***, 0, 0, 1, **new** EntidadExistenteConEstadoBajaException(), **false**, 0 },

//prueba PersistenciaException

/\*11\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoCorrecto***, 0, 1, 1, **new** SaveUpdateException(**new** Throwable()), **false**, 0 }

};

}

/\*\*

\* Test para probar crear un cliente cuando el usuario presiona el botón aceptar

\*

\* **@param** nombre

\* nombre que es introducido por el usuario

\* **@param** apellido

\* appellido que es introducido por el usuario

\* **@param** tipoDocumento

\* tipo de documento que es introducido por el usuario

\* **@param** numeroDocumento

\* número de documento que es introducido por el usuario

\* **@param** telefono

\* teléfono que es introducido por el usuario

\* **@param** correo

\* correo que es introducido por el usuario

\* **@param** inmueble

\* inmueble buscado cargado por el usuario en la pantalla de cargar inmueble buscado

\* **@param** resultadoCrearClienteEsperado

\* resultado que retornará el mock de capa lógica

\* **@param** llamaAPresentadorVentanasPresentarError

\* 1 si llama al método presentar error del presentador de ventanas, 0 si no

\* **@param** llamaAPresentadorVentanasPresentarExcepcion

\* 1 si llama al método presentar excepción del presentador de ventanas, 0 si no

\* **@param** llamaACrearCliente

\* 1 si llama al método crear cliente de la capa lógica, 0 si no

\* **@param** excepcion

\* excepción que se simula lanzar desde la capa lógica

\* **@param** aceptarVentanaConfirmacion

\* si el usuario acepta la ventana de confirmación

\* **@param** llamaACambiarScene

\* 1 si llama al método cambiar scene, 0 si no

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testCrearCliente(String nombre,

String apellido,

TipoDocumento tipoDocumento,

String numeroDocumento,

String telefono,

String correo,

InmuebleBuscado inmueble,

ResultadoCrearCliente resultadoCrearClienteEsperado,

Integer llamaAPresentadorVentanasPresentarError,

Integer llamaAPresentadorVentanasPresentarExcepcion,

Integer llamaACrearCliente,

Exception excepcion,

Boolean aceptarVentanaConfirmacion,

Integer llamaACambiarScene) **throws** Throwable {

CoordinadorJavaFX coordinadorMock = Mockito.*mock*(CoordinadorJavaFX.**class**);

PresentadorVentanas presentadorVentanasMock = *mock*(PresentadorVentanas.**class**);

VentanaError ventanaErrorMock = *mock*(VentanaError.**class**);

VentanaErrorExcepcion ventanaErrorExcepcionMock = *mock*(VentanaErrorExcepcion.**class**);

VentanaConfirmacion ventanaConfirmacionMock = *mock*(VentanaConfirmacion.**class**);

ScenographyChanger scenographyChangerMock = *mock*(ScenographyChanger.**class**);

ModificarClienteController modificarClienteControllerMock = *mock*(ModificarClienteController.**class**);

*when*(presentadorVentanasMock.presentarError(*any*(), *any*(), *any*())).thenReturn(ventanaErrorMock);

*when*(presentadorVentanasMock.presentarExcepcion(*any*(), *any*())).thenReturn(ventanaErrorExcepcionMock);

*when*(presentadorVentanasMock.presentarConfirmacion(*any*(), *any*(), *any*())).thenReturn(ventanaConfirmacionMock);

*when*(ventanaConfirmacionMock.acepta()).thenReturn(aceptarVentanaConfirmacion);

*when*(scenographyChangerMock.cambiarScenography(*any*(String.**class**), *any*())).thenReturn(modificarClienteControllerMock);

*doNothing*().when(modificarClienteControllerMock).setClienteEnModificacion(*any*());

*doNothing*().when(presentadorVentanasMock).presentarToast(*any*(), *any*());

*cliente* = **new** Cliente()

.setNombre(nombre)

.setApellido(apellido)

.setTipoDocumento(tipoDocumento)

.setNumeroDocumento(numeroDocumento)

.setInmuebleBuscado(inmueble)

.setTelefono(telefono)

.setCorreo(correo);

inmueble.setCliente(*cliente*);

*when*(coordinadorMock.crearCliente(*cliente*)).thenReturn(resultadoCrearClienteEsperado);

**if**(excepcion != **null**){

*when*(coordinadorMock.crearCliente(*cliente*)).thenThrow(excepcion);

}

ArrayList<TipoDocumento> tipos = **new** ArrayList<>();

tipos.add(tipoDocumento);

Mockito.*when*(coordinadorMock.obtenerTiposDeDocumento()).thenReturn(tipos);

AltaClienteController altaClienteController = **new** AltaClienteController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.presentador = presentadorVentanasMock;

setScenographyChanger(scenographyChangerMock);

**super**.inicializar(location, resources);

}

@Override

**public** **void** acceptAction() {

**this**.textFieldNombre.setText(nombre);

**this**.textFieldApellido.setText(apellido);

**this**.comboBoxTipoDocumento.getSelectionModel().select(tipoDocumento);

**this**.textFieldNumeroDocumento.setText(numeroDocumento);

**this**.textFieldTelefono.setText(telefono);

**this**.textFieldCorreo.setText(correo);

**super**.acceptAction();

}

@Override

**protected** **void** setTitulo(String titulo) {

}

@Override

**public** **void** setCliente(Cliente cliente) {

**if**(cliente != **null**){

**this**.cliente = cliente;

}

**else**{

**this**.cliente = **new** Cliente();

}

}

};

altaClienteController.setCliente(*cliente*);

ControladorTest corredorTestEnJavaFXThread =

**new** ControladorTest(AltaClienteController.***URLVista***, altaClienteController);

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

altaClienteController.acceptAction();

Mockito.*verify*(coordinadorMock).obtenerTiposDeDocumento();

Mockito.*verify*(coordinadorMock, Mockito.*times*(llamaACrearCliente)).crearCliente(Mockito.*any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarError)).presentarError(*eq*("Revise sus campos"), *any*(), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcion)).presentarExcepcion(*eq*(excepcion), *any*());

Mockito.*verify*(scenographyChangerMock, *times*(llamaACambiarScene)).cambiarScenography(ModificarClienteController.***URLVista***, **false**);

Mockito.*verify*(modificarClienteControllerMock, *times*(llamaACambiarScene)).setClienteEnModificacion(*cliente*);

}

};

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

}

Código de modificar en ModificarClienteController.java

/\*\*

\* Acción que se ejecuta al apretar el botón aceptar.

\*

\* Valida que se hayan insertado datos, los carga al cliente y deriva la operación a capa lógica.

\* Si la capa lógica retorna errores, se muestran al usuario.

\*/

@FXML

**protected** **void** acceptAction() {

StringBuilder error = **new** StringBuilder("");

//obtengo datos introducidos por el usuario

String nombre = textFieldNombre.getText().trim();

String apellido = textFieldApellido.getText().trim();

String numeroDocumento = textFieldNumeroDocumento.getText().trim();

String telefono = textFieldTelefono.getText().trim();

String correo = textFieldCorreo.getText().trim();

TipoDocumento tipoDoc = comboBoxTipoDocumento.getValue();

//verifico que no estén vacíos

**if**(nombre.isEmpty()){

error.append("Inserte un nombre").append("\r\n");

}

**if**(apellido.isEmpty()){

error.append("Inserte un apellido").append("\r\n");

}

**if**(tipoDoc == **null**){

error.append("Elija un tipo de documento").append("\r\n");

}

**if**(numeroDocumento.isEmpty()){

error.append("Inserte un numero de documento").append("\r\n");

}

**if**(telefono.isEmpty()){

error.append("Inserte un telefono").append("\r\n");

}

**if**(correo.isEmpty()){

error.append("Inserte una dirección de correo electrónico").append("\n");

}

**if**(!error.toString().isEmpty()){ //si hay algún error lo muestro al usuario

presentador.presentarError("Revise sus campos", error.toString(), stage);

}

**else**{

//Si no hay errores se modifican las entidades con los datos introducidos

clienteEnModificacion.setNombre(nombre)

.setApellido(apellido)

.setTipoDocumento(tipoDoc)

.setNumeroDocumento(numeroDocumento)

.setTelefono(telefono)

.setCorreo(correo);

**try**{

//relevo la operación a capa lógica

ResultadoModificarCliente resultado = coordinador.modificarCliente(clienteEnModificacion);

**if**(resultado.hayErrores()){

// si hay algún error se muestra al usuario

StringBuilder stringErrores = **new** StringBuilder();

**for**(ErrorModificarCliente err: resultado.getErrores()){

**switch**(err) {

**case** ***Formato\_Nombre\_Incorrecto***:

stringErrores.append("Formato de nombre incorrecto.\n");

**break**;

**case** ***Formato\_Apellido\_Incorrecto***:

stringErrores.append("Formato de apellido incorrecto.\n");

**break**;

**case** ***Formato\_Telefono\_Incorrecto***:

stringErrores.append("Formato de teléfono incorrecto.\n");

**break**;

**case** ***Formato\_Correo\_Incorrecto***:

stringErrores.append("Formato de correo electrónico incorrecto.\n");

**break**;

**case** ***Formato\_Documento\_Incorrecto***:

stringErrores.append("Tipo y formato de documento incorrecto.\n");

**break**;

**case** ***Otro\_Cliente\_Posee\_Mismo\_Documento\_Y\_Tipo***:

stringErrores.append("Otro cliente ya posee ese tipo y número de documento.\n");

**break**;

}

}

presentador.presentarError("Revise sus campos", stringErrores.toString(), stage);

}

**else**{

//si no hay errores se muestra notificación y se vuelve a la pantalla de listar clientes

presentador.presentarToast("Se ha modificado el cliente con éxito", stage);

cambiarmeAScene(AdministrarClienteController.***URLVista***);

}

} **catch**(PersistenciaException e){ //excepción originada en la capa de persistencia

presentador.presentarExcepcion(e, stage);

}

}

}

Código del test de modificar en ModificarClienteControllerTest.java

**protected** Object[] parametersForTestModificarCliente() {

TipoDocumento doc = **new** TipoDocumento(TipoDocumentoStr.***DNI***);

InmuebleBuscado inm = **new** InmuebleBuscado(**null**, 1000000.00, 10.0, 10, 1, 1, **true**, **true**, **false**, **false**, **true**, **true**, **true**, **true**, **true**, **true**, **false**);

**return** **new** Object[] {

//nombre,apellido,tipoDocumento,numeroDocumento,telefono,correo,inmueble,resultadoModificarClienteEsperado,llamaAPresentadorVentanasPresentarError,llamaAPresentadorVentanasPresentarExcepcion,excepcion

//prueba correcta

/\*0\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoCorrecto***, 0, 0, **null** },

//prueba nombre incorrecto

/\*1\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoModificarNombreIncorrecto***, 1, 0, **null** },

//prueba apellido incorrecto

/\*2\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoModificarApellidoIncorrecto***, 1, 0, **null** },

//prueba documento incorrecto

/\*3\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoModificarDocumentoIncorrecto***, 1, 0, **null** },

//prueba teléfono incorrecto

/\*4\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoModificarTelefonoIncorrecto***, 1, 0, **null** },

//prueba correo incorrecto

/\*5\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoModificarCorreoIncorrecto***, 1, 0, **null** },

//prueba ya existe cliente

/\*6\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoModificarYaExiste***, 1, 0, **null** },

//prueba ya existe cliente

/\*7\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, **new** ResultadoModificarCliente(ErrorModificarCliente.***Formato\_Nombre\_Incorrecto***, ErrorModificarCliente.***Formato\_Apellido\_Incorrecto***), 1, 0, **null** },

//prueba nombre vacio

/\*8\*/ **new** Object[] { "", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, **null**, 1, 0, **null** },

//prueba PersistenciaException

/\*9\*/ **new** Object[] { "Juan", "Perez", doc, "12345678", "123-123", "asdf@asf.com", inm, ***resultadoCorrecto***, 0, 1, **new** SaveUpdateException(**new** Throwable()) }

};

}

/\*\*

\* Test para probar crear un cliente cuando el usuario presiona el botón aceptar

\*

\* **@param** nombre

\* nombre que es introducido por el usuario

\* **@param** apellido

\* appellido que es introducido por el usuario

\* **@param** tipoDocumento

\* tipo de documento que es introducido por el usuario

\* **@param** numeroDocumento

\* número de documento que es introducido por el usuario

\* **@param** telefono

\* teléfono que es introducido por el usuario

\* **@param** correo

\* correo que es introducido por el usuario

\* **@param** inmueble

\* inmueble buscado cargado por el usuario en la pantalla de cargar inmueble buscado

\* **@param** resultadoModificarClienteEsperado

\* resultado que retornará el mock de capa lógica

\* **@param** llamaAPresentadorVentanasPresentarError

\* 1 si llama al método presentar error del presentador de ventanas, 0 si no

\* **@param** llamaAPresentadorVentanasPresentarExcepcion

\* 1 si llama al método presentar excepción del presentador de ventanas, 0 si no

\* **@param** excepcion

\* excepción que se simula lanzar desde la capa lógica

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testModificarCliente(String nombre,

String apellido,

TipoDocumento tipoDocumento,

String numeroDocumento,

String telefono,

String correo,

InmuebleBuscado inmueble,

ResultadoModificarCliente resultadoModificarClienteEsperado,

Integer llamaAPresentadorVentanasPresentarError,

Integer llamaAPresentadorVentanasPresentarExcepcion,

Exception excepcion) **throws** Throwable {

CoordinadorJavaFX coordinadorMock = Mockito.*mock*(CoordinadorJavaFX.**class**);

PresentadorVentanas presentadorVentanasMock = *mock*(PresentadorVentanas.**class**);

VentanaError ventanaErrorMock = *mock*(VentanaError.**class**);

VentanaErrorExcepcion ventanaErrorExcepcionMock = *mock*(VentanaErrorExcepcion.**class**);

VentanaConfirmacion ventanaConfirmacionMock = *mock*(VentanaConfirmacion.**class**);

ScenographyChanger scenographyChangerMock = *mock*(ScenographyChanger.**class**);

ModificarClienteController modificarClienteControllerMock = *mock*(ModificarClienteController.**class**);

*when*(presentadorVentanasMock.presentarError(*any*(), *any*(), *any*())).thenReturn(ventanaErrorMock);

*when*(presentadorVentanasMock.presentarExcepcion(*any*(), *any*())).thenReturn(ventanaErrorExcepcionMock);

*when*(presentadorVentanasMock.presentarConfirmacion(*any*(), *any*(), *any*())).thenReturn(ventanaConfirmacionMock);

*when*(scenographyChangerMock.cambiarScenography(*any*(String.**class**), *any*())).thenReturn(modificarClienteControllerMock);

*doNothing*().when(modificarClienteControllerMock).setClienteEnModificacion(*any*());

*doNothing*().when(presentadorVentanasMock).presentarToast(*any*(), *any*());

*cliente* = **new** Cliente()

.setNombre(nombre)

.setApellido(apellido)

.setTipoDocumento(tipoDocumento)

.setNumeroDocumento(numeroDocumento)

.setInmuebleBuscado(inmueble)

.setTelefono(telefono)

.setCorreo(correo);

inmueble.setCliente(*cliente*);

*when*(coordinadorMock.modificarCliente(*cliente*)).thenReturn(resultadoModificarClienteEsperado);

**if**(excepcion != **null**){

*when*(coordinadorMock.modificarCliente(*cliente*)).thenThrow(excepcion);

}

ArrayList<TipoDocumento> tipos = **new** ArrayList<>();

tipos.add(tipoDocumento);

Mockito.*when*(coordinadorMock.obtenerTiposDeDocumento()).thenReturn(tipos);

ModificarClienteController modificarClienteController = **new** ModificarClienteController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.presentador = presentadorVentanasMock;

setScenographyChanger(scenographyChangerMock);

**super**.inicializar(location, resources);

}

@Override

**public** **void** acceptAction() {

**this**.textFieldNombre.setText(nombre);

**this**.textFieldApellido.setText(apellido);

**this**.comboBoxTipoDocumento.getSelectionModel().select(tipoDocumento);

**this**.textFieldNumeroDocumento.setText(numeroDocumento);

**this**.textFieldTelefono.setText(telefono);

**this**.textFieldCorreo.setText(correo);

**super**.acceptAction();

}

@Override

**protected** **void** setTitulo(String titulo) {

}

@Override

**public** **void** setClienteEnModificacion(Cliente clienteEnModificacion) {

**this**.clienteEnModificacion = clienteEnModificacion;

}

};

modificarClienteController.setClienteEnModificacion(*cliente*);

ControladorTest corredorTestEnJavaFXThread =

**new** ControladorTest(ModificarClienteController.***URLVista***, modificarClienteController);

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

modificarClienteController.acceptAction();

Mockito.*verify*(coordinadorMock).obtenerTiposDeDocumento();

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarError)).presentarError(*eq*("Revise sus campos"), *any*(), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcion)).presentarExcepcion(*eq*(excepcion), *any*());

}

};

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

}

Código de la baja en AdministrarClienteController.java

/\*\*

\* Acción que se ejecuta al presionar el botón eliminar

\* Se muestra una ventana emergente para confirmar la operación

\*/

@FXML

**protected** ResultadoControlador handleEliminar() {

ArrayList<ErrorControlador> erroresControlador = **new** ArrayList<>();

**if**(tablaClientes.getSelectionModel().getSelectedItem() == **null**){

**return** **new** ResultadoControlador(ErrorControlador.***Campos\_Vacios***);

}

//solicito confirmación al usuario

VentanaConfirmacion ventana = presentador.presentarConfirmacion("Eliminar cliente", "Está a punto de eliminar al cliente.\n ¿Está seguro que desea hacerlo?", **this**.stage);

**if**(!ventana.acepta()){

**return** **new** ResultadoControlador();//si no acepta

}

**try**{

ResultadoEliminarCliente resultado = coordinador.eliminarCliente(tablaClientes.getSelectionModel().getSelectedItem());

**if**(resultado.hayErrores()){

// si hay errores lo muestro al usuario

StringBuilder stringErrores = **new** StringBuilder();

**for**(ErrorEliminarCliente err: resultado.getErrores()){

**switch**(err) {

}

}

presentador.presentarError("No se pudo eliminar el cliente", stringErrores.toString(), stage);

}

**else**{ //si no hay errores muestro notificación

presentador.presentarToast("Se ha eliminado el cliente con éxito", stage);

}

//actualizo la tabla

tablaClientes.getItems().clear();

tablaClientes.getItems().addAll(coordinador.obtenerClientes());

**return** **new** ResultadoControlador(erroresControlador.toArray(**new** ErrorControlador[0]));

} **catch**(PersistenciaException e){ //falla en la capa de persistencia

presentador.presentarExcepcion(e, stage);

**return** **new** ResultadoControlador(ErrorControlador.***Error\_Persistencia***);

} **catch**(Exception e){// alguna otra excepción inesperada

presentador.presentarExcepcionInesperada(e, stage);

**return** **new** ResultadoControlador(ErrorControlador.***Error\_Desconocido***);

}

}

Código del test de la baja en AdministrarClienteControllerTest.java

**protected** Object[] parametersForTestEliminarCliente() {

Cliente cliente = **new** Cliente();

Boolean acepta = **true**;

ResultadoControlador resultadoControladorCorrecto = **new** ResultadoControlador();

ResultadoControlador resultadoControladorErrorPersistencia = **new** ResultadoControlador(ErrorControlador.***Error\_Persistencia***);

ResultadoControlador resultadoControladorErrorDesconocido = **new** ResultadoControlador(ErrorControlador.***Error\_Desconocido***);

ResultadoEliminarCliente resultadoLogicaCorrecto = **new** ResultadoEliminarCliente();

Throwable excepcionPersistencia = **new** ObjNotFoundException("", **new** Exception());

Throwable excepcionInesperada = **new** Exception();

**return** **new** Object[] {

//cliente,acepta,resultadoControlador,resultadoLogica,excepcion

/\*0\*/ **new** Object[] { cliente, acepta, resultadoControladorCorrecto, resultadoLogicaCorrecto, **null** }, //test donde el usuario acepta y el cliente se elimina correctamente

/\*1\*/ **new** Object[] { cliente, !acepta, resultadoControladorCorrecto, resultadoLogicaCorrecto, **null** }, //test donde el usuario no acepta, pero de haber aceptado, se hubiese eliminado el cliente correctamente

/\*2\*/ **new** Object[] { cliente, acepta, resultadoControladorErrorPersistencia, **null**, excepcionPersistencia }, //test donde el controlador tira una excepción de persistencia

/\*3\*/ **new** Object[] { cliente, acepta, resultadoControladorErrorDesconocido, **null**, excepcionInesperada } //test donde el controlador tira unaexcepción inesperada

};

}

@Test

@Parameters

/\*\*

\* Test para probar la baja de un cliente en el controlador de administrar clientes

\*

\* **@param** cliente

\* cliente a eliminar

\* **@param** acepta

\* si usuario acepta confirmación de eliminar

\* **@param** resultadoControlador

\* resultado que se espera que retorne el método a probar

\* **@param** resultadoLogica

\* resultado que retornará el mock de la capa lógica

\* **@param** excepcion

\* excepción que se simula lanzar desde la capa lógica

\*/

**public** **void** testEliminarCliente(Cliente cliente, Boolean acepta, ResultadoControlador resultadoControlador, ResultadoEliminarCliente resultadoLogica, Throwable excepcion) **throws** Exception {

CoordinadorJavaFX coordinadorMock = **new** CoordinadorJavaFX() {

@Override

**public** ResultadoEliminarCliente eliminarCliente(Cliente cliente) **throws** PersistenciaException {

**if**(resultadoLogica != **null**){

**return** resultadoLogica;

}

**if**(excepcion **instanceof** PersistenciaException){

**throw** (PersistenciaException) excepcion;

}

**new** Integer("asd");

**return** **null**;

}

@Override

**public** ArrayList<Cliente> obtenerClientes() **throws** PersistenciaException {

ArrayList<Cliente> clientes = **new** ArrayList<>();

clientes.add(cliente);

**return** clientes;

}

};

PresentadorVentanas presentadorMock = **new** PresentadorVentanasMock(acepta);

AdministrarClienteController administrarClienteController = **new** AdministrarClienteController() {

@Override

**public** ResultadoControlador handleEliminar() {

tablaClientes.getSelectionModel().select(cliente);

**return** **super**.handleEliminar();

}

@Override

**protected** **void** setTitulo(String titulo) {

}

};

administrarClienteController.setCoordinador(coordinadorMock);

administrarClienteController.setPresentador(presentadorMock);

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(AdministrarClienteController.***URLVista***, administrarClienteController);

administrarClienteController.setStage(corredorTestEnJavaFXThread.getStagePrueba());

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

*assertEquals*(resultadoControlador, administrarClienteController.handleEliminar());

}

};

**try**{

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

} **catch**(Throwable e){

**throw** **new** Exception(e);

}

}

Código de la pantalla de cargar inmueble buscado para alta y modificación de cliente en InmuebleBuscadoController.java

/\*\*

\* Acción que se ejecuta al apretar el botón aceptar.

\*

\* Valida que se hayan insertado datos y los carga al inmueble buscado.

\* Si el cliente no posee inmueble buscado se crea uno, sino, se modifica el existente.

\*

\* Al finalizar regresa a la pantalla correspondiente, ya sea alta cliente o modificar cliente.

\*/

@FXML

**protected** **void** acceptAction() {

Double supeficieMinima = **null**;

Integer antiguedadMaxima = **null**;

Integer dormitoriosMinimos = **null**;

Integer bañosMinimos = **null**;

Double precioMaximo = **null**;

StringBuffer errores = **new** StringBuffer("");

//obtengo datos introducidos por el usuario

**try**{

supeficieMinima = Double.*valueOf*(textFieldSuperficie.getText().trim());

} **catch**(Exception e){

errores.append("Superficie incorrecta. Introduzca solo números y un punto para decimales.\n");

}

**try**{

precioMaximo = Double.*valueOf*(textFieldPrecio.getText().trim());

} **catch**(Exception e){

errores.append("Precio incorrecto. Introduzca solo números y un punto para decimales.\n");

}

**try**{

antiguedadMaxima = Integer.*valueOf*(textFieldAntiguedad.getText().trim());

} **catch**(Exception e){

errores.append("Antigüedad incorrecta. Introduzca solo números\n");

}

**try**{

dormitoriosMinimos = Integer.*valueOf*(textFieldDormitorios.getText().trim());

} **catch**(Exception e){

errores.append("Dormitorios incorrecto. Introduzca solo números\n");

}

**try**{

bañosMinimos = Integer.*valueOf*(textFieldBaños.getText().trim());

} **catch**(Exception e){

errores.append("Baños incorrecto. Introduzca solo números\n");

}

**if**(!errores.toString().isEmpty()){ //si hay algún error lo muestro al usuario

presentador.presentarError("Revise sus campos", errores.toString(), stage);

}

**else**{

//Si no hay errores se terminan de obtener los datos que no se verifican

Boolean propiedadHorizontal = checkBoxPropiedadHorizontal.isSelected();

Boolean garage = checkBoxGarage.isSelected();

Boolean patio = checkBoxPatio.isSelected();

Boolean piscina = checkBoxPiscina.isSelected();

Boolean aguaCorriente = checkBoxAguaCorriente.isSelected();

Boolean cloaca = checkBoxCloaca.isSelected();

Boolean gasNatural = checkBoxGasNatural.isSelected();

Boolean aguaCaliente = checkBoxAguaCaliente.isSelected();

Boolean telefono = checkBoxTelefono.isSelected();

Boolean lavadero = checkBoxLavadero.isSelected();

Boolean pavimento = checkBoxPavimento.isSelected();

Boolean casa = checkBoxCasa.isSelected();

Boolean departamento = checkBoxDepartamento.isSelected();

Boolean local = checkBoxLocal.isSelected();

Boolean galpon = checkBoxGalpon.isSelected();

Boolean terreno = checkBoxTerreno.isSelected();

Boolean quinta = checkBoxQuinta.isSelected();

InmuebleBuscado inmuebleBuscado = cliente.getInmuebleBuscado();

**if**(alta){ //si se está dando de alta el cliente, se crea un nuevo inmueble

inmuebleBuscado = **new** InmuebleBuscado();

cliente.setInmuebleBuscado(inmuebleBuscado);

inmuebleBuscado.setCliente(cliente);

}

//cargo los datos al inmueble

inmuebleBuscado.setSuperficieMin(supeficieMinima)

.setAntiguedadMax(antiguedadMaxima)

.setDormitoriosMin(dormitoriosMinimos)

.setBañosMin(bañosMinimos)

.setPrecioMax(precioMaximo)

.setPropiedadHorizontal(propiedadHorizontal)

.setGaraje(garage)

.setPatio(patio)

.setPiscina(piscina)

.setAguaCaliente(aguaCaliente)

.setAguaCorriente(aguaCorriente)

.setCloacas(cloaca)

.setGasNatural(gasNatural)

.setTelefono(telefono)

.setLavadero(lavadero)

.setPavimento(pavimento);

inmuebleBuscado.getLocalidades().clear();

inmuebleBuscado.getLocalidades().addAll(listaLocalidadesSeleccionadas);

inmuebleBuscado.getBarrios().clear();

inmuebleBuscado.getBarrios().addAll(listaBarriosSeleccionados);

**try**{

**for**(TipoInmueble tipo: coordinador.obtenerTiposInmueble()){

**switch**(tipo.getTipo()) {

**case** ***CASA***:

**if**(casa){

inmuebleBuscado.getTiposInmueblesBuscados().add(tipo);

}

**break**;

**case** ***DEPARTAMENTO***:

**if**(departamento){

inmuebleBuscado.getTiposInmueblesBuscados().add(tipo);

}

**break**;

**case** ***GALPON***:

**if**(galpon){

inmuebleBuscado.getTiposInmueblesBuscados().add(tipo);

}

**break**;

**case** ***LOCAL***:

**if**(local){

inmuebleBuscado.getTiposInmueblesBuscados().add(tipo);

}

**break**;

**case** ***QUINTA***:

**if**(quinta){

inmuebleBuscado.getTiposInmueblesBuscados().add(tipo);

}

**break**;

**case** ***TERRENO***:

**if**(terreno){

inmuebleBuscado.getTiposInmueblesBuscados().add(tipo);

}

**break**;

}

}

} **catch**(PersistenciaException e){ //excepción originada en la capa de persistencia

presentador.presentarExcepcion(e, stage);

}

**if**(alta){ //si se está dando de alta vuelvo a la vista de alta cliente

AltaClienteController controlador = (AltaClienteController) cambiarmeAScene(AltaClienteController.***URLVista***);

controlador.setCliente(cliente);

}

**else**{ //si se está modificando vuelvo a la vista de modificar cliente

ModificarClienteController controlador = (ModificarClienteController) cambiarmeAScene(ModificarClienteController.***URLVista***);

controlador.setClienteEnModificacion(cliente);

}

}

}

Código del test de la pantalla de cargar inmueble buscado para alta y modificación de cliente en InmuebleBuscadoControllerTest.java

**protected** Object[] parametersForTestCargarInmuebleBuscado() {

ArrayList<Localidad> localidades = **new** ArrayList<>();

localidades.add(**new** Localidad("Federal", **new** Provincia("Entre ríos", **new** Pais("Argentina"))));

ArrayList<Barrio> barrios = **new** ArrayList<>();

Cliente clienteEnModificacion = **new** Cliente();

clienteEnModificacion.setInmuebleBuscado(**new** InmuebleBuscado());

clienteEnModificacion.getInmuebleBuscado().setCliente(clienteEnModificacion);

**return** **new** Object[] {

//String superficie,antiguedad,dormitorios,baños,precio,localidades,barrios,local,casa,departamento,terreno,galpon,quinta,propiedadHorizontal,garage,patio,piscina,aguaCorriente,cloaca,gasNatural,aguaCaliente,telefono,lavadero,pavimento,clienteNuevo,clienteEnModificacion,camposCorrectos,llamaAPresentadorVentanasPresentarError,llamaAPresentadorVentanasPresentarExcepcion,excepcion

//prueba correcta de inmueble nuevo

/\*0\*/ **new** Object[] { "30.0", "10", "2", "1", "3000000.0", localidades, barrios, **false**, **true**, **true**, **false**, **false**, **false**, **false**, **false**, **true**, **false**, **true**, **true**, **true**, **true**, **false**, **true**, **true**, **new** Cliente(), **null**, 1, 0, 0, **null** },

//prueba campo de texto incorrecto de inmueble nuevo

/\*1\*/ **new** Object[] { "30.0", "abc", "2", "1", "3000000.0", localidades, barrios, **false**, **true**, **true**, **false**, **false**, **false**, **false**, **false**, **true**, **false**, **true**, **true**, **true**, **true**, **false**, **true**, **true**, **new** Cliente(), **null**, 0, 1, 0, **null** },

//prueba campo texto vacio de inmueble nuevo

/\*2\*/ **new** Object[] { "30.0", "10", "", "1", "3000000.0", localidades, barrios, **false**, **true**, **true**, **false**, **false**, **false**, **false**, **false**, **true**, **false**, **true**, **true**, **true**, **true**, **false**, **true**, **true**, **new** Cliente(), **null**, 0, 1, 0, **null** },

//prueba PersistenciaException de inmueble nuevo

/\*3\*/ **new** Object[] { "30.0", "10", "2", "1", "3000000.0", localidades, barrios, **false**, **true**, **true**, **false**, **false**, **false**, **false**, **false**, **true**, **false**, **true**, **true**, **true**, **true**, **false**, **true**, **true**, **new** Cliente(), **null**, 1, 0, 1, **new** SaveUpdateException(**new** Throwable()) },

//prueba correcta de inmueble en modificación

/\*4\*/ **new** Object[] { "30.0", "10", "2", "1", "3000000.0", localidades, barrios, **false**, **true**, **true**, **false**, **false**, **false**, **false**, **false**, **true**, **false**, **true**, **true**, **true**, **true**, **false**, **true**, **true**, **null**, clienteEnModificacion, 1, 0, 0, **null** },

//prueba campo de texto incorrecto de inmueble en modificación

/\*5\*/ **new** Object[] { "30.0", "abc", "2", "1", "3000000.0", localidades, barrios, **false**, **true**, **true**, **false**, **false**, **false**, **false**, **false**, **true**, **false**, **true**, **true**, **true**, **true**, **false**, **true**, **true**, **null**, clienteEnModificacion, 0, 1, 0, **null** },

//prueba campo texto vacio de inmueble en modificación

/\*6\*/ **new** Object[] { "30.0", "10", "", "1", "3000000.0", localidades, barrios, **false**, **true**, **true**, **false**, **false**, **false**, **false**, **false**, **true**, **false**, **true**, **true**, **true**, **true**, **false**, **true**, **true**, **null**, clienteEnModificacion, 0, 1, 0, **null** },

//prueba PersistenciaException de inmueble en modificación

/\*7\*/ **new** Object[] { "30.0", "10", "2", "1", "3000000.0", localidades, barrios, **false**, **true**, **true**, **false**, **false**, **false**, **false**, **false**, **true**, **false**, **true**, **true**, **true**, **true**, **false**, **true**, **true**, **null**, clienteEnModificacion, 1, 0, 1, **new** SaveUpdateException(**new** Throwable()) }

};

}

/\*\*

\* Test para probar cargar un inmueble buscado cuando se está creando un cliente y cuando se está modificando un cliente

\* al momento en que el usuario presiona el botón de aceptar

\*

\* **@param** superficie

\* introducida por el usuario

\* **@param** antiguedad

\* introducida por el usuario

\* **@param** dormitorios

\* introducidos por el usuario

\* **@param** baños

\* introducidos por el usuario

\* **@param** precio

\* introducido por el usuario

\* **@param** localidades

\* introducidas por el usuario

\* **@param** barrios

\* introducidos por el usuario

\* **@param** local

\* si es seleccionado el checkbox por el usuario

\* **@param** casa

\* si es seleccionado el checkbox por el usuario

\* **@param** departamento

\* si es seleccionado el checkbox por el usuario

\* **@param** terreno

\* si es seleccionado el checkbox por el usuario

\* **@param** galpon

\* si es seleccionado el checkbox por el usuario

\* **@param** quinta

\* si es seleccionado el checkbox por el usuario

\* **@param** propiedadHorizontal

\* si es seleccionado el checkbox por el usuario

\* **@param** garage

\* si es seleccionado el checkbox por el usuario

\* **@param** patio

\* si es seleccionado el checkbox por el usuario

\* **@param** piscina

\* si es seleccionado el checkbox por el usuario

\* **@param** aguaCorriente

\* si es seleccionado el checkbox por el usuario

\* **@param** cloaca

\* si es seleccionado el checkbox por el usuario

\* **@param** gasNatural

\* si es seleccionado el checkbox por el usuario

\* **@param** aguaCaliente

\* si es seleccionado el checkbox por el usuario

\* **@param** telefono

\* si es seleccionado el checkbox por el usuario

\* **@param** lavadero

\* si es seleccionado el checkbox por el usuario

\* **@param** pavimento

\* si es seleccionado el checkbox por el usuario

\* **@param** clienteNuevo

\* cliente que se está creando

\* **@param** clienteEnModificacion

\* cliente que se está modificando

\* **@param** camposCorrectos

\* 1 si los campos son correctos, 0 si no

\* **@param** llamaAPresentadorVentanasPresentarError

\* 1 si llama al método presentar error del presentador de ventanas, 0 si no

\* **@param** llamaAPresentadorVentanasPresentarExcepcion

\* 1 si llama al método presentar excepción del presentador de ventanas, 0 si no

\* **@param** excepcion

\* excepción que se simula lanzar desde la capa lógica

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testCargarInmuebleBuscado(String superficie,

String antiguedad,

String dormitorios,

String baños,

String precio,

ArrayList<Localidad> localidades,

ArrayList<Barrio> barrios,

Boolean local,

Boolean casa,

Boolean departamento,

Boolean terreno,

Boolean galpon,

Boolean quinta,

Boolean propiedadHorizontal,

Boolean garage,

Boolean patio,

Boolean piscina,

Boolean aguaCorriente,

Boolean cloaca,

Boolean gasNatural,

Boolean aguaCaliente,

Boolean telefono,

Boolean lavadero,

Boolean pavimento,

Cliente clienteNuevo,

Cliente clienteEnModificacion,

Integer camposCorrectos,

Integer llamaAPresentadorVentanasPresentarError,

Integer llamaAPresentadorVentanasPresentarExcepcion,

Exception excepcion) **throws** Throwable {

CoordinadorJavaFX coordinadorMock = Mockito.*mock*(CoordinadorJavaFX.**class**);

PresentadorVentanas presentadorVentanasMock = *mock*(PresentadorVentanas.**class**);

VentanaError ventanaErrorMock = *mock*(VentanaError.**class**);

VentanaErrorExcepcion ventanaErrorExcepcionMock = *mock*(VentanaErrorExcepcion.**class**);

ScenographyChanger scenographyChangerMock = *mock*(ScenographyChanger.**class**);

AltaClienteController altaClienteControllerMock = *mock*(AltaClienteController.**class**);

ModificarClienteController modificarClienteControllerMock = *mock*(ModificarClienteController.**class**);

*when*(coordinadorMock.obtenerPaises()).thenReturn(**new** ArrayList<Pais>());

*when*(presentadorVentanasMock.presentarError(*any*(), *any*(), *any*())).thenReturn(ventanaErrorMock);

*when*(presentadorVentanasMock.presentarExcepcion(*any*(), *any*())).thenReturn(ventanaErrorExcepcionMock);

**if**(clienteNuevo != **null**){

*when*(scenographyChangerMock.cambiarScenography(*any*(String.**class**), *any*())).thenReturn(altaClienteControllerMock);

}

**if**(clienteEnModificacion != **null**){

*when*(scenographyChangerMock.cambiarScenography(*any*(String.**class**), *any*())).thenReturn(modificarClienteControllerMock);

}

*doNothing*().when(altaClienteControllerMock).setCliente(*any*());

*doNothing*().when(modificarClienteControllerMock).setClienteEnModificacion(*any*());

**if**(excepcion == **null**){

ArrayList<TipoInmueble> tipos = **new** ArrayList<>();

tipos.add(**new** TipoInmueble(TipoInmuebleStr.***CASA***));

tipos.add(**new** TipoInmueble(TipoInmuebleStr.***DEPARTAMENTO***));

tipos.add(**new** TipoInmueble(TipoInmuebleStr.***GALPON***));

tipos.add(**new** TipoInmueble(TipoInmuebleStr.***LOCAL***));

tipos.add(**new** TipoInmueble(TipoInmuebleStr.***QUINTA***));

tipos.add(**new** TipoInmueble(TipoInmuebleStr.***TERRENO***));

*when*(coordinadorMock.obtenerTiposInmueble()).thenReturn(tipos);

}

**else**{

*when*(coordinadorMock.obtenerTiposInmueble()).thenThrow(excepcion);

}

InmuebleBuscadoController inmuebleBuscadoController = **new** InmuebleBuscadoController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.presentador = presentadorVentanasMock;

setScenographyChanger(scenographyChangerMock);

**super**.inicializar(location, resources);

}

@Override

**public** **void** acceptAction() {

**this**.textFieldAntiguedad.setText(antiguedad);

**this**.textFieldBaños.setText(baños);

**this**.textFieldDormitorios.setText(dormitorios);

**this**.textFieldPrecio.setText(precio);

**this**.textFieldSuperficie.setText(superficie);

**this**.listaBarriosSeleccionados.clear();

**this**.listaBarriosSeleccionados.addAll(barrios);

**this**.listaLocalidadesSeleccionadas.clear();

**this**.listaLocalidadesSeleccionadas.addAll(localidades);

**this**.checkBoxAguaCaliente.setSelected(aguaCaliente);

**this**.checkBoxAguaCorriente.setSelected(aguaCorriente);

**this**.checkBoxCasa.setSelected(casa);

**this**.checkBoxCloaca.setSelected(cloaca);

**this**.checkBoxDepartamento.setSelected(departamento);

**this**.checkBoxGalpon.setSelected(galpon);

**this**.checkBoxGarage.setSelected(garage);

**this**.checkBoxGasNatural.setSelected(gasNatural);

**this**.checkBoxLavadero.setSelected(lavadero);

**this**.checkBoxLocal.setSelected(local);

**this**.checkBoxPatio.setSelected(patio);

**this**.checkBoxPavimento.setSelected(pavimento);

**this**.checkBoxPiscina.setSelected(piscina);

**this**.checkBoxPropiedadHorizontal.setSelected(propiedadHorizontal);

**this**.checkBoxQuinta.setSelected(quinta);

**this**.checkBoxTelefono.setSelected(telefono);

**this**.checkBoxTerreno.setSelected(terreno);

**super**.acceptAction();

}

@Override

**protected** **void** setTitulo(String titulo) {

}

@Override

**public** **void** setCliente(Cliente cliente) {

**this**.cliente = cliente;

InmuebleBuscado inmueble = cliente.getInmuebleBuscado();

**if**(inmueble != **null**){

**this**.alta = **false**;

}

**else**{

**this**.alta = **true**;

}

}

};

ControladorTest corredorTestEnJavaFXThread =

**new** ControladorTest(InmuebleBuscadoController.***URLVista***, inmuebleBuscadoController);

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

**if**(clienteNuevo != **null**){

inmuebleBuscadoController.setCliente(clienteNuevo);

}

**if**(clienteEnModificacion != **null**){

inmuebleBuscadoController.setCliente(clienteEnModificacion);

}

inmuebleBuscadoController.acceptAction();

**if**(clienteNuevo != **null** && excepcion == **null**){

Mockito.*verify*(altaClienteControllerMock, *times*(camposCorrectos)).setCliente(clienteNuevo);

}

**if**(clienteEnModificacion != **null** && excepcion == **null**){

Mockito.*verify*(modificarClienteControllerMock, *times*(camposCorrectos)).setClienteEnModificacion(clienteEnModificacion);

}

Mockito.*verify*(coordinadorMock, *times*(camposCorrectos)).obtenerTiposInmueble();

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarError)).presentarError(*eq*("Revise sus campos"), *any*(), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcion)).presentarExcepcion(*eq*(excepcion), *any*());

}

};

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

}

### Taskcard 18 Lógica alta, modificar y baja cliente

Código del archivo en GestorCliente.java

/\*\*

\* Se encarga de validar los datos de un cliente a crear y, en caso de que no haya errores,

\* delegar el guardado del objeto a la capa de acceso a datos.

\*

\* Modificada en TaskCard 27 de la iteración 2

\*

\* **@param** cliente

\* cliente a crear

\* **@return** un resultado informando errores correspondientes en caso de que los haya

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\* **@throws** GestionException

\* se lanza una excepción EntidadExistenteConEstadoBaja cuando se encuentra que ya existe un vendedor con la misma identificación pero tiene estado BAJA

\*/

**public** ResultadoCrearCliente crearCliente(Cliente cliente) **throws** PersistenciaException, GestionException {

ArrayList<ErrorCrearCliente> errores = **new** ArrayList<>();

// valida formato de datos

**if**(!validador.validarNombre(cliente.getNombre())){

errores.add(ErrorCrearCliente.***Formato\_Nombre\_Incorrecto***);

}

**if**(!validador.validarApellido(cliente.getApellido())){

errores.add(ErrorCrearCliente.***Formato\_Apellido\_Incorrecto***);

}

**if**(!validador.validarTelefono(cliente.getTelefono())){

errores.add(ErrorCrearCliente.***Formato\_Telefono\_Incorrecto***);

}

**if**(!validador.validarDocumento(cliente.getTipoDocumento(), cliente.getNumeroDocumento())){

errores.add(ErrorCrearCliente.***Formato\_Documento\_Incorrecto***);

}

**if**(!validador.validarEmail(cliente.getCorreo())){

errores.add(ErrorCrearCliente.***Formato\_Correo\_Incorrecto***);

}

//valida si existe un cliente con ese tipo y número de documento

Cliente clienteAuxiliar = persistidorCliente.obtenerCliente(**new** FiltroCliente(cliente.getTipoDocumento().getTipo(),

cliente.getNumeroDocumento()));

**if**(**null** != clienteAuxiliar){

**if**(clienteAuxiliar.getEstado().getEstado().equals(EstadoStr.***ALTA***)){

errores.add(ErrorCrearCliente.***Ya\_Existe\_Cliente***);// si existe y tiene estado alta

}

**else**{// si existe y tiene estado baja

**throw** **new** EntidadExistenteConEstadoBajaException();

}

}

**if**(errores.isEmpty()){//si no hay errores

ArrayList<Estado> estados = gestorDatos.obtenerEstados();

**for**(Estado e: estados){

**if**(e.getEstado().equals(EstadoStr.***ALTA***)){

cliente.setEstado(e);//seteo el estado en alta

}

}

persistidorCliente.guardarCliente(cliente);

}

**return** **new** ResultadoCrearCliente(errores.toArray(**new** ErrorCrearCliente[0]));

}

/\*\*

\* Se encarga de validar los datos de un cliente a modificar y, en caso de que no haya errores,

\* delegar el guardado del objeto a la capa de acceso a datos.

\*

\* Modificada en TaskCard 27 de la iteración 2

\*

\* **@param** cliente

\* cliente a modificar

\* **@return** un resultado informando errores correspondientes en caso de que los haya

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\*/

**public** ResultadoModificarCliente modificarCliente(Cliente cliente) **throws** PersistenciaException {

ArrayList<ErrorModificarCliente> errores = **new** ArrayList<>();

// valida formato de datos

**if**(!validador.validarNombre(cliente.getNombre())){

errores.add(ErrorModificarCliente.***Formato\_Nombre\_Incorrecto***);

}

**if**(!validador.validarApellido(cliente.getApellido())){

errores.add(ErrorModificarCliente.***Formato\_Apellido\_Incorrecto***);

}

**if**(!validador.validarTelefono(cliente.getTelefono())){

errores.add(ErrorModificarCliente.***Formato\_Telefono\_Incorrecto***);

}

**if**(!validador.validarDocumento(cliente.getTipoDocumento(), cliente.getNumeroDocumento())){

errores.add(ErrorModificarCliente.***Formato\_Documento\_Incorrecto***);

}

**if**(!validador.validarEmail(cliente.getCorreo())){

errores.add(ErrorModificarCliente.***Formato\_Correo\_Incorrecto***);

}

//verifica si existe otro cliente con los nuevos tipo y número de documento

Cliente clienteAuxiliar = persistidorCliente.obtenerCliente(**new** FiltroCliente(cliente.getTipoDocumento().getTipo(),

cliente.getNumeroDocumento()));

**if**(clienteAuxiliar != **null** && !cliente.equals(clienteAuxiliar)){

errores.add(ErrorModificarCliente.***Otro\_Cliente\_Posee\_Mismo\_Documento\_Y\_Tipo***);

}

**if**(errores.isEmpty()){//si no hay errores

**if**(cliente.getEstado().getEstado().equals(EstadoStr.***BAJA***)){

ArrayList<Estado> estados = gestorDatos.obtenerEstados();

**for**(Estado e: estados){

**if**(e.getEstado().equals(EstadoStr.***ALTA***)){

cliente.setEstado(e); //si el estado es baja, se setea en alta

}

}

}

persistidorCliente.modificarCliente(cliente);

}

**return** **new** ResultadoModificarCliente(errores.toArray(**new** ErrorModificarCliente[0]));

}

/\*\*

\* Se encarga de validar que exista el cliente a eliminar, se setea el estado en BAJA y,

\* en caso de que no haya errores, delegar el guardado del objeto a la capa de acceso a datos.

\*

\* **@param** cliente

\* cliente a eliminar

\* **@return** un resultado informando errores correspondientes en caso de que los haya

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\*/

**public** ResultadoEliminarCliente eliminarCliente(Cliente cliente) **throws** PersistenciaException {

//se setea el estado en baja y se manda a guardar

ArrayList<Estado> estados = gestorDatos.obtenerEstados();

**for**(Estado e: estados){

**if**(e.getEstado().equals(EstadoStr.***BAJA***)){

cliente.setEstado(e);

}

}

persistidorCliente.modificarCliente(cliente);

**return** **new** ResultadoEliminarCliente();

}

Código de los test en GestorCliente.java

**protected** Object[] parametersForTestCrearCliente() {

//Se carga cliente con datos básicos solo para evitar punteros nulos

//Las validaciones se hacen en el validador, por lo que se setean luego en los mocks los valores esperados

TipoDocumento doc = **new** TipoDocumento(TipoDocumentoStr.***DNI***);

*cliente* = **new** Cliente();

InmuebleBuscado inm = **new** InmuebleBuscado(*cliente*, 4567.2, 345.9, 10, 2, 1, **true**, **true**, **false**, **false**, **true**, **true**, **true**, **true**, **true**, **true**, **false**);

*cliente*.setNombre("Juan")

.setApellido("Pérez")

.setNumeroDocumento("12345678")

.setTipoDocumento(doc)

.setTelefono("1234-1234")

.setCorreo("asdf@asf.com")

.setInmuebleBuscado(inm);

//Parámetros de JUnitParams

**return** **new** Object[] {

//resValNombre,resValApellido,resValDocumento,resValTelefono,resValCorreo,resObtenerCliente,guardar,resultadoCrearClienteEsperado

/\*0\*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, **null**, 1, ***resultadoCorrecto*** },

/\*1\*/ **new** Object[] { **false**, **true**, **true**, **true**, **true**, **null**, 0, ***resultadoCrearNombreIncorrecto*** },

/\*2\*/ **new** Object[] { **true**, **false**, **true**, **true**, **true**, **null**, 0, ***resultadoCrearApellidoIncorrecto*** },

/\*3\*/ **new** Object[] { **true**, **true**, **false**, **true**, **true**, **null**, 0, ***resultadoCrearDocumentoIncorrecto*** },

/\*4\*/ **new** Object[] { **true**, **true**, **true**, **false**, **true**, **null**, 0, ***resultadoCrearTelefonoIncorrecto*** },

/\*5\*/ **new** Object[] { **true**, **true**, **true**, **true**, **false**, **null**, 0, ***resultadoCrearCorreoIncorrecto*** },

/\*6\*/ **new** Object[] { **false**, **false**, **true**, **true**, **true**, **null**, 0, **new** ResultadoCrearCliente(ErrorCrearCliente.***Formato\_Nombre\_Incorrecto***, ErrorCrearCliente.***Formato\_Apellido\_Incorrecto***) },

/\*7\*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, *cliente*, 0, ***resultadoCrearYaExiste*** }

};

}

/\*\*

\* Test para probar el método crearCliente

\*

\* **@param** resValNombre

\* resultado devuelto por el mock validador de formato al validar nombre

\* **@param** resValApellido

\* resultado devuelto por el mock validador de formato al validar apellido

\* **@param** resValDocumento

\* resultado devuelto por el mock validador de formato al validar documento

\* **@param** resValTelefono

\* resultado devuelto por el mock validador de formato al validar teléfono

\* **@param** resValCorreo

\* resultado devuelto por el mock validador de formato al validar correo

\* **@param** resObtenerCliente

\* resultado devuelto por el mock persistidor al obtener cliente

\* **@param** guardar

\* 1 si se espera que se ejecute el guardar hacia capa de persistencia, 0 si no

\* **@param** resultadoCrearClienteEsperado

\* resultado que se espera que retorne el método a probar

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testCrearCliente(Boolean resValNombre, Boolean resValApellido, Boolean resValDocumento, Boolean resValTelefono, Boolean resValCorreo, Cliente resObtenerCliente, Integer guardar, ResultadoCrearCliente resultadoCrearClienteEsperado) **throws** Exception {

//Inicialización de los mocks

ClienteService clienteServiceMock = *mock*(ClienteService.**class**);

ValidadorFormato validadorFormatoMock = *mock*(ValidadorFormato.**class**);

GestorDatos gestorDatosMock = *mock*(GestorDatos.**class**);

GestorCliente gestorCliente = **new** GestorCliente() {

{

**this**.persistidorCliente = clienteServiceMock;

**this**.validador = validadorFormatoMock;

**this**.gestorDatos = gestorDatosMock;

}

};

ArrayList<Estado> estados = **new** ArrayList<>();

estados.add(**new** Estado(EstadoStr.***ALTA***));

//Setear valores esperados a los mocks

*when*(validadorFormatoMock.validarNombre(*cliente*.getNombre())).thenReturn(resValNombre);

*when*(validadorFormatoMock.validarApellido(*cliente*.getApellido())).thenReturn(resValApellido);

*when*(validadorFormatoMock.validarDocumento(*cliente*.getTipoDocumento(), *cliente*.getNumeroDocumento())).thenReturn(resValDocumento);

*when*(validadorFormatoMock.validarTelefono(*cliente*.getTelefono())).thenReturn(resValTelefono);

*when*(validadorFormatoMock.validarEmail(*cliente*.getCorreo())).thenReturn(resValCorreo);

*when*(clienteServiceMock.obtenerCliente(*any*())).thenReturn(resObtenerCliente);

*when*(gestorDatosMock.obtenerEstados()).thenReturn(estados);

*doNothing*().when(clienteServiceMock).guardarCliente(*cliente*); //Para métodos void la sintaxis es distinta

//Llamar al método a testear

ResultadoCrearCliente resultadoCrearCliente = gestorCliente.crearCliente(*cliente*);

//Comprobar resultados obtenidos, que se llaman a los métodos deseados y con los parámetros correctos

*assertEquals*(resultadoCrearClienteEsperado, resultadoCrearCliente);

**if**(guardar.equals(1)){

*assertEquals*(EstadoStr.***ALTA***, *cliente*.getEstado().getEstado());

}

*verify*(validadorFormatoMock).validarNombre(*cliente*.getNombre());

*verify*(validadorFormatoMock).validarApellido(*cliente*.getApellido());

*verify*(validadorFormatoMock).validarDocumento(*cliente*.getTipoDocumento(), *cliente*.getNumeroDocumento());

*verify*(validadorFormatoMock).validarTelefono(*cliente*.getTelefono());

*verify*(validadorFormatoMock).validarEmail(*cliente*.getCorreo());

*verify*(gestorDatosMock, *times*(guardar)).obtenerEstados();

*verify*(clienteServiceMock, *times*(guardar)).guardarCliente(*cliente*);

}

**protected** Object[] parametersForTestModificarCliente() {

//Se carga cliente con datos básicos solo para evitar punteros nulos

//Las validaciones se hacen en el validador, por lo que se setean luego en los mocks los valores esperados

TipoDocumento doc = **new** TipoDocumento(TipoDocumentoStr.***DNI***);

Estado est = **new** Estado(EstadoStr.***ALTA***);

*clienteM* = **new** Cliente() {

**public** Cliente setId(Integer id) {

**this**.id = id;

**return** **this**;

}

{

**this**.setId(1)

.setNombre("Juan")

.setApellido("Pérez")

.setNumeroDocumento("12345678")

.setTipoDocumento(doc)

.setEstado(est);

}

};

InmuebleBuscado inm = **new** InmuebleBuscado(*clienteM*, 4567.2, 345.9, 10, 2, 1, **true**, **true**, **false**, **false**, **true**, **true**, **true**, **true**, **true**, **true**, **false**);

*clienteM*.setInmuebleBuscado(inm);

*clienteM2* = **new** Cliente() {

**public** Cliente setId(Integer id) {

**this**.id = id;

**return** **this**;

}

{

**this**.setId(2)

.setNombre("Juan")

.setApellido("Pérez")

.setNumeroDocumento("12345678")

.setTipoDocumento(doc);

}

};

InmuebleBuscado inm2 = **new** InmuebleBuscado(*clienteM2*, 4567.2, 345.9, 10, 2, 1, **true**, **true**, **false**, **false**, **true**, **true**, **true**, **true**, **true**, **true**, **false**);

*clienteM2*.setInmuebleBuscado(inm2);

//Parámetros de JUnitParams

**return** **new** Object[] {

//resValNombre,resValApellido,resValDocumento,resValTelefono,resValCorreo,resObtenerCliente,modificar,resultadoModificarClienteEsperado

/\*0\*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, *clienteM*, 1, ***resultadoCorrectoModificar*** },

/\*1\*/ **new** Object[] { **false**, **true**, **true**, **true**, **true**, *clienteM*, 0, ***resultadoModificarNombreIncorrecto*** },

/\*2\*/ **new** Object[] { **true**, **false**, **true**, **true**, **true**, *clienteM*, 0, ***resultadoModificarApellidoIncorrecto*** },

/\*3\*/ **new** Object[] { **true**, **true**, **false**, **true**, **true**, *clienteM*, 0, ***resultadoModificarDocumentoIncorrecto*** },

/\*4\*/ **new** Object[] { **true**, **true**, **true**, **false**, **true**, *clienteM*, 0, ***resultadoModificarTelefonoIncorrecto*** },

/\*5\*/ **new** Object[] { **true**, **true**, **true**, **true**, **false**, *clienteM*, 0, ***resultadoModificarCorreoIncorrecto*** },

/\*6\*/ **new** Object[] { **false**, **false**, **true**, **true**, **true**, *clienteM*, 0, **new** ResultadoModificarCliente(ErrorModificarCliente.***Formato\_Nombre\_Incorrecto***, ErrorModificarCliente.***Formato\_Apellido\_Incorrecto***) },

/\*7\*/ **new** Object[] { **true**, **true**, **true**, **true**, **true**, *clienteM2*, 0, ***resultadoModificarYaSePoseeMismoDocumento*** }

};

}

/\*\*

\* Test para probar el método modificarCliente

\*

\* **@param** resValNombre

\* resultado devuelto por el mock validador de formato al validar nombre

\* **@param** resValApellido

\* resultado devuelto por el mock validador de formato al validar apellido

\* **@param** resValDocumento

\* resultado devuelto por el mock validador de formato al validar documento

\* **@param** resValTelefono

\* resultado devuelto por el mock validador de formato al validar teléfono

\* **@param** resValCorreo

\* resultado devuelto por el mock validador de formato al validar correo

\* **@param** resObtenerCliente

\* resultado devuelto por el mock persistidor al obtener cliente

\* **@param** modificar

\* 1 si se espera que se ejecute el modificar hacia capa de persistencia, 0 si no

\* **@param** resultadoModificarClienteEsperado

\* resultado que se espera que retorne el método a probar

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testModificarCliente(Boolean resValNombre, Boolean resValApellido, Boolean resValDocumento, Boolean resValTelefono, Boolean resValCorreo, Cliente resObtenerCliente, Integer modificar, ResultadoModificarCliente resultadoModificarClienteEsperado) **throws** Exception {

//Inicialización de los mocks

ClienteService clienteServiceMock = *mock*(ClienteService.**class**);

ValidadorFormato validadorFormatoMock = *mock*(ValidadorFormato.**class**);

GestorDatos gestorDatosMock = *mock*(GestorDatos.**class**);

//Clase anónima necesaria para inyectar dependencias hasta que funcione Spring

GestorCliente gestorCliente = **new** GestorCliente() {

{

**this**.persistidorCliente = clienteServiceMock;

**this**.validador = validadorFormatoMock;

**this**.gestorDatos = gestorDatosMock;

}

};

ArrayList<Estado> estados = **new** ArrayList<>();

estados.add(**new** Estado(EstadoStr.***ALTA***));

//Setear valores esperados a los mocks

*when*(validadorFormatoMock.validarNombre(*clienteM*.getNombre())).thenReturn(resValNombre);

*when*(validadorFormatoMock.validarApellido(*clienteM*.getApellido())).thenReturn(resValApellido);

*when*(validadorFormatoMock.validarDocumento(*clienteM*.getTipoDocumento(), *cliente*.getNumeroDocumento())).thenReturn(resValDocumento);

*when*(validadorFormatoMock.validarTelefono(*clienteM*.getTelefono())).thenReturn(resValTelefono);

*when*(validadorFormatoMock.validarEmail(*clienteM*.getCorreo())).thenReturn(resValCorreo);

*when*(clienteServiceMock.obtenerCliente(*any*())).thenReturn(resObtenerCliente);

*when*(gestorDatosMock.obtenerEstados()).thenReturn(estados);

*doNothing*().when(clienteServiceMock).modificarCliente(*clienteM*); //Para métodos void la sintaxis es distinta

//Llamar al método a testear

ResultadoModificarCliente resultadoModificarCliente = gestorCliente.modificarCliente(*clienteM*);

//Comprobar resultados obtenidos, que se llaman a los métodos deseados y con los parámetros correctos

*assertEquals*(resultadoModificarClienteEsperado, resultadoModificarCliente);

**if**(modificar.equals(1)){

*assertEquals*(EstadoStr.***ALTA***, *clienteM*.getEstado().getEstado());

}

*verify*(validadorFormatoMock).validarNombre(*clienteM*.getNombre());

*verify*(validadorFormatoMock).validarApellido(*clienteM*.getApellido());

*verify*(validadorFormatoMock).validarDocumento(*clienteM*.getTipoDocumento(), *clienteM*.getNumeroDocumento());

*verify*(validadorFormatoMock).validarTelefono(*clienteM*.getTelefono());

*verify*(validadorFormatoMock).validarEmail(*clienteM*.getCorreo());

*verify*(clienteServiceMock, *times*(modificar)).modificarCliente(*clienteM*);

}

**protected** Object[] parametersForTestEliminarCliente() {

//Se carga cliente con datos básicos solo para evitar punteros nulos

//Las validaciones se hacen en el validador, por lo que se setean luego en los mocks los valores esperados

TipoDocumento doc = **new** TipoDocumento(TipoDocumentoStr.***DNI***);

Estado est = **new** Estado(EstadoStr.***ALTA***);

*clienteE* = **new** Cliente();

InmuebleBuscado inm = **new** InmuebleBuscado(*cliente*, 4567.2, 345.9, 10, 2, 1, **true**, **true**, **false**, **false**, **true**, **true**, **true**, **true**, **true**, **true**, **false**);

*clienteE*.setNombre("Juan")

.setApellido("Pérez")

.setNumeroDocumento("12345678")

.setTipoDocumento(doc)

.setEstado(est)

.setInmuebleBuscado(inm);

//Parámetros de JUnitParams

**return** **new** Object[] {

//resObtenerCliente,eliminar,resultadoEliminarClienteEsperado

/\*0\*/ **new** Object[] { *clienteE*, 1, ***resultadoCorrectoEliminar*** },

};

}

/\*\*

\* Test para probar el método eliminarCliente

\*

\* **@param** resObtenerCliente

\* resultado devuelto por el mock persistidor al obtener cliente

\* **@param** eliminar

\* 1 si se espera que se ejecute el modificar hacia capa de persistencia (ya que es baja lógica), 0 si no

\* **@param** resultadoEliminarClienteEsperado

\* resultado que se espera retorne el método a probar

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testEliminarCliente(Cliente resObtenerCliente, Integer eliminar, ResultadoEliminarCliente resultadoEliminarClienteEsperado) **throws** Exception {

//Inicialización de los mocks

ClienteService clienteServiceMock = *mock*(ClienteService.**class**);

GestorDatos gestorDatosMock = *mock*(GestorDatos.**class**);

//Clase anónima necesaria para inyectar dependencias hasta que funcione Spring

GestorCliente gestorCliente = **new** GestorCliente() {

{

**this**.persistidorCliente = clienteServiceMock;

**this**.gestorDatos = gestorDatosMock;

}

};

ArrayList<Estado> estados = **new** ArrayList<>();

estados.add(**new** Estado(EstadoStr.***BAJA***));

//Setear valores esperados a los mocks

*when*(clienteServiceMock.obtenerCliente(*any*())).thenReturn(resObtenerCliente);

*when*(gestorDatosMock.obtenerEstados()).thenReturn(estados);

*doNothing*().when(clienteServiceMock).modificarCliente(*clienteE*); //Para métodos void la sintaxis es distinta

//Llamar al método a testear

ResultadoEliminarCliente resultadoEliminarCliente = gestorCliente.eliminarCliente(*clienteE*);

//Comprobar resultados obtenidos, que se llaman a los métodos deseados y con los parámetros correctos

*assertEquals*(resultadoEliminarClienteEsperado, resultadoEliminarCliente);

**if**(eliminar.equals(1)){

*assertEquals*(EstadoStr.***BAJA***, *clienteE*.getEstado().getEstado());

}

*verify*(gestorDatosMock, *times*(eliminar)).obtenerEstados();

*verify*(clienteServiceMock, *times*(eliminar)).modificarCliente(*clienteE*);

}

### Taskcard 19 Persistidor cliente

Código del archivo ClienteService.java

/\*\*

\* Interface que define los métodos de persistencia de un cliente

\* Pertenece a la taskcard 19 de la iteración 1 y a la historia 6

\*/

**public** **interface** ClienteService {

**public** **void** guardarCliente(Cliente cliente) **throws** PersistenciaException;

**public** **void** modificarCliente(Cliente cliente) **throws** PersistenciaException;

**public** Cliente obtenerCliente(FiltroCliente filtro) **throws** PersistenciaException;

**public** ArrayList<Cliente> listarClientes() **throws** PersistenciaException;

}

Código del archivo AdministrarInmuebleController.java

@Override

@Transactional(rollbackFor = PersistenciaException.**class**)

**public** **void** guardarCliente(Cliente cliente) **throws** PersistenciaException {

Session session = getSessionFactory().getCurrentSession();

**try**{

session.save(cliente);

} **catch**(Exception e){

**throw** **new** SaveUpdateException(e);

}

}

@Override

@Transactional(rollbackFor = PersistenciaException.**class**)

**public** **void** modificarCliente(Cliente cliente) **throws** PersistenciaException {

Session session = getSessionFactory().getCurrentSession();

**try**{

session.update(cliente);

} **catch**(Exception e){

**throw** **new** SaveUpdateException(e);

}

}

@Override

@Transactional(readOnly = **true**, rollbackFor = PersistenciaException.**class**)

**public** Cliente obtenerCliente(FiltroCliente filtro) **throws** PersistenciaException {

Cliente cliente;

Session session = getSessionFactory().getCurrentSession();

**try**{//named query ubicada en entidad Cliente

cliente = (Cliente) session.getNamedQuery("obtenerCliente").setParameter("tipoDocumento", filtro.getTipoDocumento()).setParameter("documento", filtro.getDocumento()).uniqueResult();

} **catch**(NoResultException e){

**return** **null**;

} **catch**(NonUniqueResultException e){

**return** **null**;

} **catch**(Exception e){

**throw** **new** ConsultaException(e);

}

**return** cliente;

}

@Override

@Transactional(readOnly = **true**, rollbackFor = PersistenciaException.**class**)

**public** ArrayList<Cliente> listarClientes() **throws** PersistenciaException {

ArrayList<Cliente> clientes = **new** ArrayList<>();

Session session = getSessionFactory().getCurrentSession();

**try**{//named query ubicada en entidad Cliente

**for**(Object o: session.getNamedQuery("obtenerClientes").list()){

**if**(o **instanceof** Cliente){

clientes.add((Cliente) o);

}

}

} **catch**(Exception e){

**throw** **new** ConsultaException(e);

}

**return** clientes;

}

## Iteración 2:

### Taskcard 20 Vista de consulta inmueble

Código en AdministrarInmuebleController.java

/\*\*

\* Método que permite realizar una consulta de inmuebles

\* Pertenece a la taskcard 20 de la iteración 2 y a la historia 4

\*/

@FXML

**private** **void** buscarAction() {

StringBuilder errores = **new** StringBuilder("");

//Se obtienen los datos ingresados por el usuario y se verifican errores

Pais pais = comboBoxPais.getValue();

Provincia provincia = comboBoxProvincia.getValue();

Localidad localidad = comboBoxLocalidad.getValue();

Barrio barrio = comboBoxBarrio.getValue();

EstadoInmueble estadoInmueble = comboBoxEstadoInmueble.getValue();

TipoInmueble tipoInmueble = comboBoxTipoInmueble.getValue();

Integer cantidadDormitorios = **null**;

Double precioMinimo = **null**;

Double precioMaximo = **null**;

**boolean** vacioCD = **false**, vacioPMa = **false**, vacioPMi = **false**;

**if**(!textFieldCantidadDormitorios.getText().trim().isEmpty()){

**try**{

cantidadDormitorios = Integer.*valueOf*(textFieldCantidadDormitorios.getText().trim());

} **catch**(Exception e){

errores.append("Cantidad de dormitorios incorrecta. Introduzca solo números.\n");

}

}

**else**{

vacioCD = **true**;

}

**if**(!textFieldPrecioMinimo.getText().trim().isEmpty()){

**try**{

precioMinimo = Double.*valueOf*(textFieldPrecioMinimo.getText().trim());

} **catch**(Exception e){

errores.append("Precio mínimo incorrecto. Introduzca solo números y un punto para decimales.\n");

}

}

**else**{

vacioPMa = **true**;

}

**if**(!textFieldPrecioMaximo.getText().trim().isEmpty()){

**try**{

precioMaximo = Double.*valueOf*(textFieldPrecioMaximo.getText().trim());

} **catch**(Exception e){

errores.append("Precio máximo incorrecto. Introduzca solo números y un punto para decimales.\n");

}

}

**else**{

vacioPMi = **true**;

}

**if**(precioMaximo != **null** && precioMinimo != **null** && precioMaximo < precioMinimo){

errores.append("El precio máximo es menor al precio mínimo.\n");

}

//si hay errores se muestra al usuario

**if**(!errores.toString().isEmpty()){

presentador.presentarError("Revise sus campos", errores.toString(), stage);

}

**else**{

tablaInmuebles.getItems().clear();

// si no se introdujo ningún filtro de búsqueda

**if**(pais == **null** && provincia == **null** && localidad == **null** && barrio == **null** && estadoInmueble == **null** && tipoInmueble == **null** && vacioCD && vacioPMa && vacioPMi){

**try**{

tablaInmuebles.getItems().addAll(coordinador.obtenerInmuebles());

} **catch**(PersistenciaException e){ //fallo en la capa de persistencia

presentador.presentarExcepcion(e, stage);

}

}

**else**{ // si se introdujo algún filtro de búsqueda

**try**{

FiltroInmueble filtro = **new** FiltroInmueble.Builder()

.barrio(barrio)

.cantidadDormitorios(cantidadDormitorios)

.estadoInmueble(((estadoInmueble != **null**) ? estadoInmueble.getEstado() : (**null**)))

.localidad(localidad)

.pais(pais)

.precioMaximo(precioMaximo)

.precioMinimo(precioMinimo)

.provincia(provincia)

.tipoInmueble(((tipoInmueble != **null**) ? tipoInmueble.getTipo() : (**null**)))

.build();

tablaInmuebles.getItems().addAll(coordinador.obtenerInmuebles(filtro));

} **catch**(PersistenciaException e) { // fallo en la capa de persistencia

presentador.presentarExcepcion(e, stage);

} **catch**(Exception e){ //alguna otra excepción inesperada

presentador.presentarExcepcionInesperada(e, stage);

}

}

tablaInmuebles.getItems().removeAll(inmueblesNoMostrar);

}

}

### Taskcard 21 Lógica y persistidor de consulta inmuebles

Código del archivo FiltroInmueble.java

/\*\*

\* Genera la consulta hql para hibernate con los parámetros con los que lo construyeron

\*/

**private** **void** setConsulta() {

consulta = **this**.getSelect() + **this**.getFrom() + **this**.getWhere() + **this**.getOrderBy();

}

/\*\*

\* Genera el select de la consulta hql para hibernate con los parámetros con los que lo construyeron

\*/

**private** String getSelect() {

String select = "SELECT " + nombreEntidad;

**return** select;

}

/\*\*

\* Genera el from de la consulta hql para hibernate con los parámetros con los que lo construyeron

\*/

**private** String getFrom() {

String from = " FROM Inmueble " + nombreEntidad;

**return** from;

}

/\*\*

\* Genera el where de la consulta hql para hibernate con los parámetros con los que lo construyeron

\*/

**private** String getWhere() {

String where =

((pais != **null**) ? (nombreEntidad + ".direccion.localidad.provincia.pais.nombre LIKE :pai AND ") : ("")) +

((provincia != **null**) ? (nombreEntidad + ".direccion.localidad.provincia.nombre LIKE :pro AND ") : ("")) +

((localidad != **null**) ? (nombreEntidad + ".direccion.localidad.nombre LIKE :loc AND ") : ("")) +

((barrio != **null**) ? (nombreEntidad + ".direccion.barrio.nombre LIKE :bar AND ") : ("")) +

((tipoInmueble != **null**) ? (nombreEntidad + ".tipo.tipo = :tii AND ") : ("")) +

((cantidadDormitorios != **null**) ? (nombreEntidad + ".datosEdificio.dormitorios >= :cad AND ") : ("")) +

((precioMaximo != **null**) ? (nombreEntidad + ".precio <= :pma AND ") : ("")) +

((precioMinimo != **null**) ? (nombreEntidad + ".precio >= :pmi AND ") : ("")) +

((estadoInmueble != **null**) ? (nombreEntidad + ".estadoInmueble.estado = :esi AND ") : (""));

where = " WHERE " + where + nombreEntidad + ".estado.estado = 'ALTA'";

**return** where;

}

/\*\*

\* Genera el order by de la consulta hql para hibernate con los parámetros con los que lo construyeron

\*/

**private** String getOrderBy() {

String orderBy = " ORDER BY " + nombreEntidad + ".fechaCarga ASC";

**return** orderBy;

}

/\*\*

\* Setea los parámetros con los que lo construyeron a la consulta hql de hibernate

\*/

**public** Query setParametros(Query query) {

**if**(pais != **null**){

query.setParameter("pai", "%" + pais + "%");

}

**if**(provincia != **null**){

query.setParameter("pro", "%" + provincia + "%");

}

**if**(localidad != **null**){

query.setParameter("loc", "%" + localidad + "%");

}

**if**(barrio != **null**){

query.setParameter("bar", "%" + barrio + "%");

}

**if**(tipoInmueble != **null**){

query.setParameter("tii", tipoInmueble);

}

**if**(cantidadDormitorios != **null**){

query.setParameter("cad", cantidadDormitorios);

}

**if**(precioMaximo != **null**){

query.setParameter("pma", precioMaximo);

}

**if**(precioMinimo != **null**){

query.setParameter("pmi", precioMinimo);

}

**if**(estadoInmueble != **null**){

query.setParameter("esi", estadoInmueble);

}

**return** query;

}

/\*\*

\* Devuelve la consulta hql de hibernate generada al construirse

\*/

**public** String getConsultaDinamica() {

**return** consulta;

}

Código del archivo InmuebleServiceImpl.java

@Override

@Transactional(readOnly = **true**, rollbackFor = PersistenciaException.**class**)

**public** ArrayList<Inmueble> listarInmuebles(FiltroInmueble filtro) **throws** PersistenciaException {

ArrayList<Inmueble> inmuebles = **new** ArrayList<>();

Session session = getSessionFactory().getCurrentSession();

**try**{

Query query = session.createQuery(filtro.getConsultaDinamica());

filtro.setParametros(query);

**for**(Object o: query.list()){

**if**(o **instanceof** Inmueble){

inmuebles.add((Inmueble) o);

}

}

} **catch**(Exception e){

**throw** **new** ConsultaException(e);

}

**return** inmuebles;

}

Código del archivo GestorInmueble.java

/\*\*

\* Obtiene el listado de inmuebles solicitándola a la capa de acceso a datos con el criterio del filtro pasado

\*

\* Pertenece a la TaskCard 21 de la iteración 2 y a la historia 4

\*

\* **@param** filtro

\* Criterio de búsqueda de los inmuebles

\*

\* **@return** el listado de inmuebles solicitados

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\*/

**public** ArrayList<Inmueble> obtenerInmuebles(FiltroInmueble filtro) **throws** PersistenciaException {

**return** persistidorInmueble.listarInmuebles(filtro);

}

Prueba de unidad del archivo InmuebleServiceImplTest.java

//Casos de prueba

//filtro

/\* 0 \*/**new** Object[] { filtroCompleto },

/\* 1 \*/**new** Object[] { filtroSinEstadoInmueble },

/\* 2 \*/**new** Object[] { filtroVacio }

/\*\*

\* Prueba las querys que genera el filtro que se le pasa a listarInmuebles(FiltroInmueble filtro) para verificar que sean válidas.

\* Corresponde con la taskcard 21 de la iteración 2 y a la historia 4

\*

\* **@param** filtro

\* filtro a probar sus querys

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testListarInmuebles(FiltroInmueble filtro) **throws** Exception {

System.***out***.println("Inicio test");

**try**{

***persistidorInmuble***.listarInmuebles(filtro);

} **catch**(Exception e){

e.printStackTrace();

System.***out***.println("Fin test");

Assert.*fail*("No debería haber fallado");

}

System.***out***.println("Fin test");

}

### Taskcard 22 Vista alta catálogo de inmueble

Código del archivo AltaCatalogoController.java

/\*\*

\* Método que se ejecuta al presionar el botón para agregar inmuebles

\*/

@FXML

**public** **void** agregarInmueble() {

**final** ArrayList<Inmueble> inmueblesNuevos = **new** ArrayList<>();

//Se va a la vista de consulta inmueble y se agregan a la vista al volver

AdministrarInmuebleController vistaInmuebles = (AdministrarInmuebleController) **this**.cambiarScene(fondo, AdministrarInmuebleController.***URLVista***, (Pane) fondo.getChildren().get(0));

vistaInmuebles.formatearObtenerInmueblesNoVendidos(inmuebles, inmueblesNuevos, () -> {

agregarInmuebles(inmueblesNuevos);

}, **true**);

}

/\*\*

\* Método que agrega inmuebles a la vista

\*

\* **@param** inmueblesNuevos

\* inmuebles a agregar a la vista

\*/

**private** **void** agregarInmuebles(ArrayList<Inmueble> inmueblesNuevos) {

**try**{

**for**(Inmueble inmueble: inmueblesNuevos){

//Se agrega un renglón a la lista de inmuebles

RenglonInmuebleController renglonController = **new** RenglonInmuebleController(inmueble);

//Se setea lo que va a hacer el botón eliminarInmueble del renglón

renglonController.setEliminarInmueble(() -> {

//Se quita al inmueble de la vista

listaInmuebles.getChildren().remove(renglonController.getRoot());

renglones.remove(renglonController.getRoot());

inmuebles.remove(inmueble);

});

//Se agrega el inmueble a la vista

listaInmuebles.getChildren().add(renglonController.getRoot());

renglones.put(renglonController.getRoot(), renglonController);

inmuebles.add(inmueble);

}

} **catch**(Exception e){

presentador.presentarExcepcionInesperada(e);

}

}

/\*\*

\* Acción que se ejecuta al apretar el botón generar catalogo.

\*

\* Toma datos de la vista, los carga al catálogo y deriva la operación a capa lógica.

\* Si la capa lógica retorna errores, se muestran al usuario.

\*

\* **@return** ResultadoControlador que resume lo que hizo el controlador

\*/

@FXML

**public** ResultadoControlador generarCatalogo() {

//Inicialización de variables

ResultadoCrearCatalogo resultado;

StringBuffer erroresBfr = **new** StringBuffer();

CatalogoVista catalogo = **null**;

//Toma de datos de la vista

Map<Inmueble, Imagen> fotos = **new** HashMap<>();

**for**(Node n: listaInmuebles.getChildren()){

**if**(renglones.get(n) != **null**){

RenglonInmuebleController renglon = renglones.get(n);

fotos.put(renglon.getInmueble(), renglon.getFotoSeleccionada());

}

}

//Se cargan los datos de la vista al catálogo a crear

catalogo = **new** CatalogoVista(cbCliente.getValue(), fotos);

//Inicio transacciones al gestor

**try**{

//Se llama a la lógica para crear el catálogo y se recibe el resultado de las validaciones y datos extras de ser necesarios

resultado = coordinador.crearCatalogo(catalogo);

} **catch**(PersistenciaException | GestionException e){

presentador.presentarExcepcion(e, stage);

**return** **new** ResultadoControlador(ErrorControlador.***Error\_Persistencia***);

} **catch**(Exception e){

presentador.presentarExcepcionInesperada(e, stage);

**return** **new** ResultadoControlador(ErrorControlador.***Error\_Desconocido***);

}

//Procesamiento de errores de la lógica

**if**(resultado.hayErrores()){

**for**(ErrorCrearCatalogo e: resultado.getErrores()){

**switch**(e) {

**case** ***Barrio\_Inmueble\_Inexistente***:

erroresBfr.append("El barrio del inmueble está vacío.\n");

**break**;

**case** ***Cliente\_inexistente***:

erroresBfr.append("No se seleccionó un cliente.\n");

**break**;

**case** ***Codigo\_Inmueble\_Inexistente***:

erroresBfr.append("El código del inmueble está vacío.\n");

**break**;

**case** ***Direccion\_Inmueble\_Inexistente***:

erroresBfr.append("La dirección del inmueble está vacío.\n");

**break**;

**case** ***Localidad\_Inmueble\_Inexistente***:

erroresBfr.append("La localidad del inmueble está vacío.\n");

**break**;

**case** ***Precio\_Inmueble\_Inexistente***:

erroresBfr.append("El precio del inmueble está vacío.\n");

**break**;

**case** ***Tipo\_Inmueble\_Inexistente***:

erroresBfr.append("El tipo del inmueble está vacío.\n");

**break**;

}

}

String errores = erroresBfr.toString();

**if**(!errores.isEmpty()){

//Se muestran los errores

presentador.presentarError("Error al crear el catálogo", errores, stage);

}

//Se retorna error

**return** **new** ResultadoControlador(ErrorControlador.***Campos\_Vacios***);

}

**else**{

//Se muestra una notificación de que se creó correctamente el catálogo

presentador.presentarToast("Se ha creado el catálogo con éxito", stage);

//Se muestra el catálogo

mostrarPDF(resultado.getCatalogoPDF());

//Se retorna que no hubo errores

**return** **new** ResultadoControlador();

}

}

### Taskcard 23 Lógica alta catálogo de inmueble y generar PDF

Código del archivo GestorCatalogo.java

/\*\*

\* Se encarga de validar los datos de un catalogoVista a crear y, en caso de que no haya errores,

\* delegar la generación del archivo pdf al gestorPDF

\* \*

\* **@param** catalogoVista

\* clase con los datos necesarios para generar un catálogo

\* **@return** un resultado informando errores correspondientes en caso de que los haya

\*

\* **@throws** GestionException

\* se lanza una excepción GenerarPDFException si ocurre un error al generar el PDF

\*/

**public** ResultadoCrearCatalogo crearCatalogo(CatalogoVista catalogoVista) **throws** GestionException {

ArrayList<ErrorCrearCatalogo> errores = **new** ArrayList<>();

PDF catalogoPDF = **null**;

**if**(catalogoVista.getCliente() == **null**){

errores.add(ErrorCrearCatalogo.***Cliente\_inexistente***);

}

catalogoVista.getFotos().forEach((i, f) -> {

**if**(i.getId() == **null**){

errores.add(ErrorCrearCatalogo.***Codigo\_Inmueble\_Inexistente***);

}

**if**(i.getTipo() == **null**){

errores.add(ErrorCrearCatalogo.***Tipo\_Inmueble\_Inexistente***);

}

**if**(i.getDireccion() == **null**){

errores.add(ErrorCrearCatalogo.***Direccion\_Inmueble\_Inexistente***);

}

**if**(i.getDireccion() != **null** && i.getDireccion().getLocalidad() == **null**){

errores.add(ErrorCrearCatalogo.***Localidad\_Inmueble\_Inexistente***);

}

**if**(i.getDireccion() != **null** && i.getDireccion().getBarrio() == **null**){

errores.add(ErrorCrearCatalogo.***Barrio\_Inmueble\_Inexistente***);

}

**if**(i.getPrecio() == **null**){

errores.add(ErrorCrearCatalogo.***Precio\_Inmueble\_Inexistente***);

}

});

**if**(errores.isEmpty()){

catalogoPDF = gestorPDF.generarPDF(catalogoVista);

}

**return** **new** ResultadoCrearCatalogo(catalogoPDF, errores.toArray(**new** ErrorCrearCatalogo[0]));

}

Prueba de unidad del archivo GestorCatalogo.java

//Casos de prueba

//cliente, idSet, tipoInmueble, direccion, localidad, barrio, precio, resultadoCrearCatalogoEsperado, excepcion, excepcionEsperada, llamaACrearPDF

/\* 0 \*/ **new** Object[] { **new** Cliente(), 1, **new** TipoInmueble(TipoInmuebleStr.***CASA***), **new** Direccion(), **new** Localidad(), **new** Barrio(), 1.0, ***resultadoCrearCorrecto***, **null**, **null**, 1 }, //Test correcto

/\* 1 \*/ **new** Object[] { **null**, 1, **new** TipoInmueble(TipoInmuebleStr.***CASA***), **new** Direccion(), **new** Localidad(), **new** Barrio(), 1.0, ***resultadoCrearCliente\_inexistente***, **null**, **null**, 0 }, //Cliente vacío

/\* 2 \*/ **new** Object[] { **new** Cliente(), **null**, **new** TipoInmueble(TipoInmuebleStr.***CASA***), **new** Direccion(), **new** Localidad(), **new** Barrio(), 1.0, ***resultadoCrearCodigo\_Inmueble\_Inexistente***, **null**, **null**, 0 }, //Código de inmueble vacío

/\* 3 \*/ **new** Object[] { **new** Cliente(), 1, **null**, **new** Direccion(), **new** Localidad(), **new** Barrio(), 1.0, ***resultadoCrearTipo\_Inmueble\_Inexistente***, **null**, **null**, 0 }, //Tipo de inmueble vacío

/\* 4 \*/ **new** Object[] { **new** Cliente(), 1, **new** TipoInmueble(TipoInmuebleStr.***CASA***), **null**, **new** Localidad(), **new** Barrio(), 1.0, ***resultadoCrearDireccion\_Inmueble\_Inexistente***, **null**, **null**, 0 }, //Dirección de inmueble vacía

/\* 5 \*/ **new** Object[] { **new** Cliente(), 1, **new** TipoInmueble(TipoInmuebleStr.***CASA***), **new** Direccion(), **null**, **new** Barrio(), 1.0, ***resultadoCrearLocalidad\_Inmueble\_Inexistente***, **null**, **null**, 0 }, //Localidad de inmueble vacía

/\* 6 \*/ **new** Object[] { **new** Cliente(), 1, **new** TipoInmueble(TipoInmuebleStr.***CASA***), **new** Direccion(), **new** Localidad(), **null**, 1.0, ***resultadoCrearBarrio\_Inmueble\_Inexistente***, **null**, **null**, 0 }, //Barrio de inmueble vacío

/\* 7 \*/ **new** Object[] { **new** Cliente(), 1, **new** TipoInmueble(TipoInmuebleStr.***CASA***), **new** Direccion(), **new** Localidad(), **new** Barrio(), **null**, ***resultadoCrearPrecio\_Inmueble\_Inexistente***, **null**, **null**, 0 }, //Barrio de inmueble vacío

/\* 8 \*/ **new** Object[] { **new** Cliente(), 1, **new** TipoInmueble(TipoInmuebleStr.***CASA***), **new** Direccion(), **new** Localidad(), **new** Barrio(), 1.0, **null**, **new** GenerarPDFException(**new** Throwable()), **new** GenerarPDFException(**new** Throwable()), 1 } //El gestorPDF tira una excepción

/\*\*

\* Prueba el método crearCatalogo(), el cual corresponde con la taskcard 23 de la iteración 2

\*

\* **@param** cliente

\* cliente al que generarle el catálogo

\* **@param** idSet

\* código del inmueble para el catálogo

\* **@param** tipoInmueble

\* tipo del inmueble para el catálogo

\* **@param** direccion

\* dirección del inmueble para el catálogo

\* **@param** localidad

\* localidad del inmueble para el catálogo

\* **@param** barrio

\* barrio del inmueble para el catálogo

\* **@param** precio

\* precio del inmueble para el catálogo

\* **@param** resultadoCrearCatalogoEsperado

\* resultado esperado del test

\* **@param** excepcion

\* excepcion arrojada por el gestorPDF

\* **@param** excepcionEsperada

\* excepción esperada que sea lanzada por el método

\* **@param** llamaACrearPDF

\* indica si se debe llamar a crear el pdf

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testCrearCatalogo(Cliente cliente, Integer idSet, TipoInmueble tipoInmueble, Direccion direccion, Localidad localidad, Barrio barrio, Double precio, ResultadoCrearCatalogo resultadoCrearCatalogoEsperado, GestionException excepcion, GestionException excepcionEsperada, Integer llamaACrearPDF) **throws** Exception {

//Inicialización de los mocks y el catálogo que se usará para probar

GestorPDF gestorPDFMock = *mock*(GestorPDF.**class**);

**if**(direccion != **null**){

direccion.setLocalidad(localidad).setBarrio(barrio);

}

Inmueble inmueble = **new** Inmueble() {

@Override

**public** Integer getId() {

**return** idSet;

}

};

inmueble.setTipo(tipoInmueble)

.setDireccion(direccion)

.setPrecio(precio);

HashMap<Inmueble, Imagen> inmuebles = **new** HashMap<>();

inmuebles.put(inmueble, **null**);

CatalogoVista catalogoVista = **new** CatalogoVista(cliente, inmuebles);

//Clase anónima necesaria para inyectar dependencias

GestorCatalogo gestorCatalogo = **new** GestorCatalogo() {

{

**this**.gestorPDF = gestorPDFMock;

}

};

//Setear valores esperados a los mocks

**if**(excepcion != **null**){

*when*(gestorPDFMock.generarPDF(*any*(CatalogoVista.**class**))).thenThrow(excepcion);

}

**else**{

*when*(gestorPDFMock.generarPDF(*any*(CatalogoVista.**class**))).thenReturn(**new** PDF());

}

//Llamar al método a testear y comprobar resultados obtenidos, que se llaman a los métodos deseados y con los parámetros correctos

**if**(excepcionEsperada == **null**){

*assertEquals*(resultadoCrearCatalogoEsperado.getErrores(), gestorCatalogo.crearCatalogo(catalogoVista).getErrores());

}

**else**{

**try**{

gestorCatalogo.crearCatalogo(catalogoVista);

Assert.*fail*("Debería haber fallado!");

} **catch**(Exception e){

*assertEquals*(excepcionEsperada.getClass(), e.getClass());

}

}

*verify*(gestorPDFMock, *times*(llamaACrearPDF)).generarPDF(catalogoVista);

}

### Taskcard 24 Vista alta, baja y listar reserva

Código del archivo AdministrarReservaController.java

/\*\*

\* Acción que se ejecuta al presionar el botón nuevo

\* Se pasa a la pantalla alta reserva

\*/

**public** **void** nuevoAction(ActionEvent event) {

//Se verifica que se haya seleccionado un inmueble y que este no esté vendido

**if**(inmueble != **null** && inmueble.getEstadoInmueble().getEstado().equals(EstadoInmuebleStr.***VENDIDO***)){

presentador.presentarError("Error al crear reserva", "El inmueble ya fue vendido", stage);

**return**;

}

//Se llama a la pantalla alta reserva

AltaReservaController controlador = (AltaReservaController) cambiarmeAScene(AltaReservaController.***URLVista***, ***URLVista***);

//Se le pasan a la pantalla los datos del cliente o inmueble según corresponda

**if**(cliente != **null**){

controlador.setCliente(cliente);

controlador.setVendedorLogueado(vendedorLogueado);

}

**else** **if**(inmueble != **null**){

controlador.setInmueble(inmueble);

controlador.setVendedorLogueado(vendedorLogueado);

}

}

/\*\*

\* Acción que se ejecuta al presionar el botón ver

\* Se pasa a la pantalla de ver pdf

\*/

**public** **void** verAction(ActionEvent event) {

Reserva reserva = tablaReservas.getSelectionModel().getSelectedItem();

//Se comprueba que se haya seleccionado una reserva

**if**(reserva == **null**){

**return**;

}

//Se llama a la pantalla que muestra los PDFs

VerPDFController visorPDF = (VerPDFController) cambiarScene(fondo, VerPDFController.***URLVista***, (Pane) fondo.getChildren().get(0));

visorPDF.cargarPDF(reserva.getArchivoPDF());

}

/\*\*

\* Acción que se ejecuta al presionar el botón eliminar

\* Se muestra una ventana emergente para confirmar la operación

\* Si acepta se da de baja la reserva

\*/

**public** **void** eliminarAction(ActionEvent event) {

Reserva reserva = tablaReservas.getSelectionModel().getSelectedItem();

//Se comprueba que se haya seleccionado una reserva

**if**(reserva == **null**){

**return**;

}

//Se muestra una ventana para que el usuario confirme la operación

VentanaConfirmacion ventana = presentador.presentarConfirmacion("Eliminar reserva", "Está a punto de eliminar una reserva.\n¿Desea continuar?", **this**.stage);

**if**(ventana.acepta()){

ResultadoEliminarReserva resultado = **new** ResultadoEliminarReserva();

**try**{

//Se da de baja la reserva

resultado = coordinador.eliminarReserva(reserva);

} **catch**(PersistenciaException e){

presentador.presentarExcepcion(e, stage);

}

//Se muestran los errores devueltos por el método de la lógica

**if**(resultado.hayErrores()){

StringBuilder stringErrores = **new** StringBuilder();

**for**(ErrorEliminarReserva err: resultado.getErrores()){

**switch**(err) {

//Por el momento no hay errores

}

}

presentador.presentarError("Ha ocurrido un error", stringErrores.toString(), stage);

}

**else**{

//Si no hay errores se muestra una notificación y se remueve la reserva de la lista

tablaReservas.getItems().remove(reserva);

presentador.presentarToast("Se ha eliminado la reserva con éxito", stage);

}

}

}

Prueba de unidad del archivo AdministrarReservaControllerTest.java

/\*\*

\* Se prueba que se llame a la pantalla altaReserva si se presiona el botón alta

\*

\* **@throws** Throwable

\*/

@Test

**public** **void** testAltaReserva() **throws** Throwable {

//Se crean los mocks necesarios

ScenographyChanger scenographyChangerMock = *mock*(ScenographyChanger.**class**);

AltaReservaController altaReservaControllerMock = *mock*(AltaReservaController.**class**);

CoordinadorJavaFX coordinadorMock = *mock*(CoordinadorJavaFX.**class**);

//Se setea lo que debe devolver el mock cuando es invocado por la clase a probar

*when*(scenographyChangerMock.cambiarScenography(*any*(String.**class**), *any*())).thenReturn(altaReservaControllerMock);

//Controlador a probar;

AdministrarReservaController administrarReservaController = **new** AdministrarReservaController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.setScenographyChanger(scenographyChangerMock);

}

@Override

**protected** **void** setTitulo(String titulo) {

}

};

//Los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(AdministrarReservaController.***URLVista***, administrarReservaController);

administrarReservaController.setStage(corredorTestEnJavaFXThread.getStagePrueba());

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

//Método a probar

administrarReservaController.nuevoAction(**null**);

//Se hacen las verificaciones pertinentes para comprobar que el controlador se comporte adecuadamente

Mockito.*verify*(scenographyChangerMock, *times*(1)).cambiarScenography(AltaReservaController.***URLVista***, **false**);

}

};

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

;

}

//Casos de prueba

// listaReservas, llamaAPresentadorVentanasPresentarConfirmacion, aceptarVentanaConfirmacion, resultadoEliminarReservaEsperado, llamaAPresentadorVentanasPresentarError, llamaAPresentadorVentanasPresentarExcepcion, excepcion

/\* 0 \*/ **new** Object[] { listaReservas, 1, **true**, resultadoSinError, 0, 0, **null** }, //Reserva correcta y se selecciona eliminar

/\* 1 \*/ **new** Object[] { listaReservas, 1, **true**, resultadoSinError, 0, 1, exception }, //La base de datos devuelve una excepción

/\* 2 \*/ **new** Object[] { listaReservas, 1, **false**, resultadoSinError, 0, 0, **null** }, //Reserva correcta y no se acepta la ventana de confirmación

/\* 3 \*/ **new** Object[] { listaReservasVacia, 0, **false**, resultadoSinError, 0, 0, **null** } //La lista de reservas es vacía

/\*\*

\* Se prueba que se elimine una reserva si se presiona el botón eliminar

\*

\* **@param** listaReservas

\* lista de las reservas en la tabla

\* **@param** llamaAPresentadorVentanasPresentarConfirmacion

\* indica si se debe llamar a presentar el cuadro de confirmación

\* **@param** aceptarVentanaConfirmacion

\* indica si el usuario acepta o no la confirmación

\* **@param** resultadoEliminarReservaEsperado

\* resultado esperado por el test

\* **@param** llamaAPresentadorVentanasPresentarError

\* indica si se debe llamar a mostrar una ventana de error

\* **@param** llamaAPresentadorVentanasPresentarExcepcion

\* indica si se debe llamar a mostrar una ventana de excepción

\* **@param** excepcion

\* excepción devuelta por la capa lógica

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testEliminarReserva(ArrayList<Reserva> listaReservas,

Integer llamaAPresentadorVentanasPresentarConfirmacion,

Boolean aceptarVentanaConfirmacion,

ResultadoEliminarReserva resultadoEliminarReservaEsperado,

Integer llamaAPresentadorVentanasPresentarError,

Integer llamaAPresentadorVentanasPresentarExcepcion,

PersistenciaException excepcion)

**throws** Throwable {

//Se crean los mocks necesarios

CoordinadorJavaFX coordinadorMock = *mock*(CoordinadorJavaFX.**class**);

PresentadorVentanas presentadorVentanasMock = *mock*(PresentadorVentanas.**class**);

VentanaError ventanaErrorMock = *mock*(VentanaError.**class**);

VentanaErrorExcepcion ventanaErrorExcepcionMock = *mock*(VentanaErrorExcepcion.**class**);

VentanaConfirmacion ventanaConfirmacionMock = *mock*(VentanaConfirmacion.**class**);

//Se setea lo que deben devolver los mocks cuando son invocados por la clase a probar

*when*(coordinadorMock.obtenerReservas(*any*(Cliente.**class**))).thenReturn(listaReservas);

*when*(coordinadorMock.obtenerReservas(*any*(Inmueble.**class**))).thenReturn(listaReservas);

*when*(presentadorVentanasMock.presentarError(*any*(), *any*(), *any*())).thenReturn(ventanaErrorMock);

*when*(presentadorVentanasMock.presentarExcepcion(*any*(), *any*())).thenReturn(ventanaErrorExcepcionMock);

*when*(presentadorVentanasMock.presentarConfirmacion(*any*(), *any*(), *any*())).thenReturn(ventanaConfirmacionMock);

*when*(ventanaConfirmacionMock.acepta()).thenReturn(aceptarVentanaConfirmacion);

*doNothing*().when(presentadorVentanasMock).presentarToast(*any*(), *any*());

*when*(coordinadorMock.eliminarReserva(*any*(Reserva.**class**))).thenReturn(resultadoEliminarReservaEsperado);

**if**(excepcion != **null**){

*when*(coordinadorMock.eliminarReserva(*any*(Reserva.**class**))).thenThrow(excepcion);

}

//Controlador a probar, se sobreescriben algunos métodos para setear los mocks y setear los datos en la tabla

AdministrarReservaController administrarReservaController = **new** AdministrarReservaController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.presentador = presentadorVentanasMock;

**this**.setCliente(**new** Cliente());

**this**.tablaReservas.getSelectionModel().select(0); //se selecciona la primer reserva de la lista

}

@Override

**protected** **void** setTitulo(String titulo) {

}

};

//Los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(AdministrarReservaController.***URLVista***, administrarReservaController);

administrarReservaController.setStage(corredorTestEnJavaFXThread.getStagePrueba());

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

Integer cantidadReservasAntesDeEliminar = administrarReservaController.tablaReservas.getItems().size();

//Método a probar

administrarReservaController.eliminarAction(**null**);

//Se hacen las verificaciones pertinentes para comprobar que el controlador se comporte adecuadamente

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarConfirmacion)).presentarConfirmacion(*any*(), *any*(), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcion)).presentarExcepcion(*eq*(excepcion), *any*());

**if**(llamaAPresentadorVentanasPresentarExcepcion == 0){

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarError)).presentarError(*any*(), *any*(), *any*());

}

Integer cantidadReservasDespuesDeEliminar = administrarReservaController.tablaReservas.getItems().size();

**if**(llamaAPresentadorVentanasPresentarError != 1 && llamaAPresentadorVentanasPresentarExcepcion != 1 && aceptarVentanaConfirmacion){

*assertNotEquals*(cantidadReservasAntesDeEliminar, cantidadReservasDespuesDeEliminar);

}

}

};

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

}

Código del archivo AltaReservaController.java

/\*\*

\* Acción que se ejecuta al apretar el botón aceptar.

\*

\* Valida que se hayan insertado datos, los carga a una reserva y deriva la operación a capa lógica.

\* Si la capa lógica retorna errores, éstos se muestran al usuario.

\*/

**public** **void** acceptAction() {

StringBuilder error = **new** StringBuilder("");

String importe = textFieldImporte.getText().trim();

Cliente cliente = comboBoxCliente.getValue();

Inmueble inmueble = comboBoxInmueble.getValue();

//Se validan los campos ingresados por el usuario

**if**(cliente == **null**){

error.append("Seleccione un cliente").append("\r\n");

}

**if**(inmueble == **null**){

error.append("Seleccione un inmueble").append("\r\n");

}

**if**(importe.equals("")){

error.append("Ingrese un importe").append("\r\n");

}

**if**(datePickerInicio.getValue() == **null**){

error.append("Ingrese una fecha de inicio").append("\r\n");

}

**if**(datePickerFin.getValue() == **null**){

error.append("Ingrese una fecha de fin").append("\r\n");

}

//Si hay algún error se muestra una ventana informando de ello

**if**(!error.toString().isEmpty()){

presentador.presentarError("Revise sus campos", error.toString(), stage);

}

**else**{

Date fechaInicio = Date.*from*(datePickerInicio.getValue().atStartOfDay(ZoneId.*systemDefault*()).toInstant());

Date fechaFin = Date.*from*(datePickerFin.getValue().atStartOfDay(ZoneId.*systemDefault*()).toInstant());

//Se crea la reserva para pasársela a la capa lógica

Reserva reserva = **new** Reserva()

.setImporte(Double.*valueOf*(importe))

.setFechaFin(fechaFin)

.setFechaInicio(fechaInicio)

.setCliente(cliente)

.setInmueble(inmueble);

ResultadoCrearReserva resultadoCrearReserva = **null**;

**try**{

//Se llama a la capa lógica para que de de alta la reserva

resultadoCrearReserva = coordinador.crearReserva(reserva);

error.delete(0, error.length());

//Se obtienen los errores y se genera un mensaje para mostrarle al usuario con ellos

**if**(resultadoCrearReserva.hayErrores()){

**for**(ErrorCrearReserva e: resultadoCrearReserva.getErrores()){

**switch**(e) {

**case** ***Cliente\_Vacío***:

error.append("No se ha seleccionado un cliente\r\n");

**break**;

**case** ***Nombre\_Cliente\_Vacío***:

error.append("El cliente seleccionado no tiene nombre\r\n");

**break**;

**case** ***Apellido\_Cliente\_Vacío***:

error.append("El cliente seleccionado no tiene un apellido\r\n");

**break**;

**case** ***NúmeroDocumento\_Cliente\_Vacío***:

error.append("El cliente seleccionado no tiene número de documento\r\n");

**break**;

**case** ***TipoDocumento\_Cliente\_Vacío***:

error.append("El cliente seleccionado no tiene un tipo de documento\r\n");

**break**;

**case** ***Inmueble\_Vacío***:

error.append("No se ha seleccionado un inmueble\r\n");

**break**;

**case** ***Dirección\_Inmueble\_Vacía***:

error.append("El inmueble seleccionado no tiene una dirección\r\n");

**break**;

**case** ***Barrio\_Inmueble\_Vacío***:

error.append("El inmueble seleccionado no tiene un barrio\r\n");

**break**;

**case** ***Calle\_Inmueble\_Vacía***:

error.append("El inmueble seleccionado no tiene una calle\r\n");

**break**;

**case** ***Localidad\_Inmueble\_Vacía***:

error.append("El inmueble seleccionado no tiene una localidad\r\n");

**break**;

**case** ***Altura\_Inmueble\_Vacía***:

error.append("El inmueble seleccionado no tiene una altura en su dirección\r\n");

**break**;

**case** ***Tipo\_Inmueble\_Vacío***:

error.append("El inmueble seleccionado no tiene un tipo de inmueble\r\n");

**break**;

**case** ***Propietario\_Vacío***:

error.append("El inmueble seleccionado no tiene propietario\r\n");

**break**;

**case** ***Nombre\_Propietario\_Vacío***:

error.append("El propietario del inmueble ingresado no tiene nombre\r\n");

**break**;

**case** ***Apellido\_Propietario\_Vacío***:

error.append("El propietario del inmueble seleccionado no tiene apellido\r\n");

**break**;

**case** ***Importe\_Vacío***:

error.append("No se ha ingresado un importe\r\n");

**break**;

**case** ***Importe\_Menor\_O\_Igual\_A\_Cero***:

error.append("El formato del importe es incorrecto\r\n");

**break**;

**case** ***FechaFin\_vacía***:

error.append("No se ha seleccionado una fecha de fin\r\n");

**break**;

**case** ***FechaInicio\_vacía***:

error.append("No se ha seleccionado una fecha de inicio\r\n");

**break**;

**case** ***Fecha\_Inicio\_Posterior\_A\_Fecha\_Fin***:

error.append("La fecha de inicio de la reserva no puede ser posterior a la fecha de vencimiento");

**break**;

**case** ***Existe\_Otra\_Reserva\_Activa***:

error.append("Ya existe una reserva para este inmueble en ese periodo de tiempo\r\n");

**break**;

**case** ***Inmueble\_Vendido***:

error.append("El inmueble ya fue vendido\r\n");

**break**;

}

}

//En caso de haber errores, se le muestran al usuario

presentador.presentarError("Revise sus campos", error.toString(), stage);

}

**else**{

//Si todo es correcto se muestra una notificación y se muestra el pdf con la reserva

presentador.presentarToast("Se ha realizado la reserva con éxito", stage);

mostrarPDF(resultadoCrearReserva.getPdfReserva());

}

} **catch**(PersistenciaException e){

//Si la capa lógica lanza una excepción se presenta una ventana de excepción indicando el error

presentador.presentarExcepcion(e, stage);

} **catch**(Exception e){

//Si ocurre una excepción inesperada, se informa de ello

presentador.presentarExcepcionInesperada(e, stage);

}

}

}

Prueba de unidad del archivo AltaReservaControllerTest.java

//Casos de prueba

// inmuebleAReservar, clienteSeleccionado, importe, fechaInicio, fechaFin, resultadoCrearReservaEsperado, llamaAPresentadorVentanasPresentarError, llamaAPresentadorVentanasPresentarExcepcion, llamaAPresentadorVentanasPresentarExcepcionInesperada, llamaACrearReserva, excepcion, reservaExitosa

/\* 0 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCorrecto***, 0, 0, 0, 1, **null**, 1 }, //prueba correcta

/\* 1 \*/ **new** Object[] { inmueble, **null**, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCorrecto***, 1, 0, 0, 0, **null**, 0 }, //cliente no seleccionado

/\* 2 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearCliente\_Vacío***, 1, 0, 0, 1, **null**, 0 }, //cliente null

/\* 3 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearNombre\_Cliente\_Vacío***, 1, 0, 0, 1, **null**, 0 }, //cliente sin nombre

/\* 4 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearApellido\_Cliente\_Vacío***, 1, 0, 0, 1, **null**, 0 }, //cliente sin apellido

/\* 5 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearTipoDocumento\_Cliente\_Vacío***, 1, 0, 0, 1, **null**, 0 }, //cliente sin tipo documento

/\* 6 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearNúmeroDocumento\_Cliente\_Vacío***, 1, 0, 0, 1, **null**, 0 }, //cliente sin número de documento

/\* 7 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearPropietario\_Vacío***, 1, 0, 0, 1, **null**, 0 }, //propietario del inmueble null

/\* 8 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearNombre\_Propietario\_Vacío***, 1, 0, 0, 1, **null**, 0 }, //propietario del inmueble sin nombre

/\* 9 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearApellido\_Propietario\_Vacío***, 1, 0, 0, 1, **null**, 0 }, //propietario del inmueble sin apellido

/\* 10 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearInmueble\_Vacío***, 1, 0, 0, 1, **null**, 0 }, //inmueble null

/\* 11 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearTipo\_Inmueble\_Vacío***, 1, 0, 0, 1, **null**, 0 }, //inmueble sin tipo inmueble

/\* 12 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearDirección\_Inmueble\_Vacía***, 1, 0, 0, 1, **null**, 0 }, //inmueble sin dirección

/\* 13 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearLocalidad\_Inmueble\_Vacía***, 1, 0, 0, 1, **null**, 0 }, //inmueble sin localidad

/\* 14 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearBarrio\_Inmueble\_Vacío***, 1, 0, 0, 1, **null**, 0 }, //inmueble sin barrio

/\* 15 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearCalle\_Inmueble\_Vacía***, 1, 0, 0, 1, **null**, 0 }, //inmueble sin calle

/\* 16 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearAltura\_Inmueble\_Vacía***, 1, 0, 0, 1, **null**, 0 }, //inmueble sin altura

/\* 17 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearFechaInicio\_vacía***, 1, 0, 0, 1, **null**, 0 }, //sin fecha inicio

/\* 18 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearFechaFin\_vacía***, 1, 0, 0, 1, **null**, 0 }, //sin fecha fin

/\* 19 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearFecha\_Inicio\_Posterior\_A\_Fecha\_Fin***, 1, 0, 0, 1, **null**, 0 }, //fecha inicio posterior a fecha fin

/\* 20 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearExiste\_Otra\_Reserva\_Activa***, 1, 0, 0, 1, **null**, 0 }, //ya existe otra reserva sobre el inmueble en ese período

/\* 21 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearImporte\_Vacío***, 1, 0, 0, 1, **null**, 0 }, //importe null

/\* 22 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearImporte\_Menor\_O\_Igual\_A\_Cero***, 1, 0, 0, 1, **null**, 0 }, //importe menor o igual a cero

/\* 23 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCrearInmuebleVendido***, 1, 0, 0, 1, **null**, 0 }, //importe menor o igual a cero

/\* 24 \*/ **new** Object[] { inmueble, cliente, "10", fechaInicioCorrecta, fechaFinCorrecta, ***resultadoCorrecto***, 0, 1, 0, 1, **new** SaveUpdateException(**new** Throwable()), 0 }, //excepcion al guardar en base de datos

/\*\*

\* Test para probar la función de alta reserva del controlador

\*

\* **@param** inmuebleAReservar

\* inmueble de la reserva

\* **@param** clienteSeleccionado

\* cliente asociado a la reserva

\* **@param** importe

\* importe por el cual se genera la reserva

\* **@param** fechaInicio

\* fecha de inicio de la reserva

\* **@param** fechaFin

\* fecha de finalización del período de vigencia de la reserva

\* **@param** resultadoCrearReserva

\* resultado devuelto por el mock de la capa lógica

\* **@param** llamaAPresentadorVentanasPresentarError

\* indica si se debe presentar una ventana de error

\* **@param** llamaAPresentadorVentanasPresentarExcepcion

\* indica si se debe presentar una ventana de excepción

\* **@param** llamaAPresentadorVentanasPresentarExcepcionInesperada

\* indica si se debe presentar una ventana de exepción inesperada

\* **@param** llamaACrearReserva

\* indica si se debe llamar a crear la reserva en la lógica

\* **@param** excepcion

\* excepción devuelta por la capa lógica

\* **@param** reservaExitosa

\* indica se la generación de la reserva debe ser exitosa

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testCrearReserva(Inmueble inmuebleAReservar, Cliente clienteSeleccionado, String importe, LocalDate fechaInicio, LocalDate fechaFin, ResultadoCrearReserva resultadoCrearReserva, Integer llamaAPresentadorVentanasPresentarError, Integer llamaAPresentadorVentanasPresentarExcepcion, Integer llamaAPresentadorVentanasPresentarExcepcionInesperada, Integer llamaACrearReserva, Exception excepcion, Integer reservaExitosa) **throws** Throwable {

//Se crean los mocks necesarios

CoordinadorJavaFX coordinadorMock = *mock*(CoordinadorJavaFX.**class**);

PresentadorVentanas presentadorVentanasMock = *mock*(PresentadorVentanas.**class**);

VentanaError ventanaErrorMock = *mock*(VentanaError.**class**);

VentanaErrorExcepcion ventanaErrorExcepcionMock = *mock*(VentanaErrorExcepcion.**class**);

VentanaErrorExcepcionInesperada ventanaErrorExcepcionInesperadaMock = *mock*(VentanaErrorExcepcionInesperada.**class**);

ScenographyChanger scenographyChangerMock = *mock*(ScenographyChanger.**class**);

VerPDFController verPDFControllerMock = *mock*(VerPDFController.**class**);

//Se setea lo que deben devolver los mocks cuando son invocados por la clase a probar

*when*(presentadorVentanasMock.presentarError(*any*(), *any*(), *any*())).thenReturn(ventanaErrorMock);

*when*(presentadorVentanasMock.presentarExcepcion(*any*(), *any*())).thenReturn(ventanaErrorExcepcionMock);

*when*(presentadorVentanasMock.presentarExcepcionInesperada(*any*(), *any*())).thenReturn(ventanaErrorExcepcionInesperadaMock);

*when*(scenographyChangerMock.cambiarScenography(*eq*(VerPDFController.***URLVista***), *any*(Boolean.**class**))).thenReturn(verPDFControllerMock);

*doNothing*().when(verPDFControllerMock).setVendedorLogueado(*any*(Vendedor.**class**));

*doNothing*().when(verPDFControllerMock).cargarPDF(*any*());

*doNothing*().when(presentadorVentanasMock).presentarToast(*any*(), *any*());

Reserva reserva = **new** Reserva()

.setImporte(Double.*valueOf*(importe))

.setFechaFin(Date.*from*(fechaFin.atStartOfDay(ZoneId.*systemDefault*()).toInstant()))

.setFechaInicio(Date.*from*(fechaInicio.atStartOfDay(ZoneId.*systemDefault*()).toInstant()))

.setCliente(clienteSeleccionado)

.setInmueble(inmuebleAReservar);

*when*(coordinadorMock.crearReserva(reserva)).thenReturn(resultadoCrearReserva);

**if**(excepcion != **null**){

*when*(coordinadorMock.crearReserva(reserva)).thenThrow(excepcion);

}

ArrayList<Cliente> clientes = **new** ArrayList<>();

clientes.add(clienteSeleccionado);

*when*(coordinadorMock.obtenerClientes()).thenReturn(clientes);

ArrayList<Inmueble> inmuebles = **new** ArrayList<>();

inmuebles.add(inmuebleAReservar);

*when*(coordinadorMock.obtenerInmuebles()).thenReturn(inmuebles);

//Controlador a probar, se sobreescriben algunos métodos para setear los mocks y setear los datos que ingresaría el usuario en la vista

AltaReservaController altaReservaController = **new** AltaReservaController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.setScenographyChanger(scenographyChangerMock);

**this**.presentador = presentadorVentanasMock;

**super**.inicializar(location, resources);

}

@Override

**protected** **void** setTitulo(String titulo) {

}

@Override

**public** **void** acceptAction() {

**this**.textFieldImporte.setText(importe);

**this**.datePickerInicio.setValue(fechaInicio);

**this**.datePickerFin.setValue(fechaFin);

**this**.comboBoxCliente.getSelectionModel().select(clienteSeleccionado);

**this**.comboBoxInmueble.getSelectionModel().select(inmuebleAReservar);

**this**.inmueble = inmuebleAReservar;

**super**.acceptAction();

};

};

//Los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(AltaReservaController.***URLVista***, altaReservaController);

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

//Método a probar

altaReservaController.acceptAction();

//Se hacen las verificaciones pertinentes para comprobar que el controlador se comporte adecuadamente

Mockito.*verify*(coordinadorMock).obtenerClientes();

Mockito.*verify*(coordinadorMock, *times*(llamaACrearReserva)).crearReserva(*any*());

Mockito.*verify*(scenographyChangerMock, *times*(reservaExitosa)).cambiarScenography(*eq*(VerPDFController.***URLVista***), *any*(Boolean.**class**));

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarError)).presentarError(*eq*("Revise sus campos"), *any*(), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcion)).presentarExcepcion(*eq*(excepcion), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcionInesperada)).presentarExcepcionInesperada(*eq*(excepcion), *any*());

}

};

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

}

### Taskcard 25 Lógica alta, baja reserva y generar PDF

Código del archivo GestorReserva.java

/\*\*

\* Método para crear una reserva. Primero se validan las reglas de negocio y luego se persiste.

\* Pertenece a la taskcard 25 de la iteración 2 y a la historia 7

\*

\* **@param** reserva

\* a guardar

\* **@return** resultado de la operación

\* **@throws** PersistenciaException

\* si falló al persistir

\* **@throws** GestionException

\* si falló al procesar la reserva

\*/

**public** ResultadoCrearReserva crearReserva(Reserva reserva) **throws** PersistenciaException, GestionException {

//Inicialización de variables

Set<ErrorCrearReserva> errores = **new** HashSet<>();

**boolean** reservaEnConflictoEncontrada = **false**;

**boolean** fechaInicioVacia = **false**;

**boolean** fechaFinVacia = **false**;

Reserva reservaEnConflicto = **null**;

//Validaciones de lógica

**if**(reserva.getCliente() == **null**){

errores.add(ErrorCrearReserva.***Cliente\_Vacío***);

}

**else**{

**if**(reserva.getCliente().getNombre() == **null**){

errores.add(ErrorCrearReserva.***Nombre\_Cliente\_Vacío***);

}

**if**(reserva.getCliente().getApellido() == **null**){

errores.add(ErrorCrearReserva.***Apellido\_Cliente\_Vacío***);

}

**if**(reserva.getCliente().getTipoDocumento() == **null** || reserva.getCliente().getTipoDocumento().getTipo() == **null**){

errores.add(ErrorCrearReserva.***TipoDocumento\_Cliente\_Vacío***);

}

**if**(reserva.getCliente().getNumeroDocumento() == **null**){

errores.add(ErrorCrearReserva.***NúmeroDocumento\_Cliente\_Vacío***);

}

}

**if**(reserva.getInmueble() == **null**){

errores.add(ErrorCrearReserva.***Inmueble\_Vacío***);

}

**else**{

**if**(reserva.getInmueble().getEstadoInmueble().getEstado().equals(EstadoInmuebleStr.***VENDIDO***)){

errores.add(ErrorCrearReserva.***Inmueble\_Vendido***);

}

**if**(reserva.getInmueble().getPropietario() == **null**){

errores.add(ErrorCrearReserva.***Propietario\_Vacío***);

}

**else**{

**if**(reserva.getInmueble().getPropietario().getNombre() == **null**){

errores.add(ErrorCrearReserva.***Nombre\_Propietario\_Vacío***);

}

**if**(reserva.getInmueble().getPropietario().getApellido() == **null**){

errores.add(ErrorCrearReserva.***Apellido\_Propietario\_Vacío***);

}

}

**if**(reserva.getInmueble().getTipo() == **null** || reserva.getInmueble().getTipo().getTipo() == **null**){

errores.add(ErrorCrearReserva.***Tipo\_Inmueble\_Vacío***);

}

**if**(reserva.getInmueble().getDireccion() == **null**){

errores.add(ErrorCrearReserva.***Dirección\_Inmueble\_Vacía***);

}

**else**{

**if**(reserva.getInmueble().getDireccion().getLocalidad() == **null**){

errores.add(ErrorCrearReserva.***Localidad\_Inmueble\_Vacía***);

}

**if**(reserva.getInmueble().getDireccion().getBarrio() == **null**){

errores.add(ErrorCrearReserva.***Barrio\_Inmueble\_Vacío***);

}

**if**(reserva.getInmueble().getDireccion().getCalle() == **null**){

errores.add(ErrorCrearReserva.***Calle\_Inmueble\_Vacía***);

}

**if**(reserva.getInmueble().getDireccion().getNumero() == **null**){

errores.add(ErrorCrearReserva.***Altura\_Inmueble\_Vacía***);

}

}

}

**if**(reserva.getFechaInicio() == **null**){

errores.add(ErrorCrearReserva.***FechaInicio\_vacía***);

fechaInicioVacia = **true**;

}

**if**(reserva.getFechaFin() == **null**){

errores.add(ErrorCrearReserva.***FechaFin\_vacía***);

fechaFinVacia = **true**;

}

**if**(!fechaInicioVacia && !fechaFinVacia){

//Validamos que el rango de fechas no coincida con el de otra reserva

**if**(reserva.getFechaInicio().compareTo(reserva.getFechaFin()) > 0){

errores.add(ErrorCrearReserva.***Fecha\_Inicio\_Posterior\_A\_Fecha\_Fin***);

}

**else** **if**(reserva.getInmueble() != **null**){

Set<Reserva> reservasDelInmueble = reserva.getInmueble().getReservas();

Iterator<Reserva> itRes = reservasDelInmueble.iterator();

Reserva res = **null**;

**while**(!reservaEnConflictoEncontrada && itRes.hasNext()){

res = itRes.next();

**if**(res.getEstado().getEstado().equals(EstadoStr.***ALTA***)

&& res.getFechaFin().compareTo(reserva.getFechaInicio()) > 0

&& res.getFechaInicio().compareTo(reserva.getFechaFin()) < 0){

reservaEnConflictoEncontrada = **true**;

}

}

**if**(reservaEnConflictoEncontrada){

reservaEnConflicto = res;

errores.add(ErrorCrearReserva.***Existe\_Otra\_Reserva\_Activa***);

}

}

}

**if**(reserva.getImporte() == **null**){

errores.add(ErrorCrearReserva.***Importe\_Vacío***);

}

**else** **if**(reserva.getImporte() <= 0){

errores.add(ErrorCrearReserva.***Importe\_Menor\_O\_Igual\_A\_Cero***);

}

**if**(errores.isEmpty()){

//Si no hay errores generamos el pdf de la reserva

**final** PDF pdfReserva = gestorPDF.generarPDF(reserva);

//se lo seteamos a reserva

reserva.setArchivoPDF(pdfReserva);

//también le seteamos el estado

Estado estadoAlta = **null**;

**for**(Estado estado: gestorDatos.obtenerEstados()){

**if**(estado.getEstado().equals(EstadoStr.***ALTA***)){

estadoAlta = estado;

}

}

reserva.setEstado(estadoAlta);

//Mandamos un mail con la reserva (de forma asincrónica)

**new** Thread(() -> {

**try**{

**if**(reserva.getCliente().getCorreo() != **null**){

gestorEmail.enviarEmail(reserva.getCliente().getCorreo(), ***ASUNTO\_RESERVA\_CREADA***, ***MENSAJE\_RESERVA\_CREADA***, pdfReserva);

}

} **catch**(IOException | MessagingException e){

e.printStackTrace();

}

}).start();

//Persistimos la reserva

persistidorReserva.guardarReserva(reserva);

//Retornamos el PDF generado

**return** **new** ResultadoCrearReserva(pdfReserva);

}

//Retornamos los errores

**return** **new** ResultadoCrearReserva(reservaEnConflicto, errores.toArray(**new** ErrorCrearReserva[0]));

}

/\*\*

\* Método para eliminar una reserva. Se hace una baja lógica.

\* Pertenece a la taskcard 25 de la iteración 2 y a la historia 7

\*

\* **@param** reserva

\* a eliminar

\* **@return** resultado de la operación

\* **@throws** PersistenciaException

\* si falló al persistir

\*/

**public** ResultadoEliminarReserva eliminarReserva(Reserva reserva) **throws** PersistenciaException {

//Seteamos el estado de la reserva

ArrayList<Estado> estados = gestorDatos.obtenerEstados();

Estado estadoBaja = **null**;

**for**(Estado estado: estados){

**if**(estado.getEstado().equals(EstadoStr.***BAJA***)){

estadoBaja = estado;

}

}

reserva.setEstado(estadoBaja);

//Persistimos el cambio

persistidorReserva.modificarReserva(reserva);

**return** **new** ResultadoEliminarReserva();

}

Prueba de unidad del archivo GestorReservaTest.java

//Casos de prueba

//reserva, resultado, excepcion

/\* 0 \*/**new** Object[] { reservaCorrecta, **new** ResultadoCrearReserva(**null**), **null** }, //reserva correcta

/\* 1 \*/**new** Object[] { reservaSinCliente, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Cliente\_Vacío***), **null** }, //reserva sin cliente

/\* 2 \*/**new** Object[] { reservaSinNombreCliente, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Nombre\_Cliente\_Vacío***), **null** }, //reserva sin nombre cliente

/\* 3 \*/**new** Object[] { reservaSinApellidoCliente, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Apellido\_Cliente\_Vacío***), **null** }, //reserva sin apellido cliente

/\* 4 \*/**new** Object[] { reservaSinTipoDocumentoCliente, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***TipoDocumento\_Cliente\_Vacío***), **null** }, //reserva sin tipo documento en el cliente

/\* 5 \*/**new** Object[] { reservaSinNumeroDocumentoCliente, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***NúmeroDocumento\_Cliente\_Vacío***), **null** }, //reserva sin numero de documento en el cliente

/\* 6 \*/**new** Object[] { reservaSinInmueble, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Inmueble\_Vacío***), **null** }, //reserva sin inmueble

/\* 7 \*/**new** Object[] { reservaSinPropietario, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Propietario\_Vacío***), **null** }, //reserva sin Propietario

/\* 8 \*/**new** Object[] { reservaSinNombrePropietario, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Nombre\_Propietario\_Vacío***), **null** }, //reserva sin nombre de Propietario

/\* 9 \*/**new** Object[] { reservaSinApellidoPropietario, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Apellido\_Propietario\_Vacío***), **null** }, //reserva sin apellido de Propietario

/\* 10 \*/**new** Object[] { reservaSinTipoInmueble, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Tipo\_Inmueble\_Vacío***), **null** }, //reserva sin tipo de Inmueble

/\* 11 \*/**new** Object[] { reservaSinDireccionInmueble, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Dirección\_Inmueble\_Vacía***), **null** }, //reserva sin direccion de inmueble

/\* 12 \*/**new** Object[] { reservaSinLocalidadInmueble, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Localidad\_Inmueble\_Vacía***), **null** }, //reserva sin localidad de inmueble

/\* 13 \*/**new** Object[] { reservaSinBarrioInmueble, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Barrio\_Inmueble\_Vacío***), **null** }, //reserva sin Barrio de inmueble

/\* 14 \*/**new** Object[] { reservaSinCalleInmueble, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Calle\_Inmueble\_Vacía***), **null** }, //reserva sin calle de inmueble

/\* 15 \*/**new** Object[] { reservaSinAlturaInmueble, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Altura\_Inmueble\_Vacía***), **null** }, //reserva sin altura de calle de inmueble

/\* 16 \*/**new** Object[] { reservaSinFechaInicio, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***FechaInicio\_vacía***), **null** }, //reserva sin fecha de inicio vacía

/\* 17 \*/**new** Object[] { reservaSinFechaFin, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***FechaFin\_vacía***), **null** }, //reserva sin fecha de fin vacía

/\* 18 \*/**new** Object[] { reservaFechaInicioPosteriorAFechaFin, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Fecha\_Inicio\_Posterior\_A\_Fecha\_Fin***), **null** }, //reserva con fecha inicio posterior a fecha fin

/\* 19 \*/**new** Object[] { reservaConflictiva, **new** ResultadoCrearReserva(reservaConflictiva, ErrorCrearReserva.***Existe\_Otra\_Reserva\_Activa***), **null** }, //existe otra reserva en el mismo rango de fechas

/\* 20 \*/**new** Object[] { reservaSinImporte, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Importe\_Vacío***), **null** }, //reserva sin Importe

/\* 21 \*/**new** Object[] { reservaImporteMenorIgualCero, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Importe\_Menor\_O\_Igual\_A\_Cero***), **null** }, //reserva con importe menor o igual a cero

/\* 22 \*/**new** Object[] { reservaInmuebleVendido, **new** ResultadoCrearReserva(**null**, ErrorCrearReserva.***Inmueble\_Vendido***), **null** }, //reserva con inmueble vendido

/\* 23 \*/**new** Object[] { reservaCorrecta, **null**, **new** GenerarPDFException(**new** Exception()) }, //el gestorPDF tira una excepción

/\* 24 \*/**new** Object[] { reservaCorrecta, **null**, **new** ObjNotFoundException("", **new** Exception()) }, //el persistidor tira una excepción

/\* 25 \*/**new** Object[] { reservaCorrecta, **null**, **new** Exception() } //el persistidor tira una excepción inesperada

/\*\*

\* Prueba el método crearReserva(), el cual corresponde con la taskcard 25 de la iteración 2 y a la historia 7

\*

\* **@param** reserva

\* reserva a crear

\* **@param** resultado

\* resultado que se espera que devuelva el gestor

\* **@param** excepcion

\* es la excepcion que debe lanzar el mock del persistidor o del gestorPDF, si la prueba involucra procesar una excepcion de dicho persistidor/gestor, debe ser nulo propietario para que

\* se use

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testCrearReserva(Reserva reserva, ResultadoCrearReserva resultado, Throwable excepcion) **throws** Exception {

//Se crean los mocks de la prueba

GestorDatos gestorDatosMock = **new** GestorDatos() {

@Override

**public** ArrayList<Estado> obtenerEstados() **throws** PersistenciaException {

**return** **new** ArrayList<>();

}

};

GestorPDF gestorPDFMock = **new** GestorPDF() {

@Override

**public** PDF generarPDF(Reserva reserva) **throws** GestionException {

**if**(excepcion != **null** && excepcion **instanceof** GestionException){

**throw** (GestionException) excepcion;

}

**return** **new** PDF();

}

};

GestorEmail gestorEmailMock = **new** GestorEmail(**true**) {

@Override

**public** **void** enviarEmail(String destinatario, String asunto, String mensaje, Archivo archivo)

**throws** IOException, MessagingException {

}

};

ReservaService persistidorReservaMock = **new** ReservaService() {

@Override

**public** **void** guardarReserva(Reserva reserva) **throws** PersistenciaException {

**if**(excepcion != **null**){

**if**(excepcion **instanceof** PersistenciaException){

**throw** (PersistenciaException) excepcion;

}

**else** **if**(!(excepcion **instanceof** GestionException)){

**new** Integer("asd");

}

}

}

@Override

**public** **void** modificarReserva(Reserva reserva) **throws** PersistenciaException {

}

@Override

**public** ArrayList<Reserva> obtenerReservas(Cliente cliente) **throws** PersistenciaException {

**return** **null**;

}

@Override

**public** ArrayList<Reserva> obtenerReservas(Inmueble inmueble) **throws** PersistenciaException {

**return** **null**;

}

};

//Se crea el gestor a probar, se sobreescriben algunos métodos para setear los mocks

GestorReserva gestorReserva = **new** GestorReserva() {

{

**this**.gestorPDF = gestorPDFMock;

**this**.persistidorReserva = persistidorReservaMock;

**this**.gestorDatos = gestorDatosMock;

**this**.gestorEmail = gestorEmailMock;

}

};

//Creamos la prueba

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

**if**(resultado != **null**){

//Se hacen las verificaciones pertinentes para comprobar que el gestor se comporte adecuadamente

*assertEquals*(resultado, gestorReserva.crearReserva(reserva));

}

**else**{

**try**{

gestorReserva.crearReserva(reserva);

Assert.*fail*("Debería haber fallado!");

} **catch**(PersistenciaException | GestionException e){

Assert.*assertEquals*((excepcion), e);

} **catch**(Exception e){

**if**(excepcion **instanceof** PersistenciaException){

Assert.*fail*("Debería haber tirado una PersistenciaException y tiro otra Exception!");

}

}

}

}

};

//Ejecutamos la prueba

**try**{

test.evaluate();

} **catch**(Throwable e){

**throw** **new** Exception(e);

}

}

//Casos de prueba

//reserva, resultado, excepcion

/\* 0 \*/**new** Object[] { reservaCorrecta, **new** ResultadoEliminarReserva(), **null** }, //reserva correcta

/\* 1 \*/**new** Object[] { reservaCorrecta, **null**, **new** ObjNotFoundException("", **new** Exception()) }, //el persistidor tira una excepción

/\* 2 \*/**new** Object[] { reservaCorrecta, **null**, **new** Exception() } //el persistidor tira una excepción inesperada

/\*\*

\* Prueba el método eliminarReserva(), el cual corresponde con la taskcard 25 de la iteración 2 y a la historia 7

\*

\* **@param** reserva

\* reserva a eliminar

\* **@param** resultado

\* resultado que se espera que devuelva el gestor

\* **@param** excepcion

\* es la excepcion que debe lanzar el mock del persistidor, si la prueba involucra procesar una excepcion de dicho persistidor, debe ser nulo propietario para que

\* se use

\* **@throws** Exception

\*/

@Test

@Parameters

**public** **void** testEliminarReserva(Reserva reserva, ResultadoEliminarReserva resultado, Throwable excepcion) **throws** Exception {

//Se crean los mocks de la prueba

GestorDatos gestorDatosMock = **new** GestorDatos() {

@Override

**public** ArrayList<Estado> obtenerEstados() **throws** PersistenciaException {

**return** **new** ArrayList<>();

}

};

ReservaService persistidorReservaMock = **new** ReservaService() {

@Override

**public** **void** guardarReserva(Reserva reserva) **throws** PersistenciaException {

}

@Override

**public** **void** modificarReserva(Reserva reserva) **throws** PersistenciaException {

**if**(excepcion != **null**){

**if**(excepcion **instanceof** PersistenciaException){

**throw** (PersistenciaException) excepcion;

}

**else** **if**(!(excepcion **instanceof** GestionException)){

**new** Integer("asd");

}

}

}

@Override

**public** ArrayList<Reserva> obtenerReservas(Cliente cliente) **throws** PersistenciaException {

**return** **null**;

}

@Override

**public** ArrayList<Reserva> obtenerReservas(Inmueble inmueble) **throws** PersistenciaException {

**return** **null**;

}

};

//Se crea el gestor a probar, se sobreescriben algunos métodos para setear los mocks

GestorReserva gestorReserva = **new** GestorReserva() {

{

**this**.persistidorReserva = persistidorReservaMock;

**this**.gestorDatos = gestorDatosMock;

}

};

//Creamos la prueba

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

**if**(resultado != **null**){

//Se hacen las verificaciones pertinentes para comprobar que el gestor se comporte adecuadamente

*assertEquals*(resultado, gestorReserva.eliminarReserva(reserva));

}

**else**{

**try**{

gestorReserva.eliminarReserva(reserva);

Assert.*fail*("Debería haber fallado!");

} **catch**(PersistenciaException e){

Assert.*assertEquals*((excepcion), e);

} **catch**(Exception e){

**if**(excepcion **instanceof** PersistenciaException){

Assert.*fail*("Debería haber tirado una PersistenciaException y tiro otra Exception!");

}

}

}

}

};

//Ejecutamos la prueba

**try**{

test.evaluate();

} **catch**(Throwable e){

**throw** **new** Exception(e);

}

}

Código del archivo GestorPDF.java

/\*\*

\* Método para crear un PDF de una reserva a partir de los datos de una ReservaVista.

\* Pertenece a la taskcard 25 de la iteración 2 y a la historia 7

\*

\* **@param** reserva

\* datos que se utilizaran para generar el PDF de una reserva

\* **@return** reserva en PDF

\*/

**public** PDF generarPDF(Reserva reserva) **throws** GestionException {

**try**{

//Inicialización de parámetros

pdf = **null**;

//Cargar pantalla que representa al PDF

FXMLLoader loader = **new** FXMLLoader();

loader.setLocation(getClass().getResource(***URLDocumentoReserva***));

Pane documentoReserva = (Pane) loader.load();

FutureTask<Throwable> future = **new** FutureTask<>(() -> {

**try**{

//Cargar datos a la pantalla que representa al PDF

Label label = (Label) documentoReserva.lookup("#lblNombreOferente");

label.setText(formateador.nombrePropio(reserva.getCliente().getNombre()));

label = (Label) documentoReserva.lookup("#lblApellidoOferente");

label.setText(formateador.nombrePropio(reserva.getCliente().getApellido()));

label = (Label) documentoReserva.lookup("#lblDocumentoOferente");

label.setText(reserva.getCliente().getTipoDocumento() + " - " + reserva.getCliente().getNumeroDocumento());

label = (Label) documentoReserva.lookup("#lblNombrePropietario");

label.setText(formateador.nombrePropio(reserva.getInmueble().getPropietario().getNombre()));

label = (Label) documentoReserva.lookup("#lblApellidoPropietario");

label.setText(formateador.nombrePropio(reserva.getInmueble().getPropietario().getApellido()));

label = (Label) documentoReserva.lookup("#lblCodigoInmueble");

label.setText(Integer.*toString*(reserva.getInmueble().getId()));

label = (Label) documentoReserva.lookup("#lblTipoInmueble");

label.setText(reserva.getInmueble().getTipo().getTipo().toString());

label = (Label) documentoReserva.lookup("#lblLocalidadInmueble");

label.setText(reserva.getInmueble().getDireccion().getLocalidad().toString());

label = (Label) documentoReserva.lookup("#lblBarrioInmueble");

label.setText(reserva.getInmueble().getDireccion().getBarrio().toString());

label = (Label) documentoReserva.lookup("#lblCalleInmueble");

label.setText(reserva.getInmueble().getDireccion().getCalle().toString());

label = (Label) documentoReserva.lookup("#lblAlturaInmueble");

label.setText(reserva.getInmueble().getDireccion().getNumero());

label = (Label) documentoReserva.lookup("#lblPisoInmueble");

label.setText(reserva.getInmueble().getDireccion().getPiso());

label = (Label) documentoReserva.lookup("#lblDepartamentoInmueble");

label.setText(reserva.getInmueble().getDireccion().getDepartamento());

label = (Label) documentoReserva.lookup("#lblOtrosInmueble");

label.setText(reserva.getInmueble().getDireccion().getOtros());

label = (Label) documentoReserva.lookup("#lblImporte");

label.setText(String.*format*("$ %10.2f", reserva.getImporte()));

label = (Label) documentoReserva.lookup("#lblFechaRealizacion");

label.setText(conversorFechas.diaMesYAnioToString(reserva.getFechaInicio()));

label = (Label) documentoReserva.lookup("#lblFechaVencimiento");

label.setText(conversorFechas.diaMesYAnioToString(reserva.getFechaFin()));

label = (Label) documentoReserva.lookup("#lblHoraGenerado");

Date ahora = **new** Date();

label.setText(String.*format*(label.getText(), conversorFechas.horaYMinutosToString(ahora), conversorFechas.diaMesYAnioToString(ahora)));

//Generación del archivo

pdf = generarPDF(documentoReserva);

} **catch**(Throwable e){

**return** e;

}

**return** **null**;

});

//Asegurarse de que lo anterior se corra en el hilo de javaFX

**if**(!Platform.*isFxApplicationThread*()){

Platform.*runLater*(future);

}

**else**{

future.run();

}

//Si hubo error se lanza excepción

Throwable excepcion = future.get();

**if**(excepcion != **null**){

**throw** excepcion;

}

**if**(pdf == **null**){

**throw** **new** NullPointerException("Error al generar PDF");

}

} **catch**(Throwable e){

**throw** **new** GenerarPDFException(e);

}

**return** pdf;

}

/\*\*

\* Método para crear un PDF a partir de una pantalla.

\*

\* **@param** pantallaAPDF

\* pantalla que se imprimirá en PDF

\* **@return** PDF de una captura de la pantalla pasada

\*/

**private** PDF generarPDF(Node pantallaAPDF) **throws** Exception {

//Se imprime la pantalla en una imagen

**new** Scene((Parent) pantallaAPDF);

WritableImage image = pantallaAPDF.snapshot(**new** SnapshotParameters(), **null**);

ByteArrayOutputStream baos = **new** ByteArrayOutputStream();

ImageIO.*write*(SwingFXUtils.*fromFXImage*(image, **null**), "png", baos);

**byte**[] imageInByte = baos.toByteArray();

baos.flush();

baos.close();

//Se carga la imagen en un PDF

Image imagen = Image.*getInstance*(imageInByte);

Document document = **new** Document();

ByteArrayOutputStream pdfbaos = **new** ByteArrayOutputStream();

PdfWriter escritor = PdfWriter.*getInstance*(document, pdfbaos);

document.open();

imagen.setAbsolutePosition(0, 0);

imagen.scaleToFit(PageSize.***A4***.getWidth(), PageSize.***A4***.getHeight());

document.add(imagen);

document.close();

//Se obtiene el archivo PDF

**byte**[] pdfBytes = pdfbaos.toByteArray();

pdfbaos.flush();

escritor.close();

pdfbaos.close();

//Se genera un objeto PDF

**return** (PDF) **new** PDF().setArchivo(pdfBytes);

}

Prueba de unidad del archivo GestorPDFTest.java

/\*\*

\* Prueba el método generarPDF(Reserva reserva), el cual corresponde con la taskcard 25 de la iteración 2 y a la historia 7

\* El test es en parte manual ya que genera un archivo pdf que debe comprobarse si es correcto manualmente.

\*

\* **@throws** Exception

\*/

@Test

**public** **void** testGenerarPDFReserva() **throws** Exception {

**new** ControladorTest(LoginController.***URLVista***, **new** LoginController() {

@Override

**protected** **void** setTitulo(String titulo) {

}

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

}

});

GestorPDF gestor = **new** GestorPDF() {

{

formateador = **new** FormateadorString();

conversorFechas = **new** ConversorFechas();

}

};

Cliente cliente = **new** Cliente().setNombre("Pablo")

.setApellido("Van Derdonckt")

.setTipoDocumento(**new** TipoDocumento().setTipo(TipoDocumentoStr.***DNI***))

.setNumeroDocumento("36696969");

Propietario propietario = **new** Propietario().setNombre("Esteban")

.setApellido("Rebechi");

Localidad localidad = **new** Localidad().setProvincia(**new** Provincia().setPais(**new** Pais())).setNombre("Ceres");

Direccion direccion = **new** Direccion().setCalle(**new** Calle().setLocalidad(localidad).setNombre("Azquenaga")).setLocalidad(localidad).setBarrio(**new** Barrio().setLocalidad(localidad).setNombre("Vicente Zaspe"))

.setNumero("3434")

.setPiso("6")

.setDepartamento("6B")

.setOtros("otros");

Inmueble inmueble = **new** Inmueble() {

@Override

**public** Integer getId() {

**return** 12345;

};

}.setTipo(**new** TipoInmueble(TipoInmuebleStr.***DEPARTAMENTO***))

.setDireccion(direccion)

.setPropietario(propietario);

Date fechahoy = **new** Date();

Reserva reserva = **new** Reserva().setCliente(cliente).setInmueble(inmueble).setImporte(300000.50).setFechaInicio(fechahoy).setFechaFin(fechahoy);

PDF pdf = gestor.generarPDF(reserva);

FileOutputStream fos = **new** FileOutputStream("testReserva.pdf");

fos.write(pdf.getArchivo());

fos.close();

}

### Taskcard 26 Lógica envío de mail

Código del archivo GestorEmail.java

/\*\*

\* Método para el envío de email usando la API de Gmail

\*

\* **@param** destinatario

\* destinatario del email

\* **@param** asunto

\* asunto del email

\* **@param** mensaje

\* cuerpo del mensaje del email

\* **@param** archivo

\* arhivo que será adjuntado al email

\* **@throws** IOException

\* **@throws** MessagingException

\*/

**public** **void** enviarEmail(String destinatario, String asunto, String mensaje, Archivo archivo) **throws** IOException, MessagingException {

// Build a new authorized API client service.

//Se obtiene un servicio de cliente de la API

//Además se solicitan los permisos necesarios al usuario

Gmail service = getGmailService();

//La palabra clave "me" representa al dueño de la cuenta con la que se enviará el email

String user = "me";

//Se crea un archivo temporal para poder enviarlo como adjunto

File archivoTMP = **new** File(***URL\_RESERVA***);

FileOutputStream fos = **new** FileOutputStream(archivoTMP);

fos.write(archivo.getArchivo());

fos.flush();

fos.close();

//Se invoca al método de la API con los parámetros necesarios, se pasa la dirección de email de la inmobiliaria como campo "from"

sendMessage(service, user, createEmailWithAttachment(destinatario, "olimpoagilinmobiliaria2016@gmail.com", asunto, mensaje, archivoTMP));

//Finalmente se borra el archivo temporal

archivoTMP.delete();

}

### Taskcard 27 Cambios ABM Cliente

Código del archivo Cliente.java

@Column(name = "correo", length = 100)

**private** String correo;

Código del archivo AltaClienteController.java

/\*\*

\* Acción que se ejecuta al apretar el botón aceptar.

\*

\* Valida que se hayan insertado datos, los carga al cliente y deriva la operación a capa lógica.

\* Si la capa lógica retorna errores, se muestran al usuario.

\*/

@FXML

**public** **void** acceptAction() {

(…)

//obtengo datos introducidos por el usuario

(…)

String correo = textFieldCorreo.getText().trim();

(…)

**if**(correo.isEmpty()){

error.append("Inserte una dirección de correo electrónico").append("\n");

}

(…)

cliente.setNombre(nombre)

.setApellido(apellido)

.setTipoDocumento(tipoDoc)

.setNumeroDocumento(numeroDocumento)

.setTelefono(telefono)

.setCorreo(correo);

(…)

**case** ***Formato\_Correo\_Incorrecto***:

stringErrores.append("Formato de correo electrónico incorrecto.\n");

**break**;

(…)

Código del archivo ModificarClienteController.java

/\*\*

\* Acción que se ejecuta al apretar el botón aceptar.

\*

\* Valida que se hayan insertado datos, los carga al cliente y deriva la operación a capa lógica.

\* Si la capa lógica retorna errores, se muestran al usuario.

\*/

@FXML

**protected** **void** acceptAction() {

(…)

//obtengo datos introducidos por el usuario

(…)

String correo = textFieldCorreo.getText().trim();

(…)

//verifico que no estén vacíos

**if**(correo.isEmpty()){

error.append("Inserte una dirección de correo electrónico").append("\n");

}

(…)

clienteEnModificacion.setNombre(nombre)

.setApellido(apellido)

.setTipoDocumento(tipoDoc)

.setNumeroDocumento(numeroDocumento)

.setTelefono(telefono)

.setCorreo(correo);

(…)

**case** ***Formato\_Correo\_Incorrecto***:

stringErrores.append("Formato de correo electrónico incorrecto.\n");

**break**;

(…)

Código del archivo GestorCliente.java

/\*\*

\* Se encarga de validar los datos de un cliente a crear y, en caso de que no haya errores,

\* delegar el guardado del objeto a la capa de acceso a datos.

\*

\* Modificada en TaskCard 27 de la iteración 2

\*

\* **@param** cliente

\* cliente a crear

\* **@return** un resultado informando errores correspondientes en caso de que los haya

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\* **@throws** GestionException

\* se lanza una excepción EntidadExistenteConEstadoBaja cuando se encuentra que ya existe un vendedor con la misma identificación pero tiene estado BAJA

\*/

**public** ResultadoCrearCliente crearCliente(Cliente cliente) **throws** PersistenciaException, GestionException {

(…)

**if**(!validador.validarEmail(cliente.getCorreo())){

errores.add(ErrorCrearCliente.***Formato\_Correo\_Incorrecto***);

}

(…)

/\*\*

\* Se encarga de validar los datos de un cliente a modificar y, en caso de que no haya errores,

\* delegar el guardado del objeto a la capa de acceso a datos.

\*

\* Modificada en TaskCard 27 de la iteración 2

\*

\* **@param** cliente

\* cliente a modificar

\* **@return** un resultado informando errores correspondientes en caso de que los haya

\*

\* **@throws** PersistenciaException

\* se lanza esta excepción al ocurrir un error interactuando con la capa de acceso a datos

\*/

**public** ResultadoModificarCliente modificarCliente(Cliente cliente) **throws** PersistenciaException {

(…)

**if**(!validador.validarEmail(cliente.getCorreo())){

errores.add(ErrorModificarCliente.***Formato\_Correo\_Incorrecto***);

}

(…)

### Taskcard 28 Persistidor y entidad reserva

Código del archivo Reserva.java

/\*\*

\* Entidad que modela una reserva

\* Pertenece a la taskcard 28 de la iteración 2 y a la historia 7

\*/

**public** **class** Reserva {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

@Column(name = "id")

**private** Integer id; //ID

@Column(name = "importe", nullable = **false**)

**private** Double importe;

@Column(name = "fecha\_inicio", nullable = **false**)

**private** Date fechaInicio;

@Column(name = "fecha\_fin", nullable = **false**)

**private** Date fechaFin;

@OneToOne(cascade = CascadeType.***ALL***, orphanRemoval = **true**, optional = **false**)

@JoinColumn(name = "idarchivo", foreignKey = @ForeignKey(name = "reserva\_idarchivo\_fk"), nullable = **false**)

**private** PDF archivoPDF;

//Relaciones

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idcliente", referencedColumnName = "id", foreignKey = @ForeignKey(name = "reserva\_idcliente\_fk"), nullable = **false**)

**private** Cliente cliente;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idinmueble", referencedColumnName = "id", foreignKey = @ForeignKey(name = "reserva\_idinmueble\_fk"), nullable = **false**)

**private** Inmueble inmueble;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idestado", referencedColumnName = "id", foreignKey = @ForeignKey(name = "reserva\_idestado\_fk"), nullable = **false**)

**private** Estado estado;

Código del archivo ReservaServiceImpl.java

/\*

\* Método para guardar en la base de datos una reserva

\*/

@Override

@Transactional(rollbackFor = PersistenciaException.**class**) //si falla hace rollback de la transacción

**public** **void** guardarReserva(Reserva reserva) **throws** PersistenciaException {

Session session = getSessionFactory().getCurrentSession();

**try**{

session.save(reserva);

} **catch**(Exception e){

**throw** **new** SaveUpdateException(e);

}

}

/\*

\* Método para modificar en la base de datos una reserva

\*/

@Override

@Transactional(rollbackFor = PersistenciaException.**class**) //si falla hace rollback de la transacción

**public** **void** modificarReserva(Reserva reserva) **throws** PersistenciaException {

Session session = getSessionFactory().getCurrentSession();

**try**{

session.update(reserva);

} **catch**(Exception e){

**throw** **new** SaveUpdateException(e);

}

}

/\*

\* Método para obtener todas las reservas de un cliente

\*/

@Override

@Transactional(rollbackFor = PersistenciaException.**class**) //si falla hace rollback de la transacción

**public** ArrayList<Reserva> obtenerReservas(Cliente cliente) **throws** PersistenciaException {

ArrayList<Reserva> reservas = **new** ArrayList<>();

Session session = getSessionFactory().getCurrentSession();

**try**{

//named query ubicada en entidad reserva

**for**(Object o: session.getNamedQuery("obtenerReservasCliente").setParameter("cliente", cliente).list()){

**if**(o **instanceof** Reserva){

reservas.add((Reserva) o);

}

}

} **catch**(Exception e){

**throw** **new** ConsultaException(e);

}

**return** reservas;

}

/\*

\* Método para obtener todas las reservas de un inmueble

\*/

@Override

@Transactional(rollbackFor = PersistenciaException.**class**) //si falla hace rollback de la transacción

**public** ArrayList<Reserva> obtenerReservas(Inmueble inmueble) **throws** PersistenciaException {

ArrayList<Reserva> reservas = **new** ArrayList<>();

Session session = getSessionFactory().getCurrentSession();

**try**{

//named query ubicada en entidad reserva

**for**(Object o: session.getNamedQuery("obtenerReservasInmueble").setParameter("inmueble", inmueble).list()){

**if**(o **instanceof** Reserva){

reservas.add((Reserva) o);

}

}

} **catch**(Exception e){

**throw** **new** ConsultaException(e);

}

**return** reservas;

}

### Taskcard 29 Vista alta y listar venta

Código del alta en AltaVentaController.java

/\*\*

\* Acción que se ejecuta al apretar el botón aceptar.

\*

\* Valida que se hayan insertado datos, los carga a la venta y deriva la operación a capa lógica.

\* Si la capa lógica retorna errores, se muestran al usuario.

\*/

@FXML

**public** **void** acceptAction() {

StringBuilder errores = **new** StringBuilder("");

//obtengo y verifico los datos introducidos

Cliente cliente = comboBoxCliente.getValue();

Double importe = **null**;

String medioDePago = textFieldMedioDePago.getText().trim();

**if**(cliente == **null**){

errores.append("Elija un cliente").append("\n");

}

**try**{

importe = Double.*valueOf*(textFieldImporte.getText().trim());

} **catch**(Exception e){

errores.append("Importe incorrecto. Introduzca solo números y un punto para decimales.\n");

}

**if**(medioDePago.isEmpty()){

errores.append("Ingrese un medio de pago").append("\n");

}

**if**(inmueble == **null**){

errores.append("No hay inmueble seleccionado").append("\n");

}

**else** **if**(inmueble.getPropietario() == **null**){

errores.append("No se encuentra el propietario del inmueble").append("\n");

}

//si hay errores se muestra al usuario

**if**(!errores.toString().isEmpty()){

presentador.presentarError("Revise sus campos", errores.toString(), stage);

}

**else**{ //si no hay errores se muestra un Dialog emergente para que el vendedor confirme su contraseña

**boolean** contraseñaCorrecta = showConfirmarContraseñaDialog();

// si la contraseña es correcta se crea la venta

**if**(contraseñaCorrecta){

Venta venta = **new** Venta();

venta.setCliente(cliente);

venta.setFecha(**new** Date(System.*currentTimeMillis*()));

venta.setImporte(importe);

venta.setInmueble(inmueble);

venta.setMedioDePago(medioDePago);

venta.setPropietario(inmueble.getPropietario());

venta.setVendedor(vendedorLogueado);

**try**{ //se delega la operación a capa lógica

ResultadoCrearVenta resultado = coordinador.crearVenta(venta);

**if**(resultado.hayErrores()){

//si hay errores los muestro al usuario

StringBuilder stringErrores = **new** StringBuilder();

**for**(ErrorCrearVenta e: resultado.getErrores()){

**switch**(e) {

**case** ***Cliente\_Igual\_A\_Propietario***:

stringErrores.append("El cliente seleccionado es el actual propietario del inmueble.\n");

**break**;

**case** ***Cliente\_Vacío***:

stringErrores.append("No se ha seleccionado ningún cliente.\n");

**break**;

**case** ***Formato\_Medio\_De\_Pago\_Incorrecto***:

stringErrores.append("Formato de medio de pago incorrecto.\n");

**break**;

**case** ***Importe\_vacío***:

stringErrores.append("No se ha introducido importe.\n");

**break**;

**case** ***Inmueble\_Reservado\_Por\_Otro\_Cliente***:

stringErrores.append("El inmueble está reservado por otro cliente.\n");

**break**;

**case** ***Inmueble\_Vacío***:

stringErrores.append("No se ha seleccionado ningún inmueble.\n");

**break**;

**case** ***Inmueble\_Ya\_Vendido***:

stringErrores.append("El inmueble ya se encuentra vendido.\n");

**break**;

**case** ***Medio\_De\_Pago\_Vacío***:

stringErrores.append("No se ha introducido medio de pago.\n");

**break**;

**case** ***Propietario\_Vacío***:

stringErrores.append("El inmueble no posee propietario.\n");

**break**;

**case** ***Vendedor\_Vacío***:

stringErrores.append("No se ha confirmado el vendedor en esta operación.\n");

**break**;

}

}

presentador.presentarError("Revise sus campos", stringErrores.toString(), stage);

}

**else**{

//si no hay errores muestro una notificación

//y pregunto al usuario si quiere imprimir el documento generado

presentador.presentarToast("Se ha realizado la venta con éxito", stage);

VentanaConfirmacion ventana = presentador.presentarConfirmacion("Venta realizada correctamente", "¿Desea imprimir el documento generado?", stage);

**if**(ventana.acepta()){

//si acepta mando a imprimir

**try**{

impresora.imprimirPDF(venta.getArchivoPDF());

} **catch**(ImprimirPDFException ex){

presentador.presentarExcepcion(ex, stage);

} **catch**(Exception e){

presentador.presentarExcepcionInesperada(e);

}

}

//vuelvo a la vista de listar inmuebles

cambiarmeAScene(AdministrarInmuebleController.***URLVista***);

}

} **catch**(GestionException e){

presentador.presentarExcepcion(e, stage);

} **catch**(PersistenciaException e){

presentador.presentarExcepcion(e, stage);

} **catch**(Exception e){

presentador.presentarExcepcionInesperada(e);

}

}

}

}

Código del test del alta en AltaVentaControllerTest.java

**protected** Object[] parametersForTestCrearVenta() {

TipoDocumento tipoDoc = **new** TipoDocumento(TipoDocumentoStr.***DNI***);

Cliente cliente = **new** Cliente();

cliente.setTipoDocumento(tipoDoc).setNumeroDocumento("11111111");

Cliente clienteProp = **new** Cliente();

clienteProp.setTipoDocumento(tipoDoc).setNumeroDocumento("44444444");

Vendedor vendedor = **new** Vendedor();

vendedor.setTipoDocumento(tipoDoc).setNumeroDocumento("99999999");

Propietario propietario = **new** Propietario();

propietario.setTipoDocumento(tipoDoc).setNumeroDocumento("44444444");

Inmueble inmueble = **new** Inmueble().setDireccion(**new** Direccion()).setPropietario(propietario);

Inmueble inmuebleP = **new** Inmueble().setDireccion(**new** Direccion());

**return** **new** Object[] {

//inmuebleAVender,clienteSeleccionado,vendedorLogueado,importe,medioDePago,resultadoCrearVentaEsperado,llamaAPresentadorVentanasPresentarConfirmacion,usuarioAceptaConfirmacion,llamaACoordinadorImprimirPDF,contraseñaCorrecta,llamaAPresentadorVentanasPresentarError,llamaAPresentadorVentanasPresentarExcepcionLogica,llamaAPresentadorVentanasPresentarExcepcionImprimir,llamaACrearVenta,excepcionCapaLogica,excepcionAlImprimir

/\*0\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado", ***resultadoCorrecto***, 1, **true**, 1, **true**, 0, 0, 0, 1, **null**, **null** }, //prueba correcta, usuario acepta imprimir pdf

/\*1\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado", ***resultadoCorrecto***, 1, **false**, 0, **true**, 0, 0, 0, 1, **null**, **null** }, //prueba correcta, usuario no acepta imprimir pdf

/\*2\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado", **null**, 0, **false**, 0, **false**, 0, 0, 0, 0, **null**, **null** }, //Datos correctos pero contraseña incorrecta

/\*3\*/**new** Object[] { inmueble, **null**, vendedor, "1000000","contado", **null**, 0, **false**, 0, **false**, 1, 0, 0, 0, **null**, **null** }, //no se elije cliente

/\*4\*/**new** Object[] { inmueble, cliente, vendedor, "abcd","contado", **null**, 0, **false**, 0, **false**, 1, 0, 0, 0, **null**, **null** }, //importe incorrecto

/\*5\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","", **null**, 0, **false**, 0, **false**, 1, 0, 0, 0, **null**, **null** }, //no se ingresa medio de pago

/\*6\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado", ***resultadoCrearCliente\_Vacío***, 0, **false**, 0, **true**, 1, 0, 0, 1, **null**, **null** }, //capa lógica retorna cliente vacío

/\*7\*/**new** Object[] { inmueble, cliente, **null**, "1000000","contado", ***resultadoCrearVendedor\_Vacio***, 0, **false**, 0, **true**, 1, 0, 0, 1, **null**, **null** }, //capa lógica retorna vendedor vacío

/\*8\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado", ***resultadoCrearImporte\_Vacio***, 0, **false**, 0, **true**, 1, 0, 0, 1, **null**, **null** }, //capa lógica retorna importe vacío

/\*9\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado", ***resultadoCrearMedio\_De\_Pago\_Vacio***, 0, **false**, 0, **true**, 1, 0, 0, 1, **null**, **null** }, //capa lógica retorna medio de pago vacío

/\*10\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado#%&/", ***resultadoCrearMedio\_De\_Pago\_Incorrecto***, 0, **false**, 0, **true**, 1, 0, 0, 1, **null**, **null** }, //formato de medio de pago incorrecto

/\*11\*/**new** Object[] { inmuebleP, cliente, vendedor, "1000000","contado", **null**, 0, **false**, 0, **true**, 1, 0, 0, 0, **null**, **null** }, //inmueble sin propietario

/\*12\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado", ***resultadoCrearPropietario\_Vacío***, 0, **false**, 0, **true**, 1, 0, 0, 1, **null**, **null** }, //capa lógica retorna inmueble sin propietario

/\*13\*/**new** Object[] { **null**, cliente, vendedor, "1000000","contado", **null**, 0, **false**, 0, **true**, 1, 0, 0, 0, **null**, **null** }, //inmueble vacío

/\*14\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado", ***resultadoCrearInmueble\_Vacío***, 0, **false**, 0, **true**, 1, 0, 0, 1, **null**, **null** }, //capa lógica retorna inmueble vacío

/\*15\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado", ***resultadoCrearInmueble\_Ya\_Vendido***, 0, **false**, 0, **true**, 1, 0, 0, 1, **null**, **null** }, //el inmueble ya está vendido

/\*16\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado", ***resultadoCrearInmueble\_Reservado\_Por\_Otro\_Cliente***, 0, **false**, 0, **true**, 1, 0, 0, 1, **null**, **null** }, //el inmueble ya está reservado

/\*17\*/**new** Object[] { inmueble, clienteProp, vendedor, "1000000","contado", ***resultadoCrearCliente\_Igual\_A\_Propietario***, 0, **false**, 0, **true**, 1, 0, 0, 1, **null**, **null** }, //el cliente ya es el propietario del inmueble

/\*18\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado", **null**, 0, **false**, 0, **true**, 0, 1, 0, 1, **new** GenerarPDFException(**new** Throwable()), **null** }, //excepción al generar pdf

/\*19\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado", **null**, 0, **false**, 0, **true**, 0, 1, 0, 1, **new** SaveUpdateException(**new** Throwable()), **null** }, //excepción al persistir

/\*20\*/**new** Object[] { inmueble, cliente, vendedor, "1000000","contado", ***resultadoCorrecto***, 1, **true**, 1, **true**, 0, 0, 1, 1, **null**, **new** ImprimirPDFException(**new** Throwable()) }, //excepción al imprimir pdf

};

}

/\*\*

\* Test para el alta venta cuando el usuario presiona el botón aceptar

\*

\* **@param** inmuebleAVender

\* inmueble que se desea vender

\* **@param** clienteSeleccionado

\* cliente seleccionado por el usuario como comprador

\* **@param** vendedorLogueado

\* vendedor logueado en ese momento

\* **@param** importe

\* importe de la venta insertado por el usuario

\* **@param** medioDePago

\* medio de pago de la venta insertado por el usuario

\* **@param** resultadoCrearVentaEsperado

\* resultado que retornará el mock de capa lógica

\* **@param** llamaAPresentadorVentanasPresentarConfirmacion

\* 1 si llama al método presentar confirmación del presentador de ventanas, 0 si no

\* **@param** usuarioAceptaConfirmacion

\* si el usuario acepta la confirmación mostrada

\* **@param** llamaACoordinadorImprimirPDF

\* 1 si llama al método imprimirPDF del coordinador

\* **@param** contraseñaCorrecta

\* si la contraseña ingresada al confirmar contraseña es correcta

\* **@param** llamaAPresentadorVentanasPresentarError

\* 1 si llama al método presentar error del presentador de ventanas, 0 si no

\* **@param** llamaAPresentadorVentanasPresentarExcepcionLogica

\* 1 si llama al método presentar excepción del presentador de ventanas para una excepción de capa lógica, 0 si no

\* **@param** llamaAPresentadorVentanasPresentarExcepcionImprimir

\* 1 si llama al método presentar excepción del presentador de ventanas para una excepción al imprimir, 0 si no

\* **@param** llamaACrearVenta

\* 1 si llama al método crear venta hacia la capa lógica, 0 si no

\* **@param** excepcionCapaLogica

\* excepción de capa lógica que simula ser lanzada

\* **@param** excepcionAlImprimir

\* excepción al imprimir que simula ser lanzada

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testCrearVenta(Inmueble inmuebleAVender,

Cliente clienteSeleccionado,

Vendedor vendedorLogueado,

String importe,

String medioDePago,

ResultadoCrearVenta resultadoCrearVentaEsperado,

Integer llamaAPresentadorVentanasPresentarConfirmacion,

**boolean** usuarioAceptaConfirmacion,

Integer llamaACoordinadorImprimirPDF,

**boolean** contraseñaCorrecta,

Integer llamaAPresentadorVentanasPresentarError,

Integer llamaAPresentadorVentanasPresentarExcepcionLogica,

Integer llamaAPresentadorVentanasPresentarExcepcionImprimir,

Integer llamaACrearVenta,

Exception excepcionCapaLogica,

Exception excepcionAlImprimir)

**throws** Throwable {

//Se crean los mocks necesarios

CoordinadorJavaFX coordinadorMock = *mock*(CoordinadorJavaFX.**class**);

PresentadorVentanas presentadorVentanasMock = *mock*(PresentadorVentanas.**class**);

VentanaError ventanaErrorMock = *mock*(VentanaError.**class**);

VentanaErrorExcepcion ventanaErrorExcepcionMock = *mock*(VentanaErrorExcepcion.**class**);

VentanaErrorExcepcionInesperada ventanaErrorExcepcionInesperadaMock = *mock*(VentanaErrorExcepcionInesperada.**class**);

VentanaConfirmacion ventanaConfirmacionMock = *mock*(VentanaConfirmacion.**class**);

ImpresoraPDF impresoraMock = *mock*(ImpresoraPDF.**class**);

//Se setea lo que deben devolver los mocks cuando son invocados por la clase a probar

*when*(presentadorVentanasMock.presentarError(*any*(), *any*(), *any*())).thenReturn(ventanaErrorMock);

*when*(presentadorVentanasMock.presentarExcepcion(*any*(), *any*())).thenReturn(ventanaErrorExcepcionMock);

*when*(presentadorVentanasMock.presentarExcepcionInesperada(*any*(), *any*())).thenReturn(ventanaErrorExcepcionInesperadaMock);

*when*(ventanaConfirmacionMock.acepta()).thenReturn(usuarioAceptaConfirmacion);

*when*(presentadorVentanasMock.presentarConfirmacion(*any*(), *any*(), *any*())).thenReturn(ventanaConfirmacionMock);

**if**(excepcionCapaLogica != **null**){

*when*(coordinadorMock.crearVenta(*any*())).thenThrow(excepcionCapaLogica);

} **else** {

*when*(coordinadorMock.crearVenta(*any*())).thenReturn(resultadoCrearVentaEsperado);

}

**if**(excepcionAlImprimir != **null**){

Mockito.*doThrow*(excepcionAlImprimir).when(impresoraMock).imprimirPDF(*any*());

} **else** {

*doNothing*().when(impresoraMock).imprimirPDF(*any*());

}

ArrayList<Cliente> clientes = **new** ArrayList<>();

clientes.add(clienteSeleccionado);

*when*(coordinadorMock.obtenerClientes()).thenReturn(clientes);

//Controlador a probar, se sobreescriben algunos métodos para setear los mocks y setear los datos que ingresaría el usuario en la vista

AltaVentaController altaVentaController = **new** AltaVentaController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.coordinador = coordinadorMock;

**this**.presentador = presentadorVentanasMock;

**this**.impresora = impresoraMock;

**super**.inicializar(location, resources);

}

@Override

**public** **void** setTitulo(String titulo) {

}

@Override

**public** **void** setInmueble(Inmueble inmueble) {

**this**.inmueble = inmueble;

}

@Override

**protected** **boolean** showConfirmarContraseñaDialog() {

**return** contraseñaCorrecta;

}

@Override

**public** **void** acceptAction() {

**this**.textFieldImporte.setText(importe);

**this**.textFieldMedioDePago.setText(medioDePago);

**this**.comboBoxCliente.getSelectionModel().select(clienteSeleccionado);

**super**.acceptAction();

};

};

altaVentaController.setInmueble(inmuebleAVender);

altaVentaController.setVendedorLogueado(vendedorLogueado);

//Los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(AltaVentaController.***URLVista***, altaVentaController);

Statement test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

//Método a probar

altaVentaController.acceptAction();

//Se hacen las verificaciones pertinentes para comprobar que el controlador se comporte adecuadamente

Mockito.*verify*(coordinadorMock).obtenerClientes();

Mockito.*verify*(coordinadorMock, *times*(llamaACrearVenta)).crearVenta(*any*());

Mockito.*verify*(impresoraMock,*times*(llamaACoordinadorImprimirPDF)).imprimirPDF(*any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarError)).presentarError(*eq*("Revise sus campos"), *any*(), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcionLogica)).presentarExcepcion(*eq*(excepcionCapaLogica), *any*());

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarExcepcionImprimir)).presentarExcepcion(*eq*(excepcionAlImprimir), *any*());

Mockito.*verify*(presentadorVentanasMock,*times*(llamaAPresentadorVentanasPresentarConfirmacion)).presentarConfirmacion(*any*(), *any*(), *any*());

Mockito.*verify*(presentadorVentanasMock,*times*(llamaAPresentadorVentanasPresentarConfirmacion)).presentarToast(*any*(), *any*());

}

};

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(test, **null**).evaluate();

}

Código del listar en AdministrarVentaController.java

**public** **void** setCliente(Cliente persona) {

Platform.*runLater*(() -> {

**if**(persona != **null**){

labelPersona.setText("Cliente: " + persona.getApellido() + ", " + persona.getNombre());

tablaVentas.getItems().addAll(persona.getVentas());

}

columnaCliente.setVisible(**false**);

tipoPersona = TipoPersona.***Cliente***;

});

}

**public** **void** setPropietario(Propietario persona) {

Platform.*runLater*(() -> {

**if**(persona != **null**){

labelPersona.setText("Propietario: " + persona.getApellido() + ", " + persona.getNombre());

tablaVentas.getItems().addAll(persona.getVentas());

}

columnaPropietario.setVisible(**false**);

tipoPersona = TipoPersona.***Propietario***;

});

}

**public** **void** setVendedor(Vendedor persona) {

Platform.*runLater*(() -> {

**if**(persona != **null**){

labelPersona.setText("Vendedor: " + persona.getApellido() + ", " + persona.getNombre());

tablaVentas.getItems().addAll(persona.getVentas());

}

columnaVendedor.setVisible(**false**);

tipoPersona = TipoPersona.***Vendedor***;

});

}

/\*\*

\* Acción que se ejecuta al presionar el botón ver inmueble

\*/

@FXML

**protected** **void** handleVerInmueble() {

**if**(tablaVentas.getSelectionModel().getSelectedItem() != **null**){

VerBasicosInmuebleController controlador = (VerBasicosInmuebleController) cambiarmeAScene(VerBasicosInmuebleController.***URLVista***);

controlador.setInmueble(tablaVentas.getSelectionModel().getSelectedItem().getInmueble());

**switch**(tipoPersona) {

**case** ***Cliente***:

controlador.setCliente(tablaVentas.getSelectionModel().getSelectedItem().getCliente());

**break**;

**case** ***Propietario***:

controlador.setPropietario(tablaVentas.getSelectionModel().getSelectedItem().getPropietario());

**break**;

**case** ***Vendedor***:

controlador.setVendedor(tablaVentas.getSelectionModel().getSelectedItem().getVendedor());

**break**;

}

}

}

/\*\*

\* Acción que se ejecuta al presionar el botón ver documento

\*/

@FXML

**protected** **void** handleVerDocumento() {

Venta venta = tablaVentas.getSelectionModel().getSelectedItem();

**if**(venta == **null**){

**return**;

}

VerPDFController visorPDF = (VerPDFController) cambiarScene(fondo, VerPDFController.***URLVista***, (Pane) fondo.getChildren().get(0));

visorPDF.cargarPDF(venta.getArchivoPDF());

}

@FXML

**protected** **void** handleSalir() {

**switch**(tipoPersona) {

**case** ***Cliente***:

cambiarmeAScene(AdministrarClienteController.***URLVista***);

**break**;

**case** ***Propietario***:

cambiarmeAScene(AdministrarPropietarioController.***URLVista***);

**break**;

**case** ***Vendedor***:

**if**(vendedorLogueado.getRoot() == **true**) {

cambiarmeAScene(AdministrarVendedorController.***URLVista***);

} **else** {

ModificarVendedorController controlador = (ModificarVendedorController) cambiarmeAScene(ModificarVendedorController.***URLVista***);

controlador.setVendedor(vendedorLogueado);

controlador.mostrarBotonVerVentas();

}

**break**;

}

}

Código del test del listar en AdministrarVentaControllerTest.java

**protected** Object[] parametersForTestRolesDeIngresoYEgreso() {

Cliente cliente = **new** Cliente();

cliente.setNombre("Juan").setApellido("Pérez");

Vendedor vendedor = **new** Vendedor();

vendedor.setNombre("Juan").setApellido("Pérez");

Propietario propietario = **new** Propietario();

propietario.setNombre("Juan").setApellido("Pérez");

Venta venta = **new** Venta();

venta.setCliente(cliente).setPropietario(propietario).setVendedor(vendedor);

venta.setFecha(**new** Date()).setInmueble(**new** Inmueble());

cliente.getVentas().add(venta);

propietario.getVentas().add(venta);

vendedor.getVentas().add(venta);

**return** **new** Object[] {

//cliente,propietario,vendedor,presionaVerInmueble,presionaVerDocumento,llamaAPresentadorVentanasPresentarError,excepcion

/\* 0 \*/**new** Object[] { cliente, **null**, **null**, **true**, **false**, 0, **null** }, // se accede para un cliente, se presiona ver inmueble

/\* 1 \*/**new** Object[] { cliente, **null**, **null**, **false**, **true**, 0, **null** }, // se accede para un cliente, se presiona ver documento

/\* 2 \*/**new** Object[] { cliente, **null**, **null**, **false**, **true**, 1, **new** IOException() }, // se accede para un cliente, se presiona ver documento y ocurre excepcion al abrir pdf

/\* 3 \*/**new** Object[] { **null**, propietario, **null**, **true**, **false**, 0, **null** }, // se accede para un propietario, se presiona ver inmueble

/\* 4 \*/**new** Object[] { **null**, propietario, **null**, **false**, **true**, 0, **null** }, // se accede para un propietario, se presiona ver documento

/\* 5 \*/**new** Object[] { **null**, propietario, **null**, **false**, **true**, 1, **new** IOException() }, // se accede para un propietario, se presiona ver documento y ocurre excepcion al abrir pdf

/\* 6 \*/**new** Object[] { **null**, **null**, vendedor, **true**, **false**, 0, **null** }, // se accede para un vendedor, se presiona ver inmueble

/\* 7 \*/**new** Object[] { **null**, **null**, vendedor, **false**, **true**, 0, **null** }, // se accede para un vendedor, se presiona ver documento

/\* 8 \*/**new** Object[] { **null**, **null**, vendedor, **false**, **true**, 1, **new** IOException() }, // se accede para un vendedor, se presiona ver documento y ocurre excepcion al abrir pdf

};

}

/\*\*

\* Test para probar las transiciones correctas desde y hacia la pantalla y la muestra de las

\* columnas correctas según el rol para el cual se desean conocer las ventas

\*

\* **@param** cliente

\* cliente para el cual se desean listar las ventas

\* **@param** propietario

\* propietario para el cual se desean listar las ventas

\* **@param** vendedor

\* vendedor para el cual se desean listar las ventas

\* **@param** presionaVerInmueble

\* si el usuario presiona ver inmueble

\* **@param** presionaVerDocumento

\* si el usuario presiona ver documento

\* **@param** llamaAPresentadorVentanasPresentarError

\* 1 si llama al método presentar error del presentador de ventanas

\* **@param** excepcion

\* excepción que se simula lanzar desde capa lógica

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testRolesDeIngresoYEgreso(Cliente cliente,

Propietario propietario,

Vendedor vendedor,

**boolean** presionaVerInmueble,

**boolean** presionaVerDocumento,

Integer llamaAPresentadorVentanasPresentarError,

Exception excepcion) **throws** Throwable {

PresentadorVentanas presentadorVentanasMock = *mock*(PresentadorVentanas.**class**);

VentanaError ventanaErrorMock = *mock*(VentanaError.**class**);

VerBasicosInmuebleController controladorMock = *mock*(VerBasicosInmuebleController.**class**);

*when*(presentadorVentanasMock.presentarError(*any*(), *any*(), *any*())).thenReturn(ventanaErrorMock);

**if**(cliente != **null**){

Mockito.*doNothing*().when(controladorMock).setCliente(cliente);

}

**if**(propietario != **null**){

Mockito.*doNothing*().when(controladorMock).setPropietario(propietario);

}

**if**(vendedor != **null**){

Mockito.*doNothing*().when(controladorMock).setVendedor(vendedor);

}

Mockito.*doNothing*().when(controladorMock).setVendedorLogueado(*any*());

Mockito.*doNothing*().when(controladorMock).setInmueble(*any*());

AdministrarVentaController administrarVentaController = **new** AdministrarVentaController() {

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

**this**.presentador = presentadorVentanasMock;

**super**.inicializar(location, resources);

}

@Override

**public** **void** setTitulo(String titulo) {

}

@Override

**protected** **void** handleVerDocumento() {

tablaVentas.getSelectionModel().selectFirst();

**if**(tablaVentas.getSelectionModel().getSelectedItem() != **null**){

**try**{

//se intenta abrir el pdf

**if**(excepcion != **null**){

**throw** excepcion;

}

} **catch**(Exception ex){

presentador.presentarError("Error", "No se pudo abrir el archivo pdf", stage);

}

}

}

@Override

**protected** **void** handleVerInmueble() {

tablaVentas.getSelectionModel().selectFirst();

**super**.handleVerInmueble();

}

@Override

**protected** OlimpoController cambiarmeAScene(String url) {

controladorMock.setVendedorLogueado(vendedorLogueado);

**return** controladorMock;

}

};

//Los controladores de las vistas deben correrse en un thread de JavaFX

ControladorTest corredorTestEnJavaFXThread = **new** ControladorTest(AdministrarVentaController.***URLVista***, administrarVentaController);

Statement correr\_test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

**if**(cliente != **null**){

administrarVentaController.setCliente(cliente);

}

**if**(propietario != **null**){

administrarVentaController.setPropietario(propietario);

}

**if**(vendedor != **null**){

administrarVentaController.setVendedor(vendedor);

}

}

};

Statement evaluar\_test = **new** Statement() {

@Override

**public** **void** evaluate() **throws** Throwable {

**if**(cliente != **null**){

*assertEquals*(**false**, administrarVentaController.columnaCliente.isVisible());

*assertEquals*(**true**, administrarVentaController.columnaPropietario.isVisible());

*assertEquals*(**true**, administrarVentaController.columnaVendedor.isVisible());

}

**if**(propietario != **null**){

*assertEquals*(**true**, administrarVentaController.columnaCliente.isVisible());

*assertEquals*(**false**, administrarVentaController.columnaPropietario.isVisible());

*assertEquals*(**true**, administrarVentaController.columnaVendedor.isVisible());

}

**if**(vendedor != **null**){

*assertEquals*(**true**, administrarVentaController.columnaCliente.isVisible());

*assertEquals*(**true**, administrarVentaController.columnaPropietario.isVisible());

*assertEquals*(**false**, administrarVentaController.columnaVendedor.isVisible());

}

**if**(presionaVerDocumento){

administrarVentaController.handleVerDocumento();

}

**if**(presionaVerInmueble){

administrarVentaController.handleVerInmueble();

Mockito.*verify*(controladorMock).setInmueble(*any*());

Mockito.*verify*(controladorMock).setVendedorLogueado(*any*());

**if**(cliente != **null**){

Mockito.*verify*(controladorMock).setCliente(cliente);

}

**if**(propietario != **null**){

Mockito.*verify*(controladorMock).setPropietario(propietario);

}

**if**(vendedor != **null**){

Mockito.*verify*(controladorMock).setVendedor(vendedor);

}

}

Mockito.*verify*(presentadorVentanasMock, *times*(llamaAPresentadorVentanasPresentarError)).presentarError(*eq*("Error"), *eq*("No se pudo abrir el archivo pdf"), *any*());

}

};

//Se corre el test en el hilo de JavaFX

corredorTestEnJavaFXThread.apply(correr\_test, **null**).evaluate();

corredorTestEnJavaFXThread.apply(evaluar\_test, **null**).evaluate();

}

### Taskcard 30 Lógica alta venta y generar PDF

Código de la lógica en GestorVenta.java

/\*\*

\* Método para crear una venta. Primero se validan las reglas de negocio y luego se persiste.

\* Pertenece a la taskcard 30 de la iteración 2 y a la historia 8

\*

\* **@param** venta

\* venta que se quiere crear

\* **@return** resultado de la operación

\* **@throws** PersistenciaException

\* si falló al persistir

\*/

**public** ResultadoCrearVenta crearVenta(Venta venta) **throws** PersistenciaException, GestionException {

ArrayList<ErrorCrearVenta> errores = **new** ArrayList<>();

//se validan los datos

**if**(venta.getCliente() == **null**){

errores.add(ErrorCrearVenta.***Cliente\_Vacío***);

}

**if**(venta.getVendedor() == **null**){

errores.add(ErrorCrearVenta.***Vendedor\_Vacío***);

}

**if**(venta.getInmueble() == **null**){

errores.add(ErrorCrearVenta.***Inmueble\_Vacío***);

}

**if**(venta.getPropietario() == **null**){

errores.add(ErrorCrearVenta.***Propietario\_Vacío***);

}

**if**(venta.getImporte() == **null**){

errores.add(ErrorCrearVenta.***Importe\_vacío***);

}

**if**(venta.getMedioDePago().isEmpty() || venta.getMedioDePago() == **null**){

errores.add(ErrorCrearVenta.***Medio\_De\_Pago\_Vacío***);

} **else** **if**(!validador.validarMedioDePago(venta.getMedioDePago())) {

errores.add(ErrorCrearVenta.***Formato\_Medio\_De\_Pago\_Incorrecto***);

}

//verifico si el cliente tiene mismo tipo y número de documento que el propietario. Entonces ya es el propietario del inmueble

**if**(venta.getCliente() != **null** && venta.getPropietario() != **null** && venta.getCliente().getTipoDocumento().equals(venta.getPropietario().getTipoDocumento()) && venta.getCliente().getNumeroDocumento().equals(venta.getPropietario().getNumeroDocumento())) {

errores.add(ErrorCrearVenta.***Cliente\_Igual\_A\_Propietario***);

}

//verifico si el inmueble ya está vendido

**if**(venta.getInmueble() != **null** && venta.getInmueble().getEstadoInmueble().getEstado().equals(EstadoInmuebleStr.***VENDIDO***)) {

errores.add(ErrorCrearVenta.***Inmueble\_Ya\_Vendido***);

}

//verifico si el inmueble está reserado por otro cliente que no sea el que lo quiere comprar

Date fechaHoy = **null**;

**if**(venta.getInmueble() != **null**) {

fechaHoy = **new** Date(System.*currentTimeMillis*());

**for**(Reserva r: venta.getInmueble().getReservas()) {

**if** (fechaHoy.after(r.getFechaInicio()) && fechaHoy.before(r.getFechaFin()) && !r.getCliente().equals(venta.getCliente())) {

errores.add(ErrorCrearVenta.***Inmueble\_Reservado\_Por\_Otro\_Cliente***);

**break**;

}

}

}

//si no hay errores marco al inmueble como vendido, seteo fecha, pdf y mando a persistir

**if**(errores.isEmpty()){

ArrayList<EstadoInmueble> estadosInm = gestorDatos.obtenerEstadosInmueble();

**for**(EstadoInmueble ei: estadosInm){

**if**(ei.getEstado().equals(EstadoInmuebleStr.***VENDIDO***)){

venta.getInmueble().setEstadoInmueble(ei);

**break**;

}

}

gestorInmueble.modificarInmueble(venta.getInmueble());

venta.setFecha(fechaHoy);

venta.setArchivoPDF(gestorPDF.generarPDF(venta));

persistidorVenta.guardarVenta(venta);

}

**return** **new** ResultadoCrearVenta(errores.toArray(**new** ErrorCrearVenta[0]));

}

Código del test de la lógica en GestorVentaTest.java

**protected** Object[] parametersForTestCrearVenta() {

TipoDocumento tipoDoc = **new** TipoDocumento(TipoDocumentoStr.***DNI***);

Propietario p = **new** Propietario();

p.setTipoDocumento(tipoDoc).setNumeroDocumento("12345678");

Vendedor v = **new** Vendedor();

Cliente c = **new** Cliente();

c.setTipoDocumento(tipoDoc).setNumeroDocumento("87654321");

Cliente cp = **new** Cliente();

cp.setTipoDocumento(tipoDoc).setNumeroDocumento("12345678");

Inmueble isi = **new** Inmueble();

isi.setEstadoInmueble(**new** EstadoInmueble(EstadoInmuebleStr.***VENDIDO***));

Reserva rOtro = **new** Reserva();

rOtro.setCliente(cp).setFechaInicio(**new** Date(System.*currentTimeMillis*() - 1000000000)).setFechaFin(**new** Date(System.*currentTimeMillis*() + 100000000));

Reserva rMismo = **new** Reserva();

rMismo.setCliente(c).setFechaInicio(**new** Date(System.*currentTimeMillis*() - 1000000000)).setFechaFin(**new** Date(System.*currentTimeMillis*() + 100000000));

HashSet<Reserva> hROtro = **new** HashSet<>();

hROtro.add(rOtro);

HashSet<Reserva> hRMismo = **new** HashSet<>();

hROtro.add(rMismo);

Inmueble inoMismo = **new** Inmueble();

inoMismo.setEstadoInmueble(**new** EstadoInmueble(EstadoInmuebleStr.***NO\_VENDIDO***)).setReservas(hRMismo);

Inmueble inoOtro = **new** Inmueble();

inoOtro.setEstadoInmueble(**new** EstadoInmueble(EstadoInmuebleStr.***NO\_VENDIDO***)).setReservas(hROtro);

//Parámetros de JUnitParams

**return** **new** Object[] {

//venta,resultadoEsperado,resultadoCorrecto,medioDePagoValido,excepcionPersistencia,excepcionPDF

/\* 0 \*/**new** Object[] { **new** Venta().setCliente(c).setImporte(10.0).setInmueble(**new** Inmueble().setEstadoInmueble(**new** EstadoInmueble(EstadoInmuebleStr.***NO\_VENDIDO***))).setMedioDePago("contado").setPropietario(p).setVendedor(v), ***resultadoCorrecto***, **true**, **true**, **null**, **null** }, //resultado correcto

/\* 1 \*/**new** Object[] { **new** Venta().setCliente(**null**).setImporte(10.0).setInmueble(**new** Inmueble().setEstadoInmueble(**new** EstadoInmueble(EstadoInmuebleStr.***NO\_VENDIDO***))).setMedioDePago("contado").setPropietario(p).setVendedor(v), ***resultadoCrearCliente\_Vacío***, **false**, **true**, **null**, **null** }, //la venta no tiene cliente

/\* 2 \*/**new** Object[] { **new** Venta().setCliente(c).setImporte(10.0).setInmueble(**new** Inmueble().setEstadoInmueble(**new** EstadoInmueble(EstadoInmuebleStr.***NO\_VENDIDO***))).setMedioDePago("contado").setPropietario(**null**).setVendedor(v), ***resultadoCrearPropietario\_Vacío***, **false**, **true**, **null**, **null** }, //la venta no tiene propietario

/\* 3 \*/**new** Object[] { **new** Venta().setCliente(c).setImporte(10.0).setInmueble(**null**).setMedioDePago("contado").setPropietario(p).setVendedor(v), ***resultadoCrearInmueble\_Vacío***, **false**, **true**, **null**, **null** }, //la venta no tiene inmueble

/\* 4 \*/**new** Object[] { **new** Venta().setCliente(c).setImporte(10.0).setInmueble(**new** Inmueble().setEstadoInmueble(**new** EstadoInmueble(EstadoInmuebleStr.***NO\_VENDIDO***))).setMedioDePago("contado").setPropietario(p).setVendedor(**null**), ***resultadoCrearVendedor\_Vacio***, **false**, **true**, **null**, **null** }, //la venta no tiene vendedor

/\* 5 \*/**new** Object[] { **new** Venta().setCliente(c).setImporte(**null**).setInmueble(**new** Inmueble().setEstadoInmueble(**new** EstadoInmueble(EstadoInmuebleStr.***NO\_VENDIDO***))).setMedioDePago("contado").setPropietario(p).setVendedor(v), ***resultadoCrearImporte\_Vacio***, **false**, **true**, **null**, **null** }, //la venta no tiene importe

/\* 6 \*/**new** Object[] { **new** Venta().setCliente(c).setImporte(10.0).setInmueble(**new** Inmueble().setEstadoInmueble(**new** EstadoInmueble(EstadoInmuebleStr.***NO\_VENDIDO***))).setMedioDePago(**null**).setPropietario(p).setVendedor(v), ***resultadoCrearMedio\_De\_Pago\_Vacio***, **false**, **true**, **null**, **null** }, //la venta no tiene medio de pago

/\* 7 \*/**new** Object[] { **new** Venta().setCliente(c).setImporte(10.0).setInmueble(**new** Inmueble().setEstadoInmueble(**new** EstadoInmueble(EstadoInmuebleStr.***NO\_VENDIDO***))).setMedioDePago("#$%&").setPropietario(p).setVendedor(v), ***resultadoCrearMedio\_De\_Pago\_Incorrecto***, **false**, **false**, **null**, **null** }, //formato de medio de pago incorrecto

/\* 8 \*/**new** Object[] { **new** Venta().setCliente(cp).setImporte(10.0).setInmueble(**new** Inmueble().setEstadoInmueble(**new** EstadoInmueble(EstadoInmuebleStr.***NO\_VENDIDO***))).setMedioDePago("contado").setPropietario(p).setVendedor(v), ***resultadoCrearCliente\_Igual\_A\_Propietario***, **false**, **true**, **null**, **null** }, //el cliente ya es el propietario

/\* 9 \*/**new** Object[] { **new** Venta().setCliente(c).setImporte(10.0).setInmueble(isi).setMedioDePago("contado").setPropietario(p).setVendedor(v), ***resultadoCrearInmueble\_Ya\_Vendido***, **false**, **true**, **null**, **null** }, //el inmueble ya se encuentra vendido

/\* 10 \*/**new** Object[] { **new** Venta().setCliente(c).setImporte(10.0).setInmueble(inoOtro).setMedioDePago("contado").setPropietario(p).setVendedor(v), ***resultadoCrearInmueble\_Reservado\_Por\_Otro\_Cliente***, **false**, **true**, **null**, **null** }, //el inmueble ya se encuentra reservado por otro cliente

/\* 11 \*/**new** Object[] { **new** Venta().setCliente(c).setImporte(10.0).setInmueble(inoMismo).setMedioDePago("contado").setPropietario(p).setVendedor(v), ***resultadoCorrecto***, **true**, **true**, **null**, **null** }, //resultado correcto, el inmueble está reservado pero por el mismo cliente que desea comprarlo

/\* 12 \*/**new** Object[] { **new** Venta().setCliente(c).setImporte(10.0).setInmueble(**new** Inmueble().setEstadoInmueble(**new** EstadoInmueble(EstadoInmuebleStr.***NO\_VENDIDO***))).setMedioDePago("contado").setPropietario(p).setVendedor(v), **null**, **false**, **true**, **new** SaveUpdateException(**new** Throwable()), **null** }, //excpecion al persistir

/\* 13 \*/**new** Object[] { **new** Venta().setCliente(c).setImporte(10.0).setInmueble(**new** Inmueble().setEstadoInmueble(**new** EstadoInmueble(EstadoInmuebleStr.***NO\_VENDIDO***))).setMedioDePago("contado").setPropietario(p).setVendedor(v), **null**, **false**, **true**, **null**, **new** GenerarPDFException(**new** Throwable()) }, //excpecion al generar PDF

};

}

/\*\*

\* Prueba el método crearVenta, el cual corresponde con la taskcard 30 de la iteración 2 y a la historia 8

\*

\* **@param** venta

\* venta que se quiere crear

\* **@param** resultadoEsperado

\* resultado que se espera retorne el método a probar

\* **@param** resultadoCorrecto

\* si el resultado es correcto y deberían efectuarse los seteos correspondientes y posterior guardado

\* **@param** medioDePagoValido

\* valor que retorna el mock validador al validad medio de pago

\* **@param** excepcionPersistencia

\* excepción originada en capa de persistencia que se simula ser lanzada

\* **@param** excepcionPDF

\* excepción al generar PFD que se simula ser lanzada

\* **@throws** Throwable

\*/

@Test

@Parameters

**public** **void** testCrearVenta(Venta venta,

ResultadoCrearVenta resultadoEsperado,

**boolean** resultadoCorrecto,

**boolean** medioDePagoValido,

Exception excepcionPersistencia,

Exception excepcionPDF) **throws** Throwable {

GestorInmueble gestorInmuebleMock = *mock*(GestorInmueble.**class**);

GestorDatos gestorDatosMock = *mock*(GestorDatos.**class**);

GestorPDF gestorPDFMock = *mock*(GestorPDF.**class**);

VentaService persistidorVentaMock = *mock*(VentaService.**class**);

ValidadorFormato validadorMock = *mock*(ValidadorFormato.**class**);

**if**(excepcionPDF == **null**){

Mockito.*when*(gestorPDFMock.generarPDF(venta)).thenReturn(**new** PDF());

}

**else**{

Mockito.*when*(gestorPDFMock.generarPDF(venta)).thenThrow(excepcionPDF);

}

**if**(excepcionPersistencia == **null**){

Mockito.*doNothing*().when(persistidorVentaMock).guardarVenta(venta);

}

**else**{

Mockito.*doThrow*(excepcionPersistencia).when(persistidorVentaMock).guardarVenta(venta);

}

Mockito.*when*(validadorMock.validarMedioDePago(venta.getMedioDePago())).thenReturn(medioDePagoValido);

Mockito.*when*(gestorInmuebleMock.modificarInmueble(venta.getInmueble())).thenReturn(**null**);

ArrayList<EstadoInmueble> estadosInm = **new** ArrayList<>();

estadosInm.add(**new** EstadoInmueble(EstadoInmuebleStr.***VENDIDO***));

Mockito.*when*(gestorDatosMock.obtenerEstadosInmueble()).thenReturn(estadosInm);

GestorVenta gestorVenta = **new** GestorVenta() {

{

**this**.gestorInmueble = gestorInmuebleMock;

**this**.persistidorVenta = persistidorVentaMock;

**this**.gestorDatos = gestorDatosMock;

**this**.gestorPDF = gestorPDFMock;

**this**.validador = validadorMock;

}

};

ResultadoCrearVenta resultadoCrearVenta;

**try**{

resultadoCrearVenta = gestorVenta.crearVenta(venta);

*assertEquals*(resultadoEsperado.getErrores(), resultadoCrearVenta.getErrores());

} **catch**(Exception e){

**if**(excepcionPDF != **null**){

*assertEquals*(excepcionPDF.getClass(), e.getClass());

}

**if**(excepcionPersistencia != **null**){

*assertEquals*(excepcionPersistencia.getClass(), e.getClass());

}

}

**if**(venta.getMedioDePago() != **null**) {

Mockito.*verify*(validadorMock).validarMedioDePago(venta.getMedioDePago());

}

**if**(resultadoCorrecto){

Mockito.*verify*(gestorDatosMock).obtenerEstadosInmueble();

Mockito.*verify*(gestorPDFMock).generarPDF(venta);

Mockito.*verify*(gestorInmuebleMock).modificarInmueble(venta.getInmueble());

Mockito.*verify*(persistidorVentaMock).guardarVenta(venta);

*assertEquals*(EstadoInmuebleStr.***VENDIDO***, venta.getInmueble().getEstadoInmueble().getEstado());

*assertEquals*(PDF.**class**, venta.getArchivoPDF().getClass());

*assertEquals*(Date.**class**, venta.getFecha().getClass());

}

}

Código de generar PDF en GestorPDF.java

/\*\*

\* Método para crear un PDF de una venta a partir de los datos de una Venta.

\* Pertenece a la taskcard 30 de la iteración 2 y a la historia 8

\*

\* **@param** venta

\* datos que se utilizaran para generar el PDF de una venta

\* **@return** venta en PDF

\*/

**public** PDF generarPDF(Venta venta) **throws** GestionException {

**try**{

//se carga el fxml

pdf = **null**;

FXMLLoader loader = **new** FXMLLoader();

loader.setLocation(getClass().getResource(***URLDocumentoVenta***));

Pane documentoVenta = (Pane) loader.load();

FutureTask<Throwable> future = **new** FutureTask<>(() -> {

**try**{

//se setean los campos del documento con los datos de la venta

Label label = (Label) documentoVenta.lookup("#lblNombreComprador");

label.setText(formateador.nombrePropio(venta.getCliente().getNombre()));

label = (Label) documentoVenta.lookup("#lblApellidoComprador");

label.setText(formateador.nombrePropio(venta.getCliente().getApellido()));

label = (Label) documentoVenta.lookup("#lblDocumentoComprador");

label.setText(venta.getCliente().getTipoDocumento() + " - " + venta.getCliente().getNumeroDocumento());

label = (Label) documentoVenta.lookup("#lblNombrePropietario");

label.setText(formateador.nombrePropio(venta.getInmueble().getPropietario().getNombre()));

label = (Label) documentoVenta.lookup("#lblApellidoPropietario");

label.setText(formateador.nombrePropio(venta.getInmueble().getPropietario().getApellido()));

label = (Label) documentoVenta.lookup("#lblDocumentoPropietario");

label.setText(venta.getPropietario().getTipoDocumento() + " - " + venta.getPropietario().getNumeroDocumento());

label = (Label) documentoVenta.lookup("#lblCodigoInmueble");

label.setText(Integer.*toString*(venta.getInmueble().getId()));

label = (Label) documentoVenta.lookup("#lblTipoInmueble");

label.setText(venta.getInmueble().getTipo().getTipo().toString());

label = (Label) documentoVenta.lookup("#lblLocalidadInmueble");

label.setText(venta.getInmueble().getDireccion().getLocalidad().toString());

label = (Label) documentoVenta.lookup("#lblBarrioInmueble");

label.setText(venta.getInmueble().getDireccion().getBarrio().toString());

label = (Label) documentoVenta.lookup("#lblCalleInmueble");

label.setText(venta.getInmueble().getDireccion().getCalle().toString());

label = (Label) documentoVenta.lookup("#lblAlturaInmueble");

label.setText(venta.getInmueble().getDireccion().getNumero());

label = (Label) documentoVenta.lookup("#lblPisoInmueble");

label.setText(venta.getInmueble().getDireccion().getPiso());

label = (Label) documentoVenta.lookup("#lblDepartamentoInmueble");

label.setText(venta.getInmueble().getDireccion().getDepartamento());

label = (Label) documentoVenta.lookup("#lblOtrosInmueble");

label.setText(venta.getInmueble().getDireccion().getOtros());

label = (Label) documentoVenta.lookup("#lblImporte");

label.setText(String.*format*("$ %10.2f", venta.getImporte()));

label = (Label) documentoVenta.lookup("#lblMedioDePago");

label.setText(venta.getMedioDePago());

label = (Label) documentoVenta.lookup("#lblFechaVenta");

label.setText(conversorFechas.diaMesYAnioToString(venta.getFecha()));

label = (Label) documentoVenta.lookup("#lblHoraGenerado");

Date ahora = **new** Date();

label.setText(String.*format*(label.getText(), conversorFechas.horaYMinutosToString(ahora), conversorFechas.diaMesYAnioToString(ahora)));

//genera el archivo

pdf = generarPDF(documentoVenta);

} **catch**(Throwable e){

**return** e; //si algo falla

}

**return** **null**; //si no falla nada

});

//se asegura de que se corra en el hilo de javaFX

**if**(!Platform.*isFxApplicationThread*()){

Platform.*runLater*(future);

}

**else**{

future.run();

}

Throwable excepcion = future.get();

//si hubo error se lanza excepción

**if**(excepcion != **null**){

**throw** excepcion;

}

**if**(pdf == **null**){

**throw** **new** NullPointerException("Error al generar PDF");

}

} **catch**(Throwable e){

**throw** **new** GenerarPDFException(e);

}

**return** pdf;

}

Código del test de generar PDF en GestorPDFTest.java

/\*\*

\* Prueba el método generarPDF(Venta venta), el cual corresponde con la taskcard 30 de la iteración 2 y a la historia 8

\* El test es en parte manual ya que genera un archivo pdf que debe comprobarse si es correcto manualmente.

\*

\* **@throws** Exception

\*/

@Test

**public** **void** testGenerarPDFVenta() **throws** Exception {

**new** ControladorTest(LoginController.***URLVista***, **new** LoginController() {

@Override

**protected** **void** setTitulo(String titulo) {

}

@Override

**public** **void** inicializar(URL location, ResourceBundle resources) {

}

});

GestorPDF gestor = **new** GestorPDF() {

{

formateador = **new** FormateadorString();

conversorFechas = **new** ConversorFechas();

}

};

Cliente cliente = **new** Cliente().setNombre("Jaquelina")

.setApellido("Acosta")

.setTipoDocumento(**new** TipoDocumento().setTipo(TipoDocumentoStr.***DNI***))

.setNumeroDocumento("36696969");

Propietario propietario = **new** Propietario().setNombre("Ignacio")

.setApellido("Falchini")

.setTipoDocumento(**new** TipoDocumento().setTipo(TipoDocumentoStr.***DNI***))

.setNumeroDocumento("12345678");

Localidad localidad = **new** Localidad().setProvincia(**new** Provincia().setPais(**new** Pais())).setNombre("Federal");

Direccion direccion = **new** Direccion().setCalle(**new** Calle().setLocalidad(localidad).setNombre("Donovan")).setLocalidad(localidad).setBarrio(**new** Barrio().setLocalidad(localidad).setNombre("Centro"))

.setNumero("635")

.setPiso("6")

.setDepartamento("B")

.setOtros("otros");

Inmueble inmueble = **new** Inmueble() {

@Override

**public** Integer getId() {

**return** 12345;

};

}.setTipo(**new** TipoInmueble(TipoInmuebleStr.***DEPARTAMENTO***))

.setDireccion(direccion)

.setPropietario(propietario);

Date fechahoy = **new** Date();

Venta venta = **new** Venta().setCliente(cliente)

.setPropietario(propietario)

.setInmueble(inmueble)

.setFecha(fechahoy)

.setImporte(1000000.0)

.setMedioDePago("contado");

PDF pdf = gestor.generarPDF(venta);

FileOutputStream fos = **new** FileOutputStream("testVenta.pdf");

fos.write(pdf.getArchivo());

fos.close();

}

### Taskcard 31 Lógica imprimir venta

Código de imprimir PDF (en general) en ImpresoraPDF.java

/\*\*

\* Método que manda a imprimir un PDF

\*

\* **@param** p

\* PDF a imprimir

\* **@throws** ImprimirPDFException

\* si falla al imprimir

\*/

**public** **void** imprimirPDF(PDF p) **throws** ImprimirPDFException {

**try**{

PDDocument document = PDDocument.*load*(p.getArchivo());

PrinterJob printJob = PrinterJob.*getPrinterJob*();

**if**(printJob.printDialog()){

printJob.setPageable(**new** PDFPageable(document));

printJob.print();

document.close();

}

} **catch**(Exception ex){

**throw** **new** ImprimirPDFException(ex);

}

}

### Taskcard 32 Persistidor y entidad venta

Código del archivo Venta.java

/\*\*

\* Entidad que modela una venta

\* Pertenece a la taskcard 32 de la iteración 2

\*/

**public** **class** Venta {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

@Column(name = "id")

**private** Integer id; //ID

@Column(name = "importe", nullable = **false**)

**private** Double importe;

@Column(name = "medio\_de\_pago", nullable = **false**)

**private** String medioDePago;

@Column(name = "fecha", nullable = **false**)

**private** Date fecha;

@OneToOne(fetch = FetchType.***EAGER***, cascade = CascadeType.***ALL***, orphanRemoval = **true**, optional = **false**)

@JoinColumn(name = "idarchivo", foreignKey = @ForeignKey(name = "venta\_idarchivo\_fk"), nullable = **false**)

**private** PDF archivoPDF;

//Relaciones

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idvendedor", referencedColumnName = "id", foreignKey = @ForeignKey(name = "venta\_idvendedor\_fk"), nullable = **false**)

**private** Vendedor vendedor;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idcliente", referencedColumnName = "id", foreignKey = @ForeignKey(name = "venta\_idcliente\_fk"), nullable = **false**)

**private** Cliente cliente;

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idpropietario", referencedColumnName = "id", foreignKey = @ForeignKey(name = "venta\_idpropietario\_fk"), nullable = **false**)

**private** Propietario propietario;

@OneToOne(fetch = FetchType.***EAGER***, optional = **false**)

@JoinColumn(name = "idinmueble", referencedColumnName = "id", foreignKey = @ForeignKey(name = "venta\_idinmueble\_fk"), nullable = **false**)

**private** Inmueble inmueble;

Código del archivo VentaServiceImpl.java

/\*

\* Método para guardar en la base de datos una venta

\*/

@Override

@Transactional(rollbackFor = PersistenciaException.**class**)//si falla hace rollback de la transacción

**public** **void** guardarVenta(Venta venta) **throws** PersistenciaException {

Session session = getSessionFactory().getCurrentSession();

**try**{

session.save(venta);

} **catch**(Exception e){

**throw** **new** SaveUpdateException(e);

}

}

### Taskcard 33 Agregar EstadoInmueble a inmueble

Se agregó el siguiente código a la entidad Inmueble en Inmueble.java

@ManyToOne(fetch = FetchType.***EAGER***)

@JoinColumn(name = "idestadoinmueble", referencedColumnName = "id", foreignKey = @ForeignKey(name = "inmueble\_idestadoinmueble\_fk"), nullable = **false**)

**private** EstadoInmueble estadoInmueble; //Establece si el inmueble fue vendido o no

Código de Estado Inmueble en EstadoInmueble.java

/\*\*

\* Entidad que modela los estados por los cuales pueden pasar un inmueble.

\* Pertenece a la taskcard 33 de la iteración 2 y a la historia de usuario 8

\*/

@NamedQuery(name = "obtenerEstadosInmueble", query = "SELECT e FROM EstadoInmueble e")

@Entity

@Table(name = "estadoinmueble")

**public** **class** EstadoInmueble {

@Id

@GeneratedValue(strategy = GenerationType.***IDENTITY***)

**private** Integer id; //ID

@Column(name = "estado", length = 20, unique = **true**)

@Enumerated(EnumType.***STRING***)

**private** EstadoInmuebleStr estado;

//getters, setters, constructores y otros métodos

(…)